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Abstract

Online reinforcement learning (RL) is increasingly popular for the personalized mobile health (mHealth) intervention.
It is able to personalize the type and dose of interventions according to user’s ongoing statuses and changing needs.
However, at the beginning of online learning, there are usually too few samples to support the RL updating, which leads
to poor performances. A delay in good performance of the online learning algorithms can be especially detrimental in
the mHealth, where users tend to quickly disengage with the mHealth app. To address this problem, we propose a new
online RL methodology that focuses on an effective warm start. The main idea is to make full use of the data accumulated
and the decision rule achieved in a former study. As a result, we can greatly enrich the data size at the beginning of online
learning in our method. Such case accelerates the online learning process for new users to achieve good performances
not only at the beginning of online learning but also through the whole online learning process. Besides, we use the
decision rules achieved in a previous study to initialize the parameter in our online RL model for new users. It provides
a good initialization for the proposed online RL algorithm. Experiment results show that promising improvements have
been achieved by our method compared with the state-of-the-art method.

Keywords: Mobile Health (mHealth), Online learning, Reinforcement Learn-
ing (RL), Warm Start, Actor-Critic
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1 Introduction

With billions of smart device (i.e., smart-phones and wearable devices) users worldwide, mobile health (mHealth) inter-
ventions (MHI) are increasingly popular among the behavioral health, clinical, computer science and statistic commu-
nities [1, 2, 3, 4]. The MHI aims to make full use of smart technologies to collect, transport and analyze the raw data
(weather, location, social activity, stress, urges to smoke, etc.) to deliver effective treatments that target behavior regular-
ization [2]. For example, the goal of MHI is to optimally prevent unhealthy behaviors, such as alcohol abuse and eating
disorders, and to promote healthy behaviors. Particularly, JITAIs (i.e., Just in time adaptive intervention) is especially in-
teresting and practical due to the appealing properties [1]: (1) JITAIs could make adaptive and efficacious interventions
according to user’s ongoing statuses and changing needs; (2) JITAIs allow for the real-time delivery of interventions,
which is very portable, affordable and flexible [5]. Therefore, JITAIs are widely used in a wide range of mHealth appli-
cations, such as physical activity, eating disorders, alcohol use, mental illness, obesity/weight management and other
chronic disorders etc., that aims to guide people to lead healthy lives [4, 2, 6, 3, 7].

Normally, JITAIs is formed as an online sequential decision making (SDM) problem that is aimed to construct the optimal
decision rules to decide when, where and how to deliver effective treatments [4, 2, 5]. This is a brand-new topic that
lacks of methodological guidance. In 2014, Lei [1] made a first attempt to formulate the mHealth intervention as an
online actor-critic contextual bandit problem. Lei’s method is well suited for the small data set problem in the early
stage of the mHealth study. However, this method ignores the important delayed effects of the SDM—the current action
may affect not only the immediate reward but also the next states and, through that, all subsequent rewards [8]. To
consider the delayed effects, it is reasonable to employ the reinforcement learning (RL) in the discount reward setting.
RL is much more complex than the contextual bandit. It requires much more data to acquire good and stable decision
rules [5]. However at the beginning of the online learning, there are too few data to start effective online learning. A
simple and widely used method is to collect a fixed length of trajectory (T0 = 10, say) via the micro-randomized trials [4],
accumulating a few of samples, then starting the online updating. Such procedure is called the random warm start, i.e.
RWS. However, there are two main drawbacks of the RWS: (1) it highly puts off the online RL learning before achieving
good decision rules; (2) it is likely to frustrate the users because the random decision rules achieved at the beginning of
online learning are not personalized to the users’ needs. Accordingly, it is easy for users to abandon the mHealth app.

To alleviate the above problems, we propose a new online RL methodology by emphasizing effective warm starts. It
aims to promote the performance of the online learning at the early stage and, through that, the final decision rule. The
motivation is to make full use of the data and the decision rules achieved in the previous study, which is similar to the
current study (cf. Sec. 3). Specifically, we use the decision rules achieved previously to initialize the parameter of the
online RL learning for new users. The data accumulated in the former study is also fully used. As a result, the data size
is greatly enriched at the beginning of our online learning algorithm. When the online learning goes on, the data gained
from new users will have more and more weights to increasingly dominate the objective function. Our decision rule is
still personalized according to the new user. Extensive experiment results show the power of the proposed method.

2 Markov Decision Process (MDP) and Actor-Critic Reinforcement Learning

MDP: The dynamic system (i.e. the environment) that RL interacts with is generally modeled as a Markov Decision
Process (MDP) [8]. An MDP is a tuple {S,A, P,R, γ} [9, 10, 11], where S is (finite) state space and A is (finite) action
space. The state transition probability P : S × A × S 7→ [0, 1], from state s to the next state s′ when taking action a, is
given by P (s, a, s′). Let St, At and Rt+1 be the random variables at time t representing the state, action and immediate
reward respectively. The expected immediate reward R (s, a) = E (Rt+1 | St = s,At = a) is assumed to be bounded over
the state and action spaces [2]. γ ∈ [0, 1) is a discount factor to reduce the influence of future rewards.

The stochastic policy π (· | s) decides the action to take in a given state s. The goal of RL is to interact with the environ-
ment to learn the optimal policy π∗ that maximizes the total accumulated reward. Usually, RL uses the value function
Qπ (s, a) ∈ R|S|×|A| to quantify the quality of a policy π, which is the expected discounted cumulative reward, starting
from state s, first choosing action a and then following the policy π: Qπ (s, a) = E {∑∞t=0 γ

tR (st, at) | s0 = s, a0 = a, π} .
The value Qπ (s, a) satisfies the following linear Bellman equation

Qπ (s, a) = Es′,a′|s,a,π {R (s, a) + γQπ (s′, a′)} (1)

The parameterized functions are generally employed to approximate the value and policy functions since [9] the system
usually have too many states and actions to achieve an accurate estimation of value and policy. Instead they have
to be iteratively estimated. Due to the great properties of quick convergences [10], the actor-critic RL algorithms are
widely accepted to esimate the parameterized value Qw (s, a) = wTx (s, a) ≈ Qπ and stochastic policy πθ (· | s) ≈
π∗ (· | s), where x (s, a) is a feature function for the Q-value that merges the information in state s and action a. To learn
the unknown parameters {w, θ}, we need a 2-step alternating updating rule until convergence: (1) the critic updating
(i.e., policy evaluation) for w to estimate the Q-value function for the current policy, (2) the actor updating (i.e., policy
improvement) for θ to search a better policy based on the newly estimated Q-value [10, 4].
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Supposing the online learning for a new user is at decision point t, resulting in t tuples drawn from the MDP system,
i.e., D = {(si, ai, ri, s′i) | i = 1, · · · , t}. Each tuple consists of four elements: the current state, action, reward and the next
state. By using the data in D, the Least-Squares Temporal Difference for Q-value (LSTDQ) [11, 8] is used for the critic
updating to estimate ŵt at time point t:

ŵt =

[
ζcI +

1

t

t∑

i=1

xi (xi − γyi+1)
ᵀ
]−1(

1

t

t∑

i=1

xiri

)
, (2)

where xi = x (si, ai) is the feature at decision point i for the value function; yi+1 =
∑
a∈A x (si+1, a)πθ̂t (a | si+1) is the

feature at the next time point; ri is the immediate reward at the ith time point. By maximizing the average reward, i.e., a
widely accepted criterion [10], we have the objective function for the actor updating (i.e., policy improvement)

θ̂t = arg max
θ

1

t

t∑

i=1

∑

a∈A
Q (si, a; ŵt)πθ (a|si)−

ζa
2
‖θ‖22 (3)

whereQ (si, a; ŵt)=x (si, a)
ᵀ

ŵt is the newly estimated value; ζc and ζa are the balancing parameters for the `2 constraint
to avoid singular failures for the critic and actor update respectively. Note that after each actor update, the feature at the
next time point yi+1 has to be re-calculated based on the newly estimated policy parameter θ̂t. When the discount factor
γ = 0, the RL algorithm in (4), (5) is equivalent to the state-of-the-art contextual bandit method in the mHealth [1].

3 Our method

The actor-critic RL algorithm in (4), (5) works well when the sample size (i.e. t) is large. However at the beginning
of the online learning, e.g., t = 1, there is only one tuple. It is impossible to do the actor-critic updating with so few
samples. A popular and widely accepted method is to accumulate a small number of tuples via the micro-randomized
trials [4] (called RWS). RWS is to draw a fixed length of trajectory (T0 = 10, say) by applying the random policy with
probability 0.5 to provide an intervention (i.e., µ (1 | s) = 0.5 for all states s). RWS works to some extent, they are far
from the optimal. One direct drawback with RWS is that it is very expensive in time to wait the micro-randomized trials
to collect data from human, implying that we may still have a small number of samples to start the actor-critic updating.
This tough problem badly affects the actor-critic updating not only at the beginning of online learning, but also along
the whole learning process. Such case is due to the actor-critic objective functions is non-convex; any bad solution at
the early online learning would bias the optimization direction, which easily leads some sub-optimal solution. Besides,
the random policy in micro-randomized trials and the decision rules achieved at the early online learning is of bad user
experience. Such problem makes it possible for the users to be inactive with or even to abandon the mHealth intervention.

To deal with the above problems, we propose a new online actor-critic RL methodology. It emphasizes effective warm
starts for the online learning algorithm. The goal is to promote decision rules achieved at the early online learning stage
and, through that, guide the optimization in a better direction, leading to a good final policy that is well suited for the
new user. Specifically, we make full use of the data accumulated and decision rules learned in the previous study. Note
that for the mHealth intervention design, there are usually several rounds of study; each round is pushed forward and
slightly different from the former one. By using the data and policy gained in the former study, the RL learning in
current study could quickly achieve good decision rules for new users, reducing the total study time and increasing the
user experience at the beginning of the online learning.

Supposing that the former mHealth study is carried out in an off-policy, batch learning setting, we have N̄ (40, say)
individuals. Each individual is with a trajectory including T̄ = 42 tuples of states, actions and rewards. Thus in total
there areNT = N̄× T̄ tuples, i.e., D̄ = {(s̄i, āi, r̄i, s̄′i) | i = 1, · · · , NT}. Besides the data in D̄, we employ the decision rule
achieved in the former study to initialize the parameters in the current online learning. Note that we add a bar above the
notations to distinguish the data obtained in the previous study from that of the current study.

At the tth decision point, we have both the data D̄ collected in the former study and the t new tuples drawn from the new
user in D to update the online actor-critic learning. It has two parts: (1) the critic updating for ŵt via

ŵt =



ζcI +

1

t+ 1


 1

NT

NT∑

j=1

x̄j (x̄j − γȳi+1)
ᵀ

+

t∑

i=1

xi (xi − γyi+1)
ᵀ







−1 
 1

t+ 1


 1

NT

NT∑

j=1

x̄j r̄j +

t∑

i=1

xiri




 (4)

and (2) the actor updating via

θ̂t = arg max
θ

1

t+ 1





1

NT

NT∑

j=1

∑

a∈A
Q (s̄j , a; ŵt)πθ (a|s̄j) +

t∑

i=1

∑

a∈A
Q (si, a; ŵt) · π (a|si)



−

ζa
2
‖θ‖22 , (5)
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where {x̄j}NTj=1 is data in the previous study; (xi)
t
i=1 is the data that is collected from the new user; x̄i = x̄ (si, ai) is the

feature vector at decision point i for the value function; ȳi+1 =
∑
a∈A x (s̄i+1, a)πθ̂t (a | s̄i+1) is the feature at the next

time point; r̄i is the immediate reward at the ith point; Q (s̄i, a; ŵt) = x (s̄i, a)
ᵀ

ŵt is the newly updated value.

In (4) and (5), the terms in the blue ink indicate the the previous data, which is with a normalized weight 1
NT . In this

setting, all the data obtained in the former study is treated as one sample for the current online learning. When cur-
rent online learning goes on (i.e., t increases), the data collected from the new user gradually dominates the objective
functions. Thus, we are still able to achieve personalized JITAIs that is successfully adapted to each new user.

4 Experiments

To verify the performance, we compare our method (i.e., NWS-RL) with the conventional RL method with the random
warm start (RWS-RL) on the HeartSteps application [3]. The HeartSteps is a 42-day mHealth intervention that encourages
users to increase the steps they take each day by providing positive interventions, such as suggesting taking a walk after
sedentary behavior. The actions are binary including {0, 1}, where a = 1 means providing active treatments, e.g., sending
an intervention to the user’s smart device, while a = 0 means no treatment [2].

4.1 Simulated Experiments

In the experiments, we draw T tuples from each user, i.e.,DT = {(S0, A0, R0) , (S1, A1, R1) , · · · , (ST , AT , RT )}, where the
observation St is a column vector with p elements . The initial states and actions are generated by S0 ∼ Normalp {0,Σ}

and A0 = 0, where Σ =

[
Σ1 0
0 Ip−3

]
and Σ1 =

[
1 0.3 −0.3

0.3 1 −0.3
−0.3 −0.3 1

]
. For t ≥ 1, we have the state generation model

and immediate reward model as follows

St,1 = β1St−1,1 + ξt,1,

St,2 = β2St−1,2 + β3At−1 + ξt,2, (6)
St,3 = β4St−1,3 + β5St−1,3At−1 + β6At−1 + ξt,3,

St,j = β7St−1,j + ξt,j , for j = 4, . . . , p

Rt = β14 × [β8 +At × (β9 + β10St,1 + β11St,2) + β12St,1 − β13St,3 + %t] , (7)

where −β13Ot,3 is the treatment fatigue [4, 2]; {ξt,i}pi=1 ∼ Normal
(
0, σ2

s

)
at the tth point is the noise in the state transition

(6) and %t ∼ Normal
(
0, σ2

r

)
is the noise in the immediate reward model (7). To generate N different users, we need

N different MDPs specified by the value of βs in (6) and (7). The βs are generated in the following two steps: (a) set
a basic βbasic = [0.40, 0.25, 0.35, 0.65, 0.10, 0.50, 0.22, 2.00, 0.15, 0.20, 0.32, 0.10, 0.45, 1.50, 800]; (b) to obtain N different βs
(i.e., users or MDPs), we set the {βi}Ni=1 as βi = βbasic + δi, for i ∈ {1, 2, · · · , N} , where δi ∼ Normal (0, σbI14), σb
controls how different the users are and I14 is an identity matrix with 14× 14 elements. To generate the MDP for a future
user, we will also use this kind of method to generate new βs.

4.2 Experiment Settings

The expectation of long run average reward (ElrAR) E [ηπθ̂ ] is used to evaluate the quality of an estimated policy πθ̂ on
a set of N=50 individuals. Intuitively, the ElrAR measures how much average reward in the long run we could totally
get by using the learned policy πθ̂ for a number of users. In the HeartSteps application, the ElrAR measures the average
steps that users take each day in a long period of time; a larger ElrAR corresponds to a better performance. The average
reward ηπθ̂ is calculated by averaging the rewards over the last 4, 000 elements in a trajectory of 5, 000 tuples under the
policy πθ̂. Then ElrAR E [ηπθ̂ ] is achieved by averaging the 50 ηπθ̂ ’s.

In the experiment, we assume the parameterized policy in the form πθ (a | s) = exp [aθᵀφ (s)] / {1 + exp [θᵀφ (s)]}, where
θ ∈ Rq is the unknown variance and φ (s) = [1, sᵀ]

ᵀ ∈ Rq is the feature function for policies that stacks constant 1 with
the state vector s. The number of individuals in the former study is N̄ = 40. Each is with a trajectory of T̄=42 time
points. For the current study (cf., Table 1), there are N = 50 individuals. RWS has to accumulate tuples till T0 = 5
and 10 respectively to start the online learning. Our method (i.e., NWS) has the ability to start the RL online learning
algorithm immediately when the 1st tuple is available. Since the comparison of early online learning is our focuses, we
set the total trajectory length for the online learning as T = 30 and T = 50, respectively. The noises are set σs = σr = 1
and σβ = 0.005. Other variances are p = 3, q = 4, ζa = ζc = 10−5. The feature processing for the value estimation
is x (s, a) = [1, sᵀ, a, sᵀa]

ᵀ ∈ R2p+2 for all the compared methods. Table 1 summarizes the experiment results of three
methods: RWS-RLT0=5, RWS-RLT0=10 and NWS-RLT0=1. It includes two sub-tables: the left one shows the results of early
online learning results, i.e., T = 30 and the right displays the results when T = 50. As we shall see, the proposed warm

3
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Table 1: The average reward of three online RL methods as discount factor γ rises from 0 to 0.95: (a) Random Warm Start
RL (RWS-RL) when T0 = 5 and T0 = 10 respectively; (b) the proposed New Warm Start RL (NWS-RL) is able to start the
online learning when the 1st tuple is available, i.e., T0 = 1. The Red value is the best and the blue value is the 2nd best.

γ
Average reward when trajectory length T = 30 Average reward when trajectory length T = 50
RWS-RLT0=5 RWS-RLT0=10 NWS-RLT0=1 RWS-RLT0=5 RWS-RLT0=10 NWS-RLT0=1

0 1152.9±18.8 1349.7±13.9 1367.6±8.30 1152.6±19.8 1335.8±8.50 1365.2±8.30
0.2 1152.4±22.2 1320.2±26.8 1339.3±13.6 1153.8±19.9 1325.4±14.2 1361.4±8.70
0.4 1149.1±23.8 1300.6±32.6 1337.7±23.9 1149.7±17.5 1308.0±19.7 1335.1±15.8
0.6 1155.2±29.0 1301.1±32.7 1405.4±49.1 1160.2±21.3 1281.2±27.3 1387.6±48.3
0.8 1267.8±43.3 1326.7±29.8 1481.9±31.6 1263.0±37.1 1333.3±43.1 1501.2±35.5
0.95 1327.9±46.0 1354.9±27.5 1426.7±30.6 1320.8±47.2 1427.7±33.7 1479.3±39.7
Avg. 1200.9 1325.5 1393.1 1200.0 1335.2 1405.0

The value of γ specifies different RL methods: (a) γ = 0 means the contextual bandit [1], (b) 0 < γ < 1 indicates the discounted reward RL.

start method (NWS-RL) has an obvious advantage over the conventional RWS-RL, averagely achieving an improvement
of 67.57 steps for T = 30 and 69.72 steps for T = 50 compared with the 2nd best policy in blue.

5 Conclusion and Discussion

In this paper, we propose a new online actor-critic reinforcement learning methodology for the mHealth application. The
main idea is to provide an effective warm start method for the online RL learning. The state-of-the-art RL method for
mHealth has the problem of lacking samples to start the online learning. To solve this problem, we make full use of the
data accumulated and decision rules achieved in the former study. As a result, the data size is greatly enriched even
at the beginning of online learning. Our method is able to start the online updating when the first tuple is available.
Experiment results verify that our method achieves clear gains compared with the state-of-the-art method. In the future,
we may explore the robust learning [12, 13] and graph learning [14, 15] on the online actor-critic RL learning algorithm.
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Abstract

In several realistic situations, an interactive learning agent can practice and refine its strategy before going on to be
evaluated. For instance, consider a student preparing for a series of tests. She would typically take a few practice tests to
know which areas she needs to improve upon. Based of the scores she obtains in these practice tests, she would formulate
a strategy for maximizing her scores in the actual tests. We treat this scenario in the context of an agent exploring a fixed-
horizon episodic Markov Decision Process (MDP), where the agent can practice on the MDP for some number of episodes
(not necessarily known in advance) before starting to incur regret for its actions.

During practice, the agent’s goal must be to maximize the probability of following an optimal policy. This is akin to the
problem of Pure Exploration (PE). We extend the PE problem of Multi Armed Bandits (MAB) to MDPs and propose a
Bayesian algorithm called Posterior Sampling for Pure Exploration (PSPE), which is similar to its bandit counterpart. We
show that the Bayesian simple regret converges at an optimal exponential rate when using PSPE.

When the agent starts being evaluated, its goal would be to minimize the cumulative regret incurred. This is akin to the
problem of Reinforcement Learning (RL). The agent uses the Posterior Sampling for Reinforcement Learning algorithm
(PSRL) initialized with the posteriors of the practice phase. We hypothesize that this PSPE + PSRL combination is an
optimal strategy for minimizing regret in RL problems with an initial practice phase. We show empirical results which
prove that having a lower simple regret at the end of the practice phase results in having lower cumulative regret during
evaluation.

Keywords: Markov Decision Process, Multi Armed Bandit, Pure Exploration,
Reinforcement Learning
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1 Introduction

In problems involving sequential decision making under uncertainty, there exist at least two different objectives: a)
optimize the online performance, and b) find an optimal behavior. In the context of Multi Armed Bandits (MAB), these
objectives correspond to: a) maximize cumulative reward, and b) identify the best arm. The first objective is the widely
studied problem of cumulative regret minimization. The second one is a Pure Exploration (PE) problem, where agent has
to efficiently gather information to identify the optimal arm. For Markov Decision Processes (MDPs), the first objective
is the classical Reinforcement Learning (RL) problem. On the other hand, PE in MDPs is an area which has not been
explored in detail.

Our first contribution is that we propose an algorithm called Posterior Sampling for Pure
Exploration (PSPE), for PE in fixed-horizon episodic MDPs. We define an objective similar
to the notion of simple regret in MABs and analyze its convergence when using PSPE.
In PSPE, the agent’s goal is to explore the MDP such that it maximizes the probability
of following an optimal policy after some number of episodes (not necessarily known in
advance). The following table captures PSPE’s relation to other algorithms.

RL PE
MAB TS [5] PTS[4]
MDP PSRL [2] PSPE

Thompson Sampling (TS) [5] is a Bayesian algorithm for maximizing the cumulative rewards received in bandits. The
idea is to pull an arm according to its confidence (i.e, its probability of being optimal the optimal arm). It maintains a
prior distribution over bandit instances. At each step, it samples an instance of a bandit from the posterior and pulls its
optimal arm. Pure exploration Thompson Sampling (PTS)[4] modifies TS by adding a re-sampling step. TS is not suitable
for PE as it pulls the estimated best arm almost all the time. It takes a very long time to ascertain that none of the other
arms offer better rewards. The re-sampling step prevents pulling the estimated best arm too often and helps in achieving
a higher confidence in lesser number of arm pulls. Posterior Sampling for Reinforcement Learning (PSRL) [2] extends
TS for the RL problem on episodic fixed-horizon MDPs. It maintains a prior distribution over MDPs. At the beginning
of each episode, it samples a MDP instance from the posterior, finds its optimal policy using dynamic programming and
acts according to this policy for the duration of the episode. It updates the posterior with the rewards and transitions
witnessed. For PE in MDPs, we propose PSPE, which adds a re-sampling step to PSRL.

In reality however, agents may have a different objective: Optimize online performance after a period of exploration
without regret. For instance, consider a student preparing for a series of tests. She would typically take a few practice
tests to know which areas she needs to improve upon. Based of the scores she obtains in these practice tests, she would
formulate a strategy for maximizing her scores in the actual tests. Another example is a robot in a robotics competition.
It typically has a few practice rounds before the evaluation rounds. In the practice rounds, the robot can freely explore
the environment such that it maximizes its score in the evaluation round.

For this new objective, we claim that the best strategy is to use PSPE during practice and switch to PSRL during evalua-
tion. This is our second contribution. At the end of the practice phase, PSPE maximizes the probability of following an
optimal policy. It essentially initializes the priors of PSRL such that they are very close to the true MDP. PSRL can thus
leverage these priors to obtain near optimal rewards.

2 Episodic Fixed Horizon MDP

An episodic fixed horizon MDP M is defined by the tuple 〈S,A, R, P,H, ρ〉. Here S = {1, ..., S} and A = {1, ..., A}
are finite sets of states and actions respectively. The agent interacts with the MDP in episodes of length H . The initial
state distribution is given by ρ. In each step h = 1, ...,H of an episode, the agent observes a state sh and performs an
action ah. It receives a reward rh sampled from the reward distribution R(sh, ah) and transitions to a new state sh+1

sampled from the transition probability distribution P (sh, ah). The average reward received for a particular state-action
is R̄(s, a) = E[r|r ∼ R(s, a)].

For fixed horizon MDPs, a policy π is a mapping from S and {1, ...,H} to A. The value of a state s and action a under

a policy π is: Qπ(s, a, h) = E
[
R̄(s, a) +

H∑

i=h+1

R̄(si, π(si, i))

]
. Let Vπ(s, h) = Qπ(s, π(s, h), h). A policy π∗ is an optimal

policy for the MDP if π∗ ∈ arg maxπ Vπ(s, h) for all s ∈ S and h = 1, ...,H . Let the set of optimal policies be Π∗. For a
MDP M , let ΠM be the set of optimal policies.

3 Posterior Sampling for Reinforcement Learning

Consider a MDP with S states, A actions and horizon length H . PSRL maintains a prior distribution on the set of MDPs
M, i.e on the reward distribution R (on SA variables) and the transition probability distribution P (on S2A variables).
At the beginning of each episode t, a MDP Mt is sampled from the current posterior. Let Pt and Rt be the transition and

1

Paper M9 12



reward distributions of Mt. The set of optimal policies ΠMt for this MDP can be found using Dynamic Programming as
Pt and Rt are known. The agent samples a policy πt from ΠMt and follows it for H steps. The rewards and transitions
witnessed during this episode are used to update the posteriors. Let f be the prior density over the MDPs andHt be the
history of episodes seen until t − 1. Let sh,t be the state observed, ah,t be the action performed and rh,t be the reward
received at time h in episode t.

Like TS, PSRL maintains a prior distribution over the
model, in this case a MDP. At each episode, it samples
a model from the posterior and acts greedily according to
the sample. TS selects arms according to their posterior
probability of being optimal and PSRL selects policies ac-
cording to the posterior probability they are optimal. It is
possible to compute the posterior efficiently and sample
from it by a proper choice of conjugate prior distributions
or by the use of Markov Chain Monte Carlo methods.

Algorithm 1 PSRL
1: H1 = {}
2: for t = 1, 2, ... do
3: Sample Mt ∼ f(·|Ht)
4: Choose a policy πt at random from ΠMt

5: Observe initial state s1,t

6: for h = 1, ...,H do
7: Perform action ah,t = πt(sh,t, h)
8: Observe reward rh,t and next state sh+1,t

9: end for
10: Ht+1 = Ht ∪ {(sh,t, ah,t, rh,t, sh+1,t)|h = 1..H}
11: end for

Algorithm 2 PSPE
1: H1 = {}
2: for t = 1, 2, ... do
3: Sample Mt ∼ f(·|Ht)
4: Sample B ∼ Bernoulli(β)
5: if B = 1 then
6: Choose a policy πt at random from ΠMt

7: else
8: repeat
9: Re-sample M̃t ∼ f(·|Ht)

10: until Π
M̃t
−ΠMt

6= ∅
11: Choose a policy πt at random from Π

M̃t
−ΠMt

12: end if
13: Observe initial state s1,t

14: for h = 1, ...,H do
15: Perform action ah,t = πt(sh,t, h)
16: Observe reward rh,t and next state sh+1,t

17: end for
18: Ht+1 = Ht ∪ {(sh,t, ah,t, rh,t, sh+1,t)|h = 1..H}
19: end for

4 Posterior Sampling for Pure Exploration

PSRL is not suitable for PE as after a certain point, it almost certainly follows the optimal policy and does not spend
much effort in refining its knowledge of other policies. PSPE modifies PSRL by adding a re-sampling step. This is an
extension of the Top-Two sampling idea of PTS to PSRL. This prevents it from following an estimated optimal policy too
frequently.

The algorithm depends on a parameter β, where 0 < β < 1, which controls how often an optimal policy of the sampled
MDP is followed. At each episode t, PSPE samples a MDP Mt and finds its set of optimal policies ΠMt

. With probability
β it follows a policy from this set. With probability 1 − β it re-samples MDPs until a different set of policies Π

M̃t
is

obtained. It then follows a policy from the set Π
M̃t
− ΠMt

for H steps. In the case of bandits, PSPE is equivalent to PTS.
PSRL is the same as PSPE with β = 1.

5 Analysis

Let xπ(M) = |ΠM ∩ {π}|/|ΠM |. The confidence of policy π after episode t is: α(π, t) =
∫
M∈M xπ(M)f(M |Ht+1)dM .

The mean episodic reward of a policy π is: µ(π) =
∑
s∈S ρ(s)Vπ(s, 1). Let µ∗ = maxπ µ(π). The gap of a policy is

∆(π) = µ∗ − µ(π) for π /∈ Π∗. The simple regret after the episode t is : rt = µ∗ −∑π α(π, t)µ(π). Let Θ(t) be the
confidence of the sub-optimal policies: Θ(t) =

∑
π/∈Π∗ α(π, t). We re-write rt as:

rt = µ∗ −
∑

π

α(π, t)µ(π) = µ∗ −
∑

π/∈Π∗

α(π, t)µ(π)−
∑

π∈Π∗

α(π, t)µ∗ = (1−
∑

π∈Π∗

α(π, t))µ∗ −
∑

π/∈Π∗

α(π, t)µ(π)

= Θ(t)µ∗ −
∑

π/∈Π∗

α(π, t)µ(π)

Upper and lower bounds for rt can be expressed in terms of Θ(t) and ∆(π):

Θ(t) min
π

∆(π) ≤ Θ(t)µ∗ −
∑

π/∈Π∗

α(π, t)µ(π) ≤ Θ(t) max
π

∆(π) =⇒ Θ(t) min
π

∆(π) ≤ rt ≤ Θ(t) max
π

∆(π)

rt is bounded above and below by Θ(t) asymptotically. The convergence of Θ(t) dictates the convergence of rt.
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We use results from the analysis of PTS[4] about the convergence of Θ(t).

There exist constants {Γ∗β > 0 : β ∈ (0, 1)} such that Γ∗ = maxβ Γ∗β exists, β∗ = arg maxβ Γ∗β is unique for a given MDP
and the following hold with probability 1:

1. Under PSPE with parameter β∗, lim
t→∞

−1

t
log Θ(t) = Γ∗. Under any algorithm, lim sup

t→∞
−1

t
log Θ(t) ≤ Γ∗

2. Under PSPE with parameter β ∈ (0, 1), lim
t→∞

−1

t
log Θ(t) = Γ∗β

3. Γ∗ ≤ 2Γ∗1
2

and
Γ∗

Γ∗β
≤ max

{
β∗

β
,

1− β∗
1− β

}

Θ(t) cannot converge faster than exp(−tΓ∗). When using PSPE with parameter β, Θ(t) converges at rate of Γ∗β in the
limit. When β = β∗, this rate of convergence is Γ∗, which is optimal. When β is close to β∗, Γ∗β is close to Γ∗. In particular,
the choice of β = 1/2 is robust as Γ∗1/2 is atleast half of Γ∗ for any MDP.

6 Experiments

We compare the performance of PSPE with different values of β and random exploration. To ease the procedure of
computing posterior distributions and sampling MDPs from the posterior, we use suitable conjugate-prior distributions.
For the transition probabilities, we use a uniform Dirichlet prior and a categorical likelihood, and for reward distribution,
we use a Gaussian prior (N (0, 1)) and a Gaussian likelihood with unit variance. We calculate the simple regret by
sampling 1000 independent MDPs from the posterior and approximating α(π, t) using sample means. All the results are
averaged across 50 trials.

Stochastic Chains [Figure 1], are a family of MDPs which consist of a long chain of N states. At each step, the agent can
choose to go left or right. The left actions (indicated by thick lines) are deterministic, but the right actions (indicated by
dotted lines) result in going right with probability 1 − 1/N or going left with probability 1/N . The only two rewards in
this MDP are obtained by choosing left in state 1 and choosing right in state N . These rewards are drawn from a normal
distribution with unit variance. Each episode is of length H = N . The agent begins each episode at state 1. The optimal
policy is to go right at every step to receive an expected reward of (1 − 1

N )N−1. For the RL problem on these MDPs,
dithering strategies like ε-greedy or Boltzmann exploration are highly inefficient and could lead to regret that grows
exponentially in chain length.

Figure 1: Stochastic Chain

We consider a stochastic chain of length 10. The to-
tal number of deterministic policies for this MDP are
210×10. We plot the simple regret of PSPE with β =
[0.0, 0.25, 0.5, 0.75, 0.1] and random exploration for 1000
episodes in Figure 2. For this MDP, β∗ appears to be close to
0.25 as the simple regret converges at the fastest rate when
β = 0.25. As values of β closer to β∗ have a faster rate
of convergence, the convergence of β = 0.0 and β = 0.5
is similar. For PSRL, which is β = 1.0, the convergence is
much slower. Random exploration however, is highly inef-
ficient. This is because PSPE is able to achieve “Deep Ex-
ploration” [?] whereas random exploration does not. Deep
Exploration means that the algorithm selects actions which
are oriented towards positioning the agent to gain useful
information further down in the episode.

Figure 2: Simple Regret of Stochastic Chain
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7 Reinforcement Learning with Practice

In this section, we try to answer the question: “When does it make sense for the agent to use PSPE?”. Consider the
following situation: The agent’s goal is to maximize the cumulative reward, but the rewards are accumulated from the
T th episode. The rewards obtained during episodes 1 to T − 1 are not used to evaluate the agent’s performance.

The first T−1 episodes can be considered as practice, where
the agent gathers information so that it obtains near op-
timal rewards from episode T . The agent may not know
T in advance. It will be told at the beginning of the T th
episode that its performance is being evaluated. It is not
entirely apparent which strategy the agent should use dur-
ing practice. The agent could ignore the fact that the re-
wards accumulated during practice do not matter and al-
ways use a reward maximizing strategy such as PSRL. We
argue that the best strategy is to use PSPE during practice
and switching to PSRL during evaluation. Logically, hav-
ing lower simple regret after practice should result in lower
cumulative regret during evaluation. Since PSPE with pa-
rameter β∗ reaches a lower simple regret faster than PSRL,
an optimal policy of a sampled MDP will be an optimal
policy of the true MDP with high probability. Hence, we
claim that lower regret is incurred by PSRL in the evalua-
tion when PSPE is used during practice.
Like before, we consider a stochastic chain of length 10.
We let the practice phase last for different intervals starting
from 0 to 1000 in steps of 10. During practice, the agents
use PSPE with with β = [0.0, 0.25, 0.5, 0.75, 0.1]. After prac-
tice, the agents use PSRL for 1000 episodes. The cumula-
tive regret of these agents after the 1000 episodes is plotted
against the simple regret at the end of practice. The sim-
ple and cumulative regrets are highly correlated, as show
in Figure 3. Figure 3: Simple Regret vs Cumulative Regret

8 Conclusion and Future Work

In this paper, we present PSPE, a Bayesian algorithm for the Pure exploration problem in episodic fixed-horizon MDPs.
PSPE combines the Top-Two sampling procedure of PTS with PSRL. We define a notion of simple regret and show that it
converges at an optimal exponential rate when using PSPE. Using stochastic chain MDPs, we compare the convergence
of simple regret for PSPE with various values of parameter β. We also define the practical problem of Reinforcement
Learning with practice. We empirically show that a combination of PSPE and PSRL can offer a feasible solution for this
problem. We intend to further explore the problem of RL with practice and provide theoretical guarantees in the case of
bandits and MDPs.

PSPE requires solving MDPs through dynamic programming at each step. An alternative approach, which avoids solving
sampled MDPs is value function sampling [1]. Using value function sampling approaches to achieve pure exploration
remains an open research direction.
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Abstract

In this paper, we address the problem of online learning and decision-making in high-dimensional active dynamic
environments where the agent is uncertain about the environment dynamics. The agent learns a policy in order to
maximize a notion of payoff while her actions change the environment dynamics. We focus on the problem of learning in
rich-observation Markov decision processes (ROMDP), where a low-dimensional MDP with X hidden states is observable
through a possibly large number of observations. In ROMDPs, hidden states are mapped to observations through an
injective mapping, so that an observation y can be generated by only one hidden state x, e.g., navigation problems, where
the agent receives a sensory observation (high dimensional image) from the environment and needs to infer the current
location (low dimensional hidden state) in order to make a decision. Due to the curse of dimensionality, ignoring the
low dimensional latent structures results in an intolerable regret of Õ(Y

√
AN) for well-known Reinforcement learning

(RL) algorithm which is linear in a number of possible observations. Exploiting the latent structure, we devise a spectral
learning method guaranteed to correctly reconstruct the mapping between hidden states and observations. We then
integrate this method into UCRL (Upper Confidence bound RL) to obtain a reinforcement learning algorithm able to
achieve a regret of order Õ(X

√
AN) which matches the regret of UCRL and reaches and computation complexity of UCRL

running directly on the hidden MDP.

Keywords: MDP, ROMDPs, UCRL, Spectral Methods.
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1 Introduction

Reinforcement Learning (RL) is an effective approach to solving the problem of sequential decision–making under
uncertainty. RL agents learn how to maximize long-term reward using the experience obtained by direct interaction with
a stochastic environment. One of the main challenges in reinforcement learning (RL) [1] is how to properly trade off
the exploration of an unknown environment and the exploitation of an estimate of the optimal policy to collect as much
reward as possible over time. The exploration-exploitation trade-off has been vastly investigated under the PAC-MDP
framework [2][3] and the regret minimization model [4][5], for which nearly-optimal algorithms are available. In particular,
the UCRL [4] achieves a regret over N steps of order Õ(DYY

√
AN)1 in environments with Y observable states, A actions,

and diameter DY (i.e., the longest shortest path between any two states). Despite being nearly-optimal, in practice,
the performance rapidly degrades as the number of states increases. Nonetheless, in many domains (e.g., robotics) the
high-dimensional states observed by the agent are actually generated from an underlying low-dimensional latent space
with X � Y states that effectively summarize the MDP dynamics and rewards.

If the mapping between the latent states and the observations is known, then we could directly learn on the low-
dimensional latent space and dramatically reduce the regret to Õ(DXX

√
AN), where DX 2 is the diameter of the latent

MDP. However, this mapping is typically unknown and needs to be learned by the agent. In this case, the main challenge
is to efficiently learn the mapping so that the regret can scale with the number of latent states X and not the number of
observations Y .

Summary of the results. In this paper, we show that for the class of rich-observation MDPs (ROMDP), this is indeed
possible. In ROMDPs the mapping between hidden states to observations is injective, so that an observation can be
generated by only one hidden state and both rewards and dynamics are direct functions of the hidden states. In other
words, the hidden states form a non-overlapping clustering of observations and ROMDPs can be seen as a specific
class of latent variable models (LVM). A number of tensor spectral decomposition methods have been developed to
solve different LVMs, such as Gaussian mixture models, latent Dirichlet allocation, hidden Markov models, with strong
sample-complexity guarantees (see e.g., Anandkumar et al. [6], Anandkumar et al. [7], Song et al. [8]).

In this paper, we build on this approach and we derive a novel spectral learning method based on the decomposition
of the third moment of the observation process that allows us to correctly recover the mapping between hidden states
and observations. In particular, we show that under the assumption of ergodicity and a technical assumption on the
stochasticity of the ROMDP, the clustering returned by our method is correct with high probability. We then integrate this
spectral method into the UCRL algorithm and we obtain an algorithm that trades off exploration and exploitation as the
mapping from observations to hidden states is learned. We prove a regret bound of order Õ(DXX

√
AN), thus matching

the regret that can be obtained when the ROMDP structure is known, while the number of observations Y only appear in
lower-order terms.

Related work. The existence of a latent space is an assumption that is commonly used in many online learning settings to
reduce the learning complexity. In multi-armed bandit, Gheshlaghi-Azar et al. [9] and Maillard and Mannor [10] assume
that a bandit problem is generated from an unknown (latent) finite set of problems. Gentile et al. [11] considers the more
general scenario of latent contextual bandits, where the contexts belong to a few number of underlying hidden classes.
Uniform exploration strategy over the contexts, combined with an online clustering algorithm is shown to achieve a regret
scaling only with the number of hidden clusters. An extension to recommender systems is considered in [12] where the
contexts type for both the users and items are unknown a priori. Again, uniform exploration is used, and the spectral
algorithm of Anandkumar et al. [6] is deployed to learn the latent classes. The ROMDP model considered in this paper is
a generalization of the latent contextual bandits, where actions influence the contexts (i.e., the states) and the objective
is to maximize the long-term reward. ROMDPs have been studied by Krishnamurthy et al. [13], where a PAC analysis
is given in the episodic framework and extended to the general case of contextual decision processes in [14]. Learning
in ROMDPs can be also seen as a state-aggregation problem, where observations are aggregated to form a small latent
MDP. While the literature on state-aggregation in RL is vast, most of the results have been derived for the batch setting
(see e.g., Li et al. [15]). In online RL, Ortner [16] proposes a method to integrate state aggregation with UCRL. While the
resulting algorithm may significantly reduce the computational complexity of extended value iteration, the analysis fails
at showing any improvement in the regret.

Finally, we notice that ROMDPs are a special class of partially observable Markov decision processes (POMDP). Aziz-
zadenesheli et al. [17] recently proposed an algorithm that leverages spectral learning methods to recover the mapping
from states to observations, the reward, and the dynamics. While we follow a similar approach, learning in POMDPs is
considerably more difficult than in ROMDPs and their final regret still scales with the number of observations. While the

1DY = maxy,y′∈Y minπ:Y→A E
[
τπ(y, y′)

]
is the diameter of the observation MDP with τπ(y, y′) being the (random) number of steps

from y to y′ by following the observation-based policy π
2DX = maxx,x′∈X minπ:X→A E

[
τπ(x, x′)

]
is the diameter of the latent MDP with τπ(X,x′) being the (random) number of steps

from x to x′ by following the hidden state based policy π
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computation of the optimal memoryless policy relies on an optimization oracle, which in general is NP-hard [19, 18][19].
On the other hand, computing the optimal policy in ROMDPs amounts to solving a standard MDP.

2 Preliminaries

Figure 1: Graphical model of a
ROMDP.

A rich-observation MDP (ROMDP) is a tuple M = 〈X ,Y,A, R, fT , fO〉, where
X , Y , and A are the sets of hidden states, observations, and actions. We denote
by X , Y , and A the cardinality of the sets, while their elements are enumerated
by i ∈ [X] = {1..X}, j ∈ [Y ] = {1..Y }, and l ∈ [A] = {1..A}. We assume
that the number of hidden states is much smaller than the observations, i.e.,
X � Y . We assume the rewards to be bounded in [0, 1] and to depend only
on hidden states and actions, where the reward matrix R ∈ RA×X is such
that [R]i,l = E[r(x = i, a = l)]. The dynamics of the MDP is defined directly
on the hidden states as Ti′,i,l := fT (i′|i, l) = P(x′ = i′|x = i, a = l), where we introduce the transition tensor T ∈
RX×X×A. Finally, the observations are generated as [O]j,i = fO(j|i) = P(y = j|x = i), where the observation matrix
O ∈ RY×X has minimum non-zero entry Omin. The graphical model associated to a ROMDP is illustrated in Fig. 1.
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Figure 2: (left) Example of an observa-
tion matrix O. Since state and observa-
tion labelling is arbitrary, we arranged
the non-zero values so as to display the
block diagonal structure of the matrix.
(right) Example of clustering that can be
achieved by policy π.

While this model matches the general partially-observable MDP model, the ob-
servations of a ROMDP have a specific structure, where each observation y can
be generated by one and only one hidden state. In other words, in ROMDPs the
observation matrix O has a block structure where there is exactly one non-zero
element in each row (see Fig. 2). This structure corresponds to assuming the exis-
tence of a non-overlapping clustering of the observations intoX clusters/hidden
states. We measure the performance of an observation-based policy πY : Y → A
starting from a hidden state x by its asymptotic regret at time N

RN = Nρ∗ −
[ N∑

t=1

rt

]
, ρ(x;πY) = lim

n→∞
E
[∑N

t=1 rt
N

∣∣∣∣x0 = x, πY

]
.

where ρ(x;πY) is asymptotic average reward and ρ∗ = ρ(π∗Y). Our objective
in the next section is to devise an algorithm whose regret tends to the regret
attainable when the ROMDP structure is known in advance.

3 Stochastic latent MDP

In this section we introduce an algorithm combining UCRL with spectral tensor methods to recover the ROMDP rep-
resentation. We first describe the methods that can be used to learn the structure of the observation matrix O, then we
report our UCRL variant, and finally we derive its regret performance. In particular, we show that in order to improve the
learning performance, we do not need to estimate the matrix O exactly, but only reconstruct the clusters {Yx}x∈X correctly,
which can be achieved by identifying the non-zero entries of O and not their exact value.

Assumptions. We focus on a set of ROMDPs satisfying the two following assumptions. For any policy πY , the Markov
chain induced on the hidden MDP M is ergodic and the transition matrix is full-rank.

Lemma 1. Given a trajectory of N samples obtained by executing a policy π, for any action l, the spectral method can recover
the mapping from observations, corresponding to action l, to hidden states (Emission matrix O) up to confidence bound B(l)O :=

C2

√
log(2Y 3/2/δ)

N(l) , with probability at least 1− δ, C2 is a problem-dependent constant independent from the number of observations Y

and N(l) =
∑N
t=1 I(at = l).

The spectral method learns the structure of matrix O up to the confidence interval and partially reveals the structure of
O matrix. Next, we enumerate over the observation set, cluster together the observations that w.h.p. belong to a same
hidden state, Ŷi enumerated with i, and construct a set of clusters Ŷ with elements Ŷi. Consider a set Ŷc = Y \⋃i,l Ŷi
with element Ŷcj enumerated j. Now construct a bigger set of S, a union of set

⋃
i Ŷcj and

⋃
i Ŷi.

The algorithm. We now describe the spectral Learning UCRL (SL-UC) obtained by integrating the spectral methods
with the UCRL strategy to optimize the exploration-exploitation trade-off and achieve small regret (Alg. 1), we initialize
S(1) = Y . The learning process is split into epochs of increasing length. At the beginning of each epoch k > 1, we first
use the trajectory (s1, a1, . . . , sN(k)), s ∈ S(k−1) from the previous epoch to construct the auxiliary state space S(k). At
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this point we can directly estimate the reward and transition model of the auxiliary MDP constructed on S(k) by using
standard empirical estimators.

r̂(k)(s, a) =

∑N(k)

t=1 rtI(st = s, at = a)rt
max{1, N (k)(s, a)} ; p̂(k)(s′|s, a) =

N (k)(s, a, s′)

max{1, N (k)(s, a)} .

where N (k)(s, a) :=
∑N(k)

t=1 I(st = s, at = a) and N (k)(s, a, s′) :=
∑N(k)

t=1 I(st+1 = s′, st = s, at = a) As a result, Chernoff-
Hoeffding confidence bounds can be derived as in UCRL such that for any s ∈ Ŝ(k) and a ∈ A

‖p(·|s, a)–p̂(k)(·|s, a)‖1≤dp(s, a)=

√
7S(k) log( 2AN(k)

δ
)

max{1, N (k)(s, a)} , |r̄(s, a)− r̂(k)(s, a)| ≤ dr(s, a) =

√
7 log( 2S(k)AN(k)

δ
)

2 max{1, N (k)(s, a)}

with probability at least 1− δ, where p(·|s, a) and r̄ are the transition probabilities and reward of the auxiliary MDP MS(k) .
At this point, among all the possible and plausible Aux-MDP models in the confidence intervals, we choose the optimistic
model, which provides highest return. The resulting optimal policy of the optimistic model π̃(k) is then executed until the
number samples at least for one pair of auxiliary state and action is doubled. Moreover, to speed up the clustering we
use the estimated reward functions and transition probabilities to leverage the clustering. Exploiting the the structure of
reward function and transition probability on the top of spectral learning speeds up the general clustering, results in early
stopping of time τ0 and converges to latent MDP of size X .
Theorem 1 (Regret Bound of Stochastic Environment). Consider a ROMDP M = 〈X ,Y,A, R, fT , fO〉 characterized by a
diameter DX and τM = maxπ maxx Eπ[τ(x→ x)]. If SL-UC is run over N time steps, it suffers the total regret of

RegN ≤ 34DX
√
A(N − τ) log(N/δ) + min{τ, 34DY Y

√
Aτ log(N/δ)}

with probability at least 1− δ. The constant number of steps τ is the time that the algorithm takes to identify the whole mapping from
observations to hidden states

τ := min{C116AY τM (4C2
log(Y/δ)

O2
min

+ log(XA/δ)), τ0}

where C1 is a numerical constant which represents the similarity of observations in policy.

The bound reported above show that SL-UC achieves a regret roughly of the same order as if the hidden MDP was known
from the beginning. On the other hand, it suffers from a constant term which depends on the observation MDP through Y
and DY . The time to get to the right cluster τ also depends on the smallest probability of observation Omin, since rare
observations may take a long time before being correctly clustered. Notice that we left the additive term in the regret
relatively implicit to stress the fact that the performance of SL-UC progressively gets better as more and more observations
are clustered together since the number of aggregated N (k)(s, a) increases, the number of auxiliary states S(k) decreases
together with the diameter.

4 Experiments
Algorithm 1 Spectral-Learning UCRL(SL-UC).

Input: Confidence δ′

Initialize: t = 1, initial state x1, k = 1, δ/N6

while t < N do
Run Spectral Methods with samples from epoch k − 1 and
obtain S
Compute the estimate reward r(k) and dynamics p(k)

Construct plausible set of AuxMDPM(k) out of set Sk
Compute the optimistic policy

π̃(k) = arg max
π

max
M∈M(k)

ρ(π;M) (1)

Set v(k)(s, l) = 0 for all actions l ∈ A, s ∈ S(k)

while ∀l,∀s, v(k)(s, l) < max{1, N (k)(s, l)} do
Execute at = π̃(k)(st)
Observe reward rt and observation yt

end while
Set k = k + 1

end while

We validate our theoretical results by comparing the perfor-
mance of SL-UC, UCRL2 (model based, exact solution) and
DQN (model free, function approximation) [20], two well
known RL algorithms. For DQN we implemented a three
hidden-layers feed forward network (with no CNN block),
equipped with RMSprop and reply buffer. We tuned the
hyper parameters of the network and reported the best per-
formance (achieved by network of size 30× 30× 30)). For
SL-UC, in order to reveal the structure of emission matrix,
we compute the confidence bound BO via bootstrapping
over samples.

We consider three randomly generated ROMDPs with X =
5, A = 4 and different Y = 10, 20, 30. Top to bottom in
Fig. 3-left shows Y = 10, 20, 30 and reports the regret on a√
N scale. We see that in each instance the regret of UCRL

and DQN grows much faster than SL-UC’s, which leverages on the low-dimensional latent space to cluster observations
and reduce the regret. Furthermore, while all regrets tend to be linear (i.e., growing as

√
N ), we clearly see that the

performance of UCRL and DQN is negatively affected by the increasing number of observations, while the regret of SL-UC
stays almost constant, confirming that the hidden space X is learned very rapidly. In fact, we see from Fig. 3-middle that
SL-UC is able to rapidly find the latent MDP. Furthermore we tweak SL-UC a little bit and test on randomly generated
MDPs with no explicit hidden space. The objective is to verify whether SL-UC can be used to identify (approximate)
clusters. As it is shown in Fig. 3-right, SL-UC is effective even in this scenario compared to UCRL and DQN.
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Figure 3: (left)Regret comparison for SL-UC in ROMDPs. (Middle) Learning rate of SL-UC. After first few epoch, it learns
the the true mapping matrix. The numbers in the bulbs are the cardinality of Aux-MDP. (right) The regret comparison for
SL-UC in randomly generated MDP, A = 4, from top to bottom Y = 10, 20, 30,

5 Conclusion
We introduced SL-UC, a novel RL algorithm to learn in ROMDPs combining a spectral method for recovering the clustering
structure of the problem and UCRL to effectively trade off exploration and exploitation. We proved theoretical guarantees
showing that SL-UC progressively refines the clustering so that its regret tends to the regret that could be achieved when
the hidden structure is known in advance. For the deterministic ROMDPs, in fact, despite not being ergodic, in this case
we can first uniformly explore the latent space and collect sufficient number of sample to find the exact clustering and
reduce the large MDP to the latent MDP and then apply UCRL on the latent MDP. These two-phase algorithm would suffer
a constant regret of pure exploration at the beginning and regret of Õ(DXX

√
AN) due to UCRL in the second phase.
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Abstract

Communication is not only an action of choosing a signal, but needs to consider the context and the sensor signals. It also
needs to decide what information is communicated and how it is represented in or understood from signals. Therefore,
communication should be realized comprehensively together with its purpose and other functions.

The recent successful results in end-to-end reinforcement learning (RL) show the importance of comprehensive learning
and the usefulness of end-to-end RL for it. Although little is known, the author’s group has shown that a variety of
communications emerge through RL using a (recurrent) neural network (NN). Here, three of our works are introduced
again for the coming leap in this field.

In the 1st one, negotiation to avoid conflicts among 4 randomly-picked agents was learned. Each agent generates a
binary signal from the output of its recurrent NN (RNN), and receives 4 signals from the agents three times. After
learning, each agent successfully made an appropriate final decision after negotiation for any combination of 4 agents.
Differentiation of individuality among the agents also could be seen.

The 2nd one focused on discretization of communication signal. A sender agent perceives the receiver’s location and
generates a continuous signal twice by its RNN. A receiver agent receives them sequentially, and moves according to its
RNN’s output to reach the sender’s location. When noises were added to the signal, it was binarized through learning
and 2-bit communication was established.

The 3rd one focused on end-to-end comprehensive communication. A sender receives 1,785-pixel real camera image
on which a real robot can be seen, and sends two sounds whose frequencies are computed by its NN. A receiver receives
them, and two motion commands for the robot are generated by its NN. After learning, though some preliminary
learning was necessary for the sender, the robot could reach the goal successfully from any initial location.

Keywords: reinforcement learning (RL), (recurrent) neural network (RNN), negotiation, signal discretization,
grounding communication
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1 Introduction

Needless to say that communication is a kind of higher functions for us, and how language and communication emerge
has been discussed actively[1]. Especially, establishment of communication protocol, discretization of communication
signals, realization of dynamic communication and also grounding of communication have been open problems for a
long time. The origin of the research can be seen in [2, 3, 4, 5], and many works have been done as in[6, 7]. However, in
most of them, existence of symbols or some special architecture for communication is presupposed, and the communi-
cation is dealt with separately from the other functions or its original purpose. However, communication needs not only
to choose a signal from possible ones, but needs to consider the context and the present sensor signals. It also needs to
decide what information should be communicated and how they should be represented in or understood from signals
to achieve some purpose. It is a really comprehensive function actually.

On the other hand, the impressive results by Google DeepMind[8, 9] make us notice the importance of end-to-end com-
prehensive learning and usefulness of reinforcement learning (RL) using a neural network (NN) for it. A challenge on
this basis can be seen also in the field of communication learning[1].

However, actually, although little is known to the public unfortunately, our group has propounded the importance of
end-to-end RL for the emergence of comprehensive function for more than 20 years[10], and has shown already several
works also in the emergence of communication. In this paper, they are introduced at this timing to contribute the coming
leap in this research field hereafter.

Before entering the introduction of our works, our basic standpoint or setting for communication learning is explained
at first. There are two or more learning agents each of which has its own (recurrent) NN. Each communication signal is
generated based on the output of an agent’s NN, and becomes the input of one or some other agents’ NNs. The agents
learn independently based on reward or punishment without any communication for learning, that means learning is
completely decentralized. No knowledge about what information should be communicated is given at all. A reward or
punishment is given only at the end of one episode, and it is not given directly for the communication signal, but for the
result of one or a series of motions each of which is done based on the communication.

The emergence of three types of communication are introduced here. In all of them, communication protocol was ac-
quired through learning. In the 1st one, negotiation to avoid conflicts among multiple agents that needs dynamical
communication emerged through learning using a recurrent neural network (RNN)[11]. In the 2nd one, communication
signal was binarized through learning in a noisy environment[12]. In the 3rd one, grounded communication emerged
in which a sender generated communication signals from raw camera pixel image, and a receiver received them and
generated motion commands for a real robot[13]. The detail of each work can be found in each reference.

2 Learning of Negotiation to Avoid Conflicts (1999)[11]

A: �nal decision point

#: communication point

crash     : penalty (r=-5)
no crash: reward  (r=1)

Figure 1: Negotiation task. 4 agents are
picked up randomly. They negotiate through
3 chances and decide which path to go finally
to avoid a collision with a neighbor agent.
(1999)[11]

At first, it is shown that as dynamic communication, negotiation among
multiple agents emerges through learning only from rewards and pun-
ishments. As shown in Fig. 1, there are 8 agents and 4 of them are picked
up randomly at each episode. Each of 4 agents is located randomly at
one of the entrances of 4 paths. 3 communication chances are given to
the agents, and after that as the final decision, each agent decides which
of the two paths, ⃝ and ▽, it will go to. At each chance, each agent can
send a binary signal and receive 4 signals from the other 3 agents and
itself as the inputs for the next time step. If neighbor agents choose the
same path, they collide and a penalty is given to the both agents. If an
agent can go through the path without collision, the agent can get a re-
ward, but does not share it with the other agents. If all the agents choose
the path other than their two neighbors and the same as its opposite, they
can rotate clockwise or anti-clockwise without any collision. The agent
cannot know either the source of each signal or which agents are chosen.

Each agent has its own RNN. As shown in Fig. 2, the RNN has two out-
puts, one of which is used to decide its communication signal and the
other is used to decide its action. The communication signal or action is
stochastically chosen from -1 and 1. The probability for taking the value 1 is decided by the output of the RNN. The first
communication signal is not depending on the other agents’ signals and always the same after learning. Here, a primitive
type of RL is employed. When each agent receives a reward, the probabilities of the action and a series of the communi-
cation signals are learned to be large, and when it receives a penalty, the probabilities are learned to be small. The RNN
is trained by BPTT (Back Propagation Through Time) learning[14]. It is not so easy for us to design the communication
strategy of each agent, but all the agents went through a path successfully for any combination of agents after learning.
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Figure 2: A recurrent neural network (RNN) for each
agent.[11]

Two examples of negotiation are shown in Tab. 1. In the case
of Table 1 (a), agents 0, 2, 5, 7 were chosen. At the 1st com-
munication chance #1, only the signal from the agent 5 was
1. At the chance #2, the agent 0 changed the signal to 1, and
at the chance #3, all the signals were the same as the chance
#2. The final decision of each agent was the opposite of the
3rd signal. By observing many cases, it could be interpreted
that the signal 1 means the request to go to the path ▽ (ac-
tion -1). In this case, if only the agent 0 changed its mind,
then no conflict occurred. The agent 0 seems to have under-
stood the situation from the signals at the communication
chance #1 and changed its decision flexibly at the chance #2.

In the case of Table 1 (b), agents 0, 2, 3, 7 were chosen. The
first and second communication signals for 4 agents were
the same, and no one gave up their preferences. However,
at the communication chance #3, the agent 7 changed its sig-
nal even though the inputs of the RNN were completely the
same as the chance #2. Then, the agent 2 that was located at
the opposite side of the agent 7 understood the situation and
changed the final action, and then the agent 0 and 3 took the
action 1 (path ⃝) and the others took the action -1 (path ▽).

Table 1: Two examples of negotiation after learning.[11]

: cannot be realized without an RNN

com_signal = −1 request for the path (Act = 1)

The interesting thing is that though the RNN was the same
among the agents (the initial weights were set randomly)
and learning was completely independent, the individual-
ity emerged through learning. The most stubborn agent
hardly gave up its preference, and the most indecisive agent
changed its mind soon when some conflict occurred.

3 Emergence of Signal Discretization (2005)[12]

We use language or symbols for communication. The symbols can be considered as the result of discretization of com-
munication signals. Therefore, if communication signals are discretized through learning, it is very interesting from the
viewpoint of solving the mystery of symbol emergence.

A simple reason for the emergence of signal discretization that is thought of easily is “the need for correct information
transmission even in a noisy environment”. In [1], possibility of the emergence was suggested from the result of central-
ized learning in a special structure. Before that, the author examined discretization of continuous-valued communication
signals from a need through decentralized reinforcement learning (RL) as follows. The details can be found in [12].

continuous signalcontinuous signal

noise

discretization through RL

sender

receiver

discretization through RL

goal

Figure 3: A one-way communication task to exam-
ine the binarization of continuous-valued signals by
noise addition through learning.[12]

A very simple one-way communication task is assumed. As
shown in Fig. 3, there are two agents, which are a sender and
a receiver, and they exist in a one dimensional ring-shape space.
Each of them has their own recurrent neural network (RNN), and
learns to communicate. In each RNN, there are two outputs, actor
and critic, as shown in Fig. 4. The sender has a sensor to per-
ceive the receiver’s location, but cannot move. It receives vision-
like 30 sensor signals each of which responds the existence of re-
ceiver agent in a local area of the space, and put the signals to
its own RNN as inputs directly. The actor output of the RNN
is sent directly as a continuous communication signal to the re-
ceiver. The receiver receives the signal, puts it to its own RNN as
input, and computes its RNN. At the next time step, the sender
computes its RNN, and the new output (signal) is sent to the receiver again. The receiver puts the signal to its
RNN as input, and computes its RNN again. After that, the receiver moves according to the actor output of its
RNN. When the receiver reached the goal close to the sender without overshooting, they can both get a reward, and
learns independently. The task is very easy such that if the receiver takes appropriate motion, it can reach the goal
in one step from any place in the space. The both RNNs are learned using the training signals generated based on
the popular TD-type RL for actor-critic. However, the actor output is not used as the probability for a discrete ac-
tion, but used directly as a continuous communication signal from the sender or continuous motion in the receiver.
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reinforcement
learning
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Figure 4: Signal flow in the one-way communication task. Each of the sender and the receiver has its own RNN.
Continuous-valued communication signal that is the actor output of the sender’s RNN is given to the receiver’s RNN
directly as inputs. The receiver moves according to its actor output after receiving two signals sequentially from the
sender. Change in the signal representation by the noise addition is observed.(2005)[12]
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Figure 5: Communication signals after learning. (a) no
noise is added and (b) some noises are added to the sig-
nals. The number in the graph indicates the order of the
two sequentially transmitted signals. In (b), 2-bit commu-
nication was established without any direction.[12]

After learning, the communication was established, and the
receiver could reach the goal in one step from any location.
Even though what information should be communicated
was not given beforehand, it could be acquired from the ne-
cessity only through completely independent learning. It is
also interesting that the receiver’s location could be trans-
mitted using the two signals that were sent sequentially.

Furthermore, noises were added to the signal during the
learning phase. Fig. 5 shows the two signals as a function
of the receiver’s location after learning for the two cases of
no noise and addition of some noise. The communication
signals after learning with no noise seem irregular, but the
receiver could reach the goal in one step. However, it was
difficult to reach the goal in one step in the noisy environ-
ment. On the other hand, when learning in the noisy en-
vironment, the sender outputs became almost binary and
2-bit communication was established. In this task, to reach
the goal in one step, the receiver was required to know its
rough location. Then the sender learned to send which of
the four areas in the space the receiver existed using two bit binary signals, and the receiver learned to interpret the
two bit binary signals and moved appropriately to the goal in one step. It is surprising that even though the output of
the RNN was a continuous value, and no directions or no options of “discretization” were given, they discovered 2-bit
communication by themselves from the purpose of successful goal reaching for the receiver. The author does not think
that the discrete fashion of language or symbols can be explained only by the above, but could show the possibility that
they emerge through purposive learning though the dynamics of an RNN should be utilized further.

4 Learning of Purposive and Grounded Communication (2011)[13]

Grounding symbol or communication has been a serious problem in AI for a long time[15, 16]. Just manipulation of
symbols cannot be called communication, but they should reflect the state of the other agents, objects or environment
that can be perceived through sensors. Aiming to solve the problem, emergence of lexicon was shown[2, 16]. However,
they employed special learning for the emergence under a special assumption of sharing the same observation. Learning
of communication should be realized comprehensively with its purpose and other functions. Then our group showed
that through the general end-to-end RL (actor-critic), communication in which signals are generated from a real camera
color image as raw sensor signals emerged for the purpose of leading a real robot to its goal.

As shown in Fig. 6, a sender agent receives a color image from the camera that captures the robot at its center from
the above. The image consists of 26x20 pixels originally, but the resolution of the 5x5 center area is doubled. Then
1,785 raw camera pixel image signals are the input of the sender’s neural network (NN). Two sounds whose frequencies
are decided by the two actor outputs are sent from a real speaker sequentially. A receiver receives the two sounds
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Figure 6: Emergence of communication through end-to-end reinforcement learning for the purpose of leading a real
robot to the red goal area. The sound signals are generated from raw image signals from a real camera. (2011)[13]

using a real microphone, and uses them as inputs of its NN after FFT. The NN outputs the rotation angle for the two
wheels of the robot and they are sent to the robot via bluetooth wireless communication. They learn independently
from the reward that is given when the robot reaches a given goal (red circle area). However, it was difficult to establish
the communication through learning from scratch, then the sender learned to move the robot directly from the images
before this communication learning. By using the weights in the hidden neurons after the preliminary learning as initial
weights for the communication learning in the sender agent, communication was established and the robot could reach
the goal after learning. It is the world’s first establishment of communication through end-to-end RL using a real robot
and camera as long as the author knows.
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Abstract

Recently, triggered by the impressive results in TV-games or game of Go by Google DeepMind, end-to-end reinforcement
learning (RL) is collecting attentions. Although little is known, the author’s group has propounded this framework for
around 20 years and already has shown a variety of functions that emerge in a neural network (NN) through RL. In this
paper, they are introduced again at this timing.

“Function Modularization” approach is deeply penetrated subconsciously. The inputs and outputs for a learning system
can be raw sensor signals and motor commands. “State space” or “action space” generally used in RL show the existence
of functional modules. That has limited reinforcement learning to learning only for the action-planning module. In order
to extend reinforcement learning to learning of the entire function on a huge degree of freedom of a massively parallel
learning system and to explain or develop human-like intelligence, the author has believed that end-to-end RL from
sensors to motors using a recurrent NN (RNN) becomes an essential key. Especially in the higher functions, since their
inputs or outputs are difficult to decide, this approach is very effective by being free from the need to decide them.

The functions that emerge, we have confirmed, through RL using a NN cover a broad range from real robot learning with
raw camera pixel inputs to acquisition of dynamic functions in a RNN. Those are (1)image recognition, (2)color constancy
(optical illusion), (3)sensor motion (active recognition), (4)hand-eye coordination and hand reaching movement, (5)ex-
planation of brain activities, (6)communication, (7)knowledge transfer, (8)memory, (9)selective attention, (10)prediction,
(11)exploration. The end-to-end RL enables the emergence of very flexible comprehensive functions that consider many
things in parallel although it is difficult to give the boundary of each function clearly.

Keywords: function emergence, end-to-end reinforcement learning (RL), recurrent neural network (RNN),
higher functions, artificial general intelligence (AGI)

Acknowledgements

This research has been supported by JSPS KAKENHI Grant Numbers JP07780305, JP08233204, JP13780295, JP15300064,
JP19300070 and many our group members

∗http://shws.cc.oita-u.ac.jp/˜shibata/home.html

Paper M20 26



1 Introduction

Recently, triggered by the impressive results in TV-games[1, 2] or game of Go[3] by Google DeepMind, the ability of
reinforcement learning (RL) using a neural network (NN) and the importance of end-to-end RL is collecting attentions.
One remarkable point especially in the results in TV-games is the gap such that even though the inputs of a deep NN
are raw image pixels without any pre-processing and the NN is just learned through RL, the ability acquired through
learning extends to the excellent strategies for several games. The learning do not need special knowledge about learned
tasks and necessary functions emerge through learning, and so it is strongly expected to open the way to the Artificial
General Intelligence (AGI) or Strong AI.

It has been general that a NN is considered as just a non-linear function approximator for RL, and a recurrent neural
network (RNN) is used to avoid POMDP (Partially Observable Markov Decision Problem). Under such circumstances,
the origin of the end-to-end RL can be found in the Tesauro’s work called TD-gammon[4]. The author’s group is the
only one who has propounded this framework consistently for around 20 years using sometimes the symbolic name of
“Direct-Vision-based Reinforcement Learning”[7, 8] and has shown already a variety of functions that emerge in a NN
or RNN through RL[9] although little is known about them unfortunately.

In this paper, the author’s unwavering direction that end-to-end RL becomes an important key for explaining human
intelligence or developing human-like intelligence especially for the higher functions is introduced at first. It is also
shown that a variety of functions emerge through end-to-end (oriented) RL; from real robot learning with raw camera
pixel inputs to acquisition of dynamic functions in an RNN. All of the works here have been published already, but the
author believes that it is worthwhile to know what functions emerge and what functions hardly emerge at this timing
when the end-to-end RL begins to be focused on.

2 The Direction for Human-like General Intelligence

There is probably little doubt that human intelligence is realized thanks to the massively parallel and cohesively flexible
processing on a huge degree of freedom in our brain. On the other hand, unlike in the case of unconsciousness, our
consciousness looks linguistic and so it is not parallel but sequential. Therefore, it is impossible to completely understand
the brain functions through our consciousness. Nevertheless, the researchers have tried to understand the brain or
develop human-like intelligence by hands. We are likely to divide a difficult problem into sub-problems expecting each
divided one is easier to solve. Then “Function Modularization” approach has been deeply penetrated subconsciously.
However, for each module, we have to decide what are the inputs and outputs at first. It is easily known that to decide
the information that comes and goes between divided modules, it is necessary to understand the entire function. Then to
decide the information, some simple frame is set in advance and that causes the “Frame Problem”. It can be also thought
that the division into “symbolic (logical) processing” and “pattern processing” causes the “Symbol Grounding Problem”.
In our brain, they may be processed in different areas, but they must be closely related in the same brain as one NN.

“State space” or “action space”, which is generally used in RL, can be another aspect of the function modularization.
Researchers have limited the learning only to the actions that make the mapping from state space to action space, and
have tried to develop the way of construction of state space from sensor signals and given the way of generating motor
commands from each action separately from RL. It has also been taken for granted that in recognition problems, clas-
sification categories are given and in control problems, reference trajectories are given in advance usually. However,
we can recognize complicated situations from a picture, but it is clear that all of them cannot be given as classification
targets in advance. There is no evidence that reference trajectory is explicitly generated in our brain. From the viewpoint
of understanding and developing human-like general intelligence, they are by-products of the function modularization.
They give unnecessary constraints on a huge degree of freedom, and disturb the flexible and comprehensive learning
despite the intension of the researchers.

Based on the above, the author has thought that the interruption of human designers should be cut off and the devel-
opment of functions should be committed to learning of high-dimensional parallel systems as much as possible. The
inputs for a learning system can be raw sensor signals, the outputs can be raw actuator signals, and the entire process
from sensors to actuators (motors) should be learned without dividing into functional modules. A NN has an ability
to optimize the parallel process according to some value or cost function through learning. If training signals are given
by humans, they can be constraints for learning. However, RL has an ability to learn autonomously without receiving
training signals directly based on trials and errors using a motion-perception feedback loop with the environment.

For the higher functions, which are different from the recognition or control, it is difficult to decide either inputs or
outputs, and that has disturbed the progress of the research on them. The author is expecting that higher functions
also emerge through comprehensive end-to-end RL from sensors to motors using a recurrent NN. In image recognition,
the use of deep learning makes the performance better than the conventional approaches that need to design a feature
space[5]. In speech recognition, to leave the learning to an RNN makes the performance better than the combination
with conventional methods like HMM[6]. They seem to support the importance of end-to-end learning approach.
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The author has thought that what emerges should be called “functions” rather than “representation” because it is not
just a choice of representation, but the result of the processing to get there. Furthermore to be more accurate, the function
that emerges cannot be localized clearly in the NN, but it is just a label for us to understand through our consciousness.

3 Functions that Emerge through Reinforcement Learning (RL)

Here, functions that have been observed to emerge in a NN through RL in our works are introduced. The NN is trained
using the training signals produced automatically by RL; Q-learning, actor-critic or Actor-Q (for learning of both con-
tinuous motion and discrete action) based on TD learning. By using actor outputs in actor-critic or actor-Q directly as
motion commands, not probability called policy but continuous motions have been learned directly. The structure like
convolutional NN is not used except for the work in [22]. The details of each work can be found in each reference.

3.1 Static Functions that Emerge in a Layered Neural Network (NN)
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Figure 1: Learning of Box Pushing: End-to-end
reinforcement learning (RL) using a real robot
(Khepera). A reward was given only when the
robot pushed the box, and continuous motions
for the two wheels were learned. (2003)[10]

A layered neural network (NN) is used and trained according to error
back-propagation (BP), and static functions emerge as follows.

§ Image Recognition
Same as [1, 2], images (pixels) were put into a neural network di-
rectly as inputs, and appropriate behaviors to get a reward were
acquired[7, 8]. That was confirmed also in real robot tasks; Box
Pushing (continuous motion)[10] and Kissing AIBO (real-world-like
environment)[11, 12] as shown in Fig. 1 and Fig. 2.
§ Color Constancy (Optical Illusion)
Motion control of a colored object to the goal location decided by the
object color was learned. The top view image covered by a randomly-
appearing colored filter was the input. From the internal representa-
tion, we tried to explain the optical illusion of color constancy[13].
§ Sensor Motion (Active Recognition)
A pattern image was the input, and from the reward that indicates
whether the recognition result is correct or not, both recognition and
camera motion for better recognition were acquired through RL[14].
§ Hand-Eye Coordination and Hand Reaching Movement
A NN whose inputs were joint angles of an arm and also image on which its hand can be seen, and whose outputs were
the joint torques learned to reach the hand to the randomly-located target that could be also seen on the image. No
explicit reference trajectory was given. Furthermore, adaptation of force field and its after effect were observed[15].
§ Explanation of the Brain Activations during Tool Use
From the internal representation after learning of a reaching task with variable link length, we tried to explain the emer-
gence of the activities observed in the monkey brain when the monkey used a tool to get a food[16].
§ Knowledge Transfer between Different Sensors
An agent has two kinds of sensors and two kinds of motors. There are four sensor-and-motor combinations. There is
a task that could be achieved using either of the combinations. After the agent learned the task using 3 combinations,
learning for the remainder sensor-and-motor combination was drastically accelerated[17].
§ Game Strategy (Not our works, but wonderful results can be seen in [4, 1, 2, 3])
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Figure 2: Learning of approaching to kiss the other AIBO (not moving): a real robot (AIBO) learned using a DQN (Deep-Q
Network) (convolutional structure was not used) in a real-world-like environment. (2008)[11]
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3.2 Dynamic Functions that Emerge in a Recurrent Neural Network (RNN)

Here, the emergence of dynamic functions is introduced in which expansion along the time axis is required. In this case,
an RNN is used to deal with dynamics, and is trained by BPTT(Back Propagation Through Time) with the training signals
generated automatically based on RL. For both acquisition of memory and error propagation, the feedback connection
weights are set so that the transition matrix is the identity matrix or close to it when being linearly approximated.
§ Memory
There are some works in which necessary information was extracted, memorized and reflected to behaviors after learn-
ing almost only from a reward at each goal and punishment. In [18], a very interesting behavior in which if unexpected
results occurred, an agent went back to check the state in the previous stage without any direction could be observed. In
[19] and [20], a real camera image was used as input, and both camera motion and pattern meaning[19] or both camera
motion and word recognition[20] were learned. Purposive associative memory could be also observed[19].
§ Selective Attention
It was learned that in a task in which the attended area of the next presented pattern is changed according to the
previously-presented image, the area of the image was correctly classified without any special structure for attention[21].
Here, TD-based RL was not used, but learning was done by the reinforcement signal representing only whether the final
recognition result was correct or not. Purposive associative memory could be also observed.
§ Prediction (shown in the next subsection[22])
§ Explanation of the Emergence of Reward Expectancy Neurons
From a simulation result of RL using an RNN, we tried to explain the emergence of reward expectancy neurons, which
responded only in the non-reward trials in a multi-trial task observed in the monkey brain[23].
§ Exploration
Effective and deterministic exploration behavior for ambiguous or invisible goal considering past experience was learned
and temporal abstraction was discussed[24, 25].
§ Communication (introduced in another paper[26])

Although each function has been examined in a very simple task, it is known that a variety of functions emerge based
on extraction and memory of necessary information using an RNN. However, the emergence of “thinking” or “symbol
processing” that needs multi-step state transition has not been observed yet.

3.3 Frame-free Function Emergence for Artificial General Intelligence

As mentioned before, through end-to-end RL from sensors to motors, entire process is learned and comprehensive
function is acquired. For example, in the work in [22], an agent who has a visual sensor and an RNN as shown
in Fig. 3 learned both motion and capture timing of a moving object that often becomes invisible randomly.

0.5

8.0 8.0
0.0
0.0 6.0

0.0

3.0

field (object) field (agent)

41x16

17x7

0.2

11x16

5x7

input layer
(sensor cell layer)

discrete decision(action)
(Q)

“capture” “move”

continuous motion
(Actor)

vagent,x vagent,y

feedback
connections

lower hidden layer

upper
hidden layer

output layer

17

7

41

16

7
5

11

16

actual field
Bounce at wall

vx,after =     0.9vx,before vy,after = -0.8vy,before

Invisibility area

40%: not appear

40%: normal

60%: appear

(new object location and moving direction is random)

20%: unexpected object motion when it appears again

(width and location is random)

(width and location is random but ended before x = 4.5)

8.03.00.0
successful capture area

6.0
x

3.0y

object
start

2.5

0.5

θ0

agent
start

(-45 ~ 45 )

vx,0 (0.4 ~ 0.8)

1.0

agent movable
area

object is invisible
     in the area

object

py,0

vx =   0.4

the reward is larger
as the object is closer to the center
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moving direction and velocity are decided randomly at each episode. The input of the RNN is 832 visual signals (656 for
the object and 176 for the agent itself). By using Actor-Q, the agent can choose ‘capture’ or ‘move’, and when ‘move’ is
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In a general approach, the object motion is estimated from some
frames of image using some given model, the future object location
is predicted, the capture point and time are decided by some opti-
mization method, a reference trajectory is derived from the capture
point, and the motions are controlled to follow the trajectory.

Fig. 4 shows four examples after RL based on the reward given for
object capture. The agent did not know in advance the way to pre-
dict the motion or even the fact that prediction is necessary to catch
it. Nevertheless, it moved to the very front of its range of motion,
waited the object, and when the object came to close, the agent
moved backward with it and caught it. Though the object became
invisible or visible again suddenly, the agent could behave appro-
priately. Since the moving direction of the object changed some-
times when it was invisible during learning, the agent learned to
wait close to the center (y = 1.5) where it can react the unexpected
object motion. As shown in case 4, when the object changed its
direction unexpectedly, the agent could catch it though the timing
is a bit later than the case of expected motion (case 3).
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Abstract

When using reinforcement learning (RL) algorithms to evaluate a policy it is common, given a large state space, to intro-
duce some form of approximation architecture for the value function (VF). The exact form of this architecture can have
a significant effect on the accuracy of the VF estimate, however, and determining a suitable approximation architecture
can often be a highly complex task. Consequently there is a large amount of interest in the potential for allowing RL
algorithms to adaptively generate approximation architectures.

We investigate a method of adapting approximation architectures which uses feedback regarding the frequency with
which an agent has visited certain states to guide which areas of the state space to approximate with greater detail. This
method is “unsupervised” in the sense that it makes no direct reference to reward or the VF estimate. We introduce an
algorithm based upon this idea which adapts a state aggregation approximation architecture on-line.

A common method of scoring a VF estimate is to weight the squared Bellman error of each state-action by the probability
of that state-action occurring. Adopting this scoring method, and assuming S states, we demonstrate theoretically that —
provided (1) the number of cells X in the state aggregation architecture is of order

√
S lnS log2 S or greater, (2) the policy

and transition function are close to deterministic, and (3) the prior for the transition function is uniformly distributed —
our algorithm, used in conjunction with a suitable RL algorithm, can guarantee a score which is arbitrarily close to zero
as S becomes large. It is able to do this despite having onlyO(X log2 S) space complexity and negligible time complexity.
The results take advantage of certain properties of the stationary distributions of Markov chains.

Keywords: reinforcement learning, unsupervised learning, basis function
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1 Introduction

When using traditional reinforcement learning (RL) algorithms (such as Q-learning or SARSA) to evaluate policies in
environments with large state or action spaces, it is common to introduce some form of architecture with which to
approximate the value function (VF), for example a parametrised set of functions. This approximation architecture allows
algorithms to deal with problems which would otherwise be computationally intractable. One issue when introducing
VF approximation, however, is that the accuracy of the algorithm’s VF estimate is highly dependent upon the exact form
of the architecture chosen.

Accordingly, a number of authors have explored the possibility of allowing the approximation architecture to be learned
by the agent, rather than pre-set manually by the designer (see [1] for an overview). It is common to assume that the
approximation architecture being adapted is linear (so that the value function is represented as a weighted sum of basis
functions) in which case such methods are known as basis function adaptation.

A simple and perhaps, as yet, under-explored method of basis function adaptation involves using an estimate of the
frequency with which an agent has visited certain states to determine which states to more accurately represent. Such
methods are unsupervised in the sense that no direct reference to the reward or to any estimate of the value function is
made. The concept of using visit frequencies in an unsupervised manner is not completely new [3][5] however it remains
relatively unexplored when compared to methods based on direct estimation of VF error [2][6][7][8].

However it is possible that such methods can offer some unique advantages. In particular: (i) estimates of visit frequen-
cies are very cheap to calculate, (ii) accurate estimates of visit frequencies can be generated with a relatively small number
of samples, and, perhaps most importantly, (iii) in many cases visit frequencies contain a lot of the most important infor-
mation regarding where accuracy is required in the VF estimate. Our aim here is to further explore and quantify, where
possible, these advantages.

In the next section we outline the details of an algorithm (PASA, short for “Probabilistic Adaptive State Aggregation”)
which performs unsupervised basis function adaptation based on state aggregation. This algorithm will form the basis
upon which we develop theoretical results in Section 3. Our main theoretical result, which relates to point (iii) above,
demonstrates that circumstances exist where PASA can ensure arbitrarily low VF error (given an appropriate scoring
function) and will therefore perform just as well as many alternative more complex methods, despite having a much
lower associated cost. The result is important because it highlights the potential of unsupervised methods, and also
because it provides insight into the circumstances where such methods are likely to be most effective.

2 The PASA algorithm

2.1 Formal setting

The agent interacts with an environment over a sequence of iterations t ∈ N. For each t it will be in a particular state
si (1 ≤ i ≤ S) and will take a particular action aj (1 ≤ j ≤ A) according to a policy π (we denote as π(aj |si) the
probability the agent takes action aj in state si). Transition and reward functions are denoted as P and R respectively
(and are unknown, however we assume we are given a prior distribution for both). Hence we use P (si′ |si, aj) to denote
the probability the agent will transition to state si′ given it takes action aj in state si. We assume the reward function
(which maps each state-action pair to a real number) is deterministic and bounded: |R(si, aj)| < ∞ for all (i, j). We
are considering the problem of policy evaluation, so we will always assume that the agent’s policy π is fixed. A state
aggregation approximation architecture we will define as a mapping F from each state si to a cell xk (1 ≤ k ≤ X), where
typically X � S [4]. Given a state aggregation approximation architecture, an RL algorithm will maintain an estimate
Q̂θ of the true value function Qπ [1], where θ specifies a weight associated with each cell-action pair. Provided for any
particular mapping F the value θ converges, then each mapping F has a corresponding VF estimate for the policy π.

Many different methods can be used to score a VF estimate (i.e. measure its accuracy). A common score used is the
squared error in the VF estimate for each state-action, weighted by the probability of visiting each state. This is called the
mean squared error (MSE). When the true VFQπ is unknown we can use T , the Bellman operator, to obtain an approximation
of the MSE.1 This approximation we denote as L. Hence:

MSE :=
S∑

i=1

ψi

A∑

j=1

(
Qπ(si, aj)− Q̂θ(si, aj)

)2
≈ L :=

S∑

i=1

ψi

A∑

j=1

(
TQ̂θ(si, aj)− Q̂θ(si, aj)

)2

=
S∑

i=1

ψi

A∑

j=1

(
R(si, aj) + γ

S∑

i′=1

A∑

j′=1

P (si′ |si, aj)π(aj′ |si′)Q̂θ(si′ , aj′)− Q̂θ(si, aj)
)2

(1)

1See, for example, score functions proposed by Menache et al [3] and Di Castro et al [7].
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This is where γ ∈ [0, 1) is a discount factor and where ψ is a vector of the probability of each state given the stationary dis-
tribution associated with π (given some fixed policy π, the transition matrix, obtained from π and P , has a corresponding
stationary distribution). We assume that our task in developing an adaptive architecture is to design an algorithm which
will adapt F so that L is minimised. The PASA algorithm, which we now outline, adapts the mapping F .

2.2 Details of PASA algorithm

The key idea underlying PASA is that it will generate on-line a state aggregation architecture such that frequently visited
states occupy “small” cells and infrequently visited states occupy “large” cells. Designing an algorithm to achieve this
would be a relatively easy task if we could store an estimate of ψi for every state, however by assumption S is too large
for this to be possible. Hence we must introduce into our algorithm some steps to ensure its memory requirements are
not excessive. In particular, PASA estimates cell visit frequencies (via an indirect, iterative method) as opposed to state
visit frequencies, and this information is translated on-line into a suitable state aggregation architecture.

The details are as follows: PASA will store a vector ρ of integers of dimension X − B, where B < X . Suppose we start
with a partition of the state space into B cells, indexed from 1 to B, each of which is approximately the same size. Using
ρ we can now define a new partition by splitting (as evenly as possible) the ρ1th cell in this partition. We leave one half
of the ρ1th cell with the index ρ1 and give the other half the index B + 1 (all other indices stay the same). Taking this
new partition (consisting of B + 1 cells) we can create a further partition by splitting the ρ2th cell. Continuing in this
fashion we will end up with a partition containing X cells (which gives us the mapping F ). We need some additional
mechanisms to allow us to update ρ. Denote as Xi,j the set of states in the ith cell of the jth partition (so 0 ≤ j ≤ X − B
and 1 ≤ i ≤ B + j). PASA will store a vector ū of real values of dimension X (which indirectly records the approximate
frequency with which certain cells have been visited by the agent). We define a new vector x̄ of dimension X :

x̄i(t) =

{
I{s(t)∈Xi,0} if 1 ≤ i ≤ B
I{s(t)∈Xi,i−B} if B < i ≤ X (2)

where I is the indicator function for a logical statement (such that IA = 1 if A is true). The resulting mapping from each
state to a vector x̄ we denote as F̄ . We then update ū in each iteration as follows (i.e. via a stochastic approximation):

ūi(t+ 1) = ūi(t) + η (x̄i(t)− ūi(t)) (3)

This is where η ∈ (0, 1] is a constant step size parameter. To update ρ, at certain intervals ν ∈ N the PASA algorithm
performs a sequence of X − B operations. A temporary copy of ū is made, which we call u. We also store an X
dimensional boolean vector Σ and set each entry to zero at the start of the sequence (this keeps track of whether a
particular cell has only one state, as we don’t want singleton cells to be split). At each stage k ≥ 1 of the sequence we
update ρ, u and Σ, in order, as follows (for ρ, if multiple indices satisfy the arg max function, we take the lowest index):

ρk =

{
arg maxi{ui : i ≤ B + k − 1, Σi = 0} if (1− Σρk)uρk < max{ui : i ≤ B + k − 1, Σi = 0} − ϑ
ρk otherwise

uρk ← uρk − uB+k Σi = I{|Xi,k|≤1} for 1 ≤ i ≤ B + k

(4)

where ϑ > 0 is a constant designed to ensure that a (typically small) threshold must be exceeded before ρ is adjusted.
The idea behind each step in the sequence is that the non-singleton cell Xi,k with the highest value ui (an estimate of visit
frequency which is recalculated at each step) will be split. The overall PASA process is outlined in Algorithm 1.2

Algorithm 1 The PASA algorithm. Called at each iteration t. Assumes ū, F̄ , F and ρ are stored. Return is void.

1: function PASA(t,s,η,ϑ,ν)
2: x̄← F̄ (s)
3: ū← ū+ η(x̄− ū)
4: if t mod ν = 0 then
5: u← ū
6: for k ∈ {1, . . . ,X} do
7: Σk ← 0
8: end for
9: for k ∈ {1, . . . ,X −B} do

10: umax ← max{ui : Σi = 0}

11: imax ← min{i : ui = umax, Σi = 0}
12: if uimax − ϑ > (1− Σρk)uρk then
13: ρk ← imax
14: end if
15: uρk ← uρk − uB+k

16: (F̄ , Σ)← SPLIT(k, ρ, F̄ )
17: end for
18: F ← CONVERT(F̄ )
19: end if
20: end function

2Note that the algorithm calls a procedure to SPLIT cells. This procedure simply updates F̄ and Σ given the latest value of ρ (how
the cell is split is arbitrary, subject to our assumption that the split results in two cells of roughly equal size). It also calls a CONVERT
procedure, which converts the mapping F̄ to a mapping F , a straightforward operation based on the definitions of F̄ and F .
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2.3 Some basic properties of PASA

It is possible to demonstrate (we omit the details) that, given fixed π, PASA will converge in the sense that, when suitable
assumptions are applied to the parameter η (in particular that it is sufficiently low), ρ will eventually remain the same
value over arbitrarily long sequences of iterations with arbitrarily high probability.

PASA requires only a modest increase in computational resources compared to fixed state aggregation. In relation to time
complexity, ū can be updated in parallel with the RL algorithm’s update of θ (and the update of ū would not be expected
to have any greater time complexity than the update to θ if using a standard RL algorithm such as SARSA), whilst ρ can
be updated at large intervals ν (and this update can also be run in parallel). Hence, PASA involves no material increase
in time complexity. PASA does involve additional space complexity with respect to storing the vector ū: we must store X
real values. If we also store F and F̄ (as well as u temporarily) the overall space complexity becomes O(X log2 S). The
RL component has space complexity O(XA) (reflecting the X × A cell-action pairs), so that the introduction of PASA as
a pre-processing algorithm will not impact the overall space complexity at all if A > log2 S. (Note also that the space
complexity of PASA is independent of A.) Regarding sampling efficiency, since methods based on explicitly estimating
the Bellman error (or MSE) require a VF estimate (generated by the RL algorithm), as well as information about reward
for all actions in the action space, we can expect PASA (and other unsupervised methods) to require comparatively less
sampling to generate the estimates it requires to update the approximation architecture.

3 Result regarding Bellman error for policy evaluation

We now set out our main result. The key idea is that, in many important circumstances, which are reflective of real
world problems, when following a fixed policy (even when this is generated randomly) an agent will have a tendency to
spend nearly all of its time in only a small subset of the state space. We can use this property to our advantage. It means
that by focussing on this small area (which is what PASA does) we can eliminate most of the terms which significantly
contribute to L. The trick will be to quantify this tendency. We must make the following assumptions: (1) P is “close to”
deterministic, i.e. P , interpreted as an operator with three arguments, can expressed as follows: P = (1 − δ)P1 + δP2,
where P1 is a deterministic transition function and P2 is an arbitrary transition function, and where δ is small (what
constitutes “small” will be made clearer below), (2) P has a uniform prior distribution, in the sense that, according to our
prior distribution for P , the random vector P (·|si, aj) is independently distributed for all (i, j) and each random variable
P (si′ |si, aj) is identically distributed for all (i, j, i′), and (3) π is also “close to” deterministic (i.e. the probability of not
taking the most probable action is no greater than δ for each state).

We can make the following observation. If π and P are deterministic, and we pick a starting state s1, then the agent will
create a path through the state space and will eventually revisit a previously visited state, and will then enter a cycle.
Call the set of states in this cycle C1 and denote as C1 the number of states in the cycle. If we now place the agent in a
state s2 (arbitrarily chosen) it will either create a new cycle or it will terminate on the path or cycle created from s1. Call
C2 the states in the second cycle (and C2 the number of states in the cycle, noting that C2 = 0 is possible). If we continue
in this manner we will have S sets {C1, C2, . . . , CS}. Call C the union of these sets and denote as C the number of states
in C. We denote as Ti the event that the ith path created in such a manner terminates on itself, and note that, if this does
not occur, then Ci = 0. If (2) holds then E(C1) =

√
πS/8 +O(1) and Var(C1) = (32− 8π)S/24 +O(

√
S).3 Supposing that

π and P are no longer deterministic then, if (1) and (3) hold, we can set δ sufficiently low so that the agent will spend an
arbitrarily large proportion of its time in C. If (2) holds we also have the following:

Lemma 1. E(C) < E(C1)(lnS + 1) and Var(C) ≤ O(S lnS).

Proof. We will have:

E(C) =
S∑

i=1

E(Ci) =
S∑

i=1

Pr(Ti)
S∑

j=1

jPr(Ci = j|Ti) ≤
S∑

i=1

1

i

S∑

j=1

jPr(C1 = j) < E(C1)(lnS + 1) (5)

And for the variance:

Var(C) =
S∑

i=1

Var(Ci) + 2
S∑

i=2

i−1∑

j=1

Cov(CiCj) ≤
S∑

i=1

Var(Ci) ≤
S∑

i=1

E(C2
i ) =

S∑

i=1

Pr(Ti)
S∑

j=1

j2Pr(Ci = j|Ti)

≤
S∑

i=1

1

i

S∑

j=1

j2Pr(C1 = j) < E(C2
1 )(lnS + 1) =

(
Var(C1) + E(C1)2

)
(lnS + 1)

(6)

3The expectation is over the prior distribution for P . The result can be shown by adapting the solution to the “birthday problem”.
For a description of the problem and a formal proof see, for example, page 114 of Flajolet and Sedgewick [9]. The variance can be
derived from first principles using similar techniques to those used for the mean in the birthday problem.
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where we have used the fact that the covariance term must be negative for any pair of lengths Ci and Cj , since if Ci is
greater than its mean the expected length of Cj must decrease, and vice versa.

Theorem 2. For all ε1 > 0 and ε2 > 0, there is sufficiently large S and sufficiently small δ such that PASA in conjunction
with a suitable RL algorithm will — provided X ≥ K

√
S lnS log2 S for some K >

√
π/8 — generate, with probability

no less than 1− ε1, a VF estimate with L ≤ ε2.

Proof. Using Chebyshev’s inequality, and Lemma 1, we can choose S sufficiently high so that C > K
√
S lnS with

probability no greater than ε1. Since R is bounded and γ < 1 then for any ε2 > 0, F and S we can also choose δ so
that L summed only over states not in C is no greater than ε2. We choose δ so that this is satisfied, but also so that
ψi >

∑
i′:si′ /∈C ψi′ for all elements of {ψi : si ∈ C}.4 Now provided that C log2 S ≤ X then each state in C will eventually

be in its own cell. The RL algorithm will have no error for each such state so therefore L will be no greater than ε2.

The bound on X provided represents a significant reduction in complexity when S starts to take on a size comparable to
many real world problems (and could make the difference between a problem being tractable and intractable). It’s also
possible that the bound on X in Theorem 2 can be improved upon. Conditions (1) and (3) are commonly encountered in
practice, in particular (3) which can be taken to reflect a “greedy” policy. Condition (2) can be interpreted as the transition
function being “completely unknown”. It is perhaps the most restrictive of the three conditions. However some scope
exists (which we do not explore here) to use similar techniques to extend the results to more general priors. In particular,
provided the prior distribution for P is such that the expected size of C is small compared to S, then similar concepts
to those used in the proof of Theorem 2 will apply. Note finally that the result can be extended to exact MSE if MSE is
redefined so that it is also weighted by π.

4 Discussion

The key message from our discussion is that there are important circumstances where unsupervised methods can be very
effective in creating an approximation architecture. However, given their simplicity, they can at the same time avoid
the cost (both in terms of computational complexity, and sampling required) associated with more complex adaptation
methods. In the setting of policy improvement these advantages have the potential to be particularly important, especially
when dealing with large state spaces. The theoretical implications of extending unsupervised methods to policy iteration
remains an interesting question for further research.

Given that our discussion is largely theoretical, important questions remain in relation to how well unsupervised meth-
ods might perform in practice. Some initial experimentation suggests that the PASA algorithm can have a significant
impact on RL algorithm performance in a practical setting in relation to both policy evaluation and policy improvement.
In a practical setting, moreover, evidence suggests that many of the more extreme assumptions which were necessary in
order to obtain rigorous theoretical results (for example very low δ) can potentially be relaxed without preventing PASA
from improving performance, further highlighting some of the unique advantages of such methods.
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Abstract
We investigate the matter of feature selection in the context of relational reinforcement learning. We had previously hypothesized
that it is more efficient to specialize a value function quickly, making specializations that are potentially suboptimal as a result,
and to later modify that value function in the event that the agent gets it “wrong.” Here we introduce agents with the ability to
adjust their generalization through respecialization criteria. These agents continuously reevaluate the feature selection problem to
see if they should change how they have structured their value functions as they gain more experience. We present performance and
computational cost data for these agents and demonstrate that they can do better than the agents with no ability to revisit the feature
selection problem.
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1 Introduction

Bloch and Laird [2015] demonstrated the computational and learning efficiency of the Rete algorithm in the context of relational
reinforcement learning (RRL) and explored the quality of learning under several feature selection criteria. This prior work involved
feature selection criteria that allowed agents to decide when and how to specialize the value function. It provided no mechanisms for
evaluating the quality of these value function specializations after the fact, so any decisions that were made were then final.

They hypothesized that it is more efficient to specialize the value function quickly, making specializations that are potentially subop-
timal as a result, and to later modify the value function in the event that the agent gets it “wrong.” We now provide our agents with
criteria to allow them to respecialize the value function using different features at a given level of generality. We present these results
in section 3.

2 Background

We’re concerned with the version of the reinforcement learning problem defined as a minimization of cumulative regret over the
course of learning. The execution cycle for one of our agents is similar to many reinforcement learning agents learning with temporal
difference methods. The agent chooses an exploratory or greedy action, gets a reward from the resulting state transition, and then
learns from the complete <s, a, r, s′, a′> tuple. Our agents learn online using the modern temporal difference method, GQ(λ) [Maei
and Sutton, 2010]. GQ(λ) is a good choice because it supports online, incremental learning and provides convergence guarantees
when using linear function approximation. Any other algorithm with the same properties would suffice.

2.1 Relational Blocks World with Goal Configuration

There are many formulations of the classic Blocks World domain. Blocks World typically presents a configuration of blocks, each
with a unique label. The agent is tasked with moving one block at a time from the top of a stack of blocks to either the top of a
different stack of blocks or to the table. The agent completes the task when the blocks’ configuration matches the goal configuration.

The Blocks World task that interests us exposes the goal configuration to the agent, as depicted in figure 1. Distractor features are
included to ensure that the best answer to the feature selection problem is not simply to include all features of the environment.
Agents using a standard, fixed propositional representation of this formulation of the Blocks World task cannot learn a near optimal
strategy for solving new goal configurations because they must ultimately capture some details of the task specific to a particular goal
configuration in order to function at all. Agents using relational representations can capture connections between different features of
the environment in a more general way, allowing their policies to generalize between different initial conditions, goal configurations,
and even numbers of blocks. See section 2.2 for details.

The relational features available to our agents are: whether the source stack of blocks matches a goal stack or not; whether the
destination stack matches a goal stack or not; whether the top block of the source stack belongs on top of the destination stack or not
(a top block being considered to match the top of the destination stack if and only if the destination stack matches a goal stack and the
additional block will allow it to continue to match); and whether the destination (stack) is the table. The distrator features available
to our agents include the names of blocks; the heights both of the source stack and of the destination stack; a randomized brightness
or luminosity value for the blocks on top of both the source stack and the destination stack; and a related value as to whether that
block is considered to be glowing or not.

2.2 Relational Reinforcement Learning

Relational reinforcement learning is an approach to support generalization from experience [Tadepalli et al., 2004; Džeroski et
al., 2001]. Given relations and conjunctions thereof, it is possible to condense both the state-space and action-space for certain tasks.

For a minimal one-feature example, if the agent is concerned that a destination stack of blocks in the environment matches a stack
of blocks in the goal configuration, that feature can expressed relationally as: (dest-stack, matches, goal-stack). Given this
formulation, the agent can learn about all actions in which that match is present, regardless of the details of the specific labels of any
of the blocks in either the dest-stack or the goal-stack.

Table
A
D

C B

Blocks

Table
B
A
C

D

Goal
Figure 1: Visual representation of both the blocks the agent sees in the world and the goal configuration provided to the agent.
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An agent could instead consider a feature expressing whether a block belongs on top of a destination stack of blocks in the environ-
ment: (block, matches-top, dest-stack). This relation again expresses a general concept and does not capture the details of
the specific labels of either the block, block, nor of any of the blocks in the goal-stack.

If both features are important, an agent ought to consider the compound features derived from the conjunction of both (dest-stack,
matches, goal-stack) and (block, matches-top, dest-stack). This is where the real power of relational reinforcement
learning comes in. Not only are both features general due to the use of variables in the place of what would otherwise be specific
details of the environment, but the value function ensures that identical variables in both features match. Therefore, even though
specifics of the environment are not captured by the value function, it can guarantee that both conditions refer to the same dest-stack
in this compound feature.

In the above example, given a conjunction of two Boolean features, four different possibilities will result. As features are combined,
a combinatorial explosion can occur. However, as these features do not always depend on the size of the state-space and action-space,
they can be particularly effective for scenarios with arbitrarily large state-spaces. As relational reinforcement learning allows an
agent to reason about objects more abstractly, it additionally allows the agent to generalize from its experience to solve problems
from outside its training set. If we were to propositionalize the set of features to allow it to learn this particular task, it would
need complex conjunctions of many features to be filled out with every possible label in the environment, resulting in a similar
combinatorial explosion but with none of the capability for generalization.

2.3 Value Functions

As in previous work, we use a value function using both linear function approximation and a dynamically specialized tile coding
[Bloch and Laird, 2013; Bloch and Laird, 2015].

Linear function approximation contributes to the capability of our agents to generalize from past experience. Given n basis functions,
φ1, . . . , φn, the Q-function is estimated by Q(s, a) =

∑n
i=1 φi(s, a)wi, where φi(s, a) is commonly 1 or 0 to indicate whether the

feature is currently active for a given state and action, or not, and where the weight, wi, represents the value contribution of the
feature for the action under consideration, or a partial Q-value. That each feature applies to many states provides the agent with the
ability to learn about states which the agent has yet to visit.

Starting with a coarse tile coding and breaking the tiles into smaller, more specific tiles over time also contributes to the capability
of our agents to generalize from past experience. As the agent specializes its value function, it learns a more specialized policy, but
without the full cost associated with starting with a maximally specialized value function from the beginning. We combine this with
linear function approximation by keeping coarser, more general tiles in the system and allowing general learning to continue even as
the smaller, more specialized tiles are added [Bloch and Laird, 2013].

3 Specializing and Respecializing

Our agents are trained on-policy with a discount rate of 0.9 and an eligibility trace decay rate of 0.3. We experimented with three
value function specialization (feature selection) criteria: a cumulative absolute temporal difference error (CATDE) criterion, choosing
features with the largest experienced cumulative temporal difference error; a policy criterion, choosing features that are most likely
to result in changes to the policy based on estimated changes to the resulting value function; and a value criterion, choosing features
that will result in the largest changes to the value estimates provided by the value function. Our policy and value criteria are directly
inspired by those implemented by Whiteson et al. [2007]. To stress our learning algorithms, we provide them with two versions of
several of the relational features: ones that provide correct information until step 5, 000 and then incorrect afterward; and ones that
do the opposite. Initial block configurations and goal configurations of 4 blocks are randomly generated for each episode. Figure 2
depicts performance averages for the agents learning over 30 independent runs.

Bloch and Laird’s [2015] hypothesis was that it is more efficient to specialize the value function quickly, making specializations that
are potentially suboptimal as a result, and to later modify that value function in the event that the agent gets it “wrong.” We expected
this hypothesis to hold for all three criteria.

Figure 2a depicts the performance of agents that can only specialize the value function but are not allowed to change their minds about
specializations they have made. It is evident that given that thrashing is impossible, the agents are eventually capable of learning
good policies in the limit regardless of the choice of specialization criterion.

The first modification we make to our agents is to provide them with the ability to rerun their specialization criteria at each level
of generalization of the value function at each time step. This allows our agents to compare metadata, policy decisions, and value
estimates between the actual value function and versions of the value function in which each other specialization had been made
instead, restricted to a one-step lookahead. These agents can then respecialize over a different set of features if it appears to be
valuable to do so. Figure 2b depicts the performance of these agents. As these agents respecialize the value function with no
mechanism in place to prevent thrashing, the agents using the policy and value criteria thrash to the extent that the value function
stays very small. The agent using CATDE is comparably stable, but its computational cost is quite high as a result. It’s worth noting
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that the agents using the value criterion still manage to do quite well on average despite significant thrashing and get computational
savings that our later efforts do not come close to matching. This result is highlighted in pink in figure 3.

Our first attempt at a second modification of our agents is to implement a blacklist mechanism. This naive approach disallows an
agent from choosing the same specialization twice at a given level of generalization (unless the value function is respecialized at an
even more general level). The figure depicting the performance of the agents that additionally have this blacklist mechanism in place
have been omitted because the performance is orders of magnitude worse than that of the agents with no respecialization. Thrashing
likely results from the scenario in which a small number of choices are very good. Therefore, it is intuitive to expect blacklisting
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(a) No Despecialization
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(c) Despecialization + Boost
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(d) Despecialization + Boost + Concrete

Figure 2: Plots of immediate reward per episode (left) and cumulative reward per episode (right). These are averages over 30 runs.
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No Respecialization Respecialization With Boost With Boost+Concrete
CATDE -12.5 | 13.8s -158.3 | 27.4s -8.3s | 44.8s -5.5 | 11.0s

Policy -20.2 | 18.0s -45.1 | 1.2s -30.0s | 96.6s -11.5 | 11.0s

Value -5.1 | 19.2s -7.4 | 1.6s -5.3s | 48.8s -5.2 | 14.1s

Figure 3: Final cumulative reward vs average runtimes of our agents.

those choices to result in pathologically poor performance. However, should an agent run out of specializations to attempt, it can
cease reevaluating other options, reducing computational overhead.

Our next attempt at a second modification of our agents is to implement a mechanism to boost the likelihood of an agent reselecting
specializations that it has selected before. Each time it selects a specialization, it is given a boost that increases quadratically over
time: 1 + 2 + . . . . This should cause an agent to eventually settle on one of its top choices. Figure 2c depicts the performance of
agents that additionally have this boost mechanism in place. Given our intuition about why the blacklist mechanism was poor, we
expected this to have better results, and this is clearly the case. The agents using the CATDE criterion converge better than the agents
with no despecialization but at significant computational cost, as highlighted in cyan in figure 3. The boost mechanism is generally
computationally inefficient since it successfully specializes the value function but never stops reevaluating its decisions even after it
has effectively settled on them.

Our final modification is to address the computational overhead of the boost mechanism by disabling further attempts to reevaluate
whether respecialization should occur at a given level of generality after 300 steps of stability. Figure 2d depicts the performance of
agents that additionally have this concrete mechanism in place. The performance of these agents more consistently dominates that
of the agents with no despecialization. We take this result as evidence supporting our original hypothesis. Additionally, as it reduces
computational costs, it’s of obvious practical value. These positive results are highlighted in green in figure 3. It’s worth noting
that while the agents using the value criterion benefit computationally and still do the best of the three criteria, the performance is
nonetheless slightly worse than that of the original agents using the value criterion with no respecialization. The robust trend of
effective learning using the value criterion would seem to indicate that specialization in order to achieve maximal spread of weights
at each level of generality is reliably more effective than either attending to the error experienced by weights or by estimating the
number of different actions in which a different policy decision would be made. Our best guess as to why the policy criterion performs
poorly is that it is likely effective only when one-step lookahead provides a significant change to the capabilities of the agent.

4 Conclusion

This work implemented much of the future work suggested by Bloch and Laird [2015]. We provide evidence to support Bloch and
Laird’s [2015] hypothesis that it is more efficient to specialize the value function quickly, making specializations that are potentially
suboptimal as a result, and to later modify that value function in the event that the agent gets it “wrong.”

The number of distinct variables, however, remains fixed by the features initially provided to the system. Allowing future agents to
reason about multiple objects of some type in the environment without needing to enumerate a fixed number of them ahead of time
could still be a useful extension for other domains. It would however add another whole dimension to the feature selection problem,
effectively resulting in the worst case value function complexity potentially matching environment complexity.
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Exploring by Believing

Sara Aronowitz
Department of Philosophy
University of Michigan
Ann Arbor, MI, 48109

Abstract
This paper takes a concept familiar in the decision-making and reinforcement learning literature - the explo-
ration/exploitation trade-off - and extends it to the case of belief. Just as agents should sometimes choose an option
with less myopic value, I argue that agents should sometimes believe something which is less likely to be true in order to
learn. The question of whether reasons to believe that P can come apart from reasons why P is true has a vexed history
in philosophy, but mainly centers on so-called pragmatic reasons to believe, or truth-related reasons based on one-off
fantastical scenarios. The contribution of this paper is to use the device of the exploration/exploitation trade-off to posit a
systematic epistemic rationale for deviating from a policy of believing all and only what is most likely to be true. Further,
features of the trade-off such as a rationale for moving toward exploitation over time, or exploring more during low-reward
times, generate interesting and novel results when applied to the belief context. Roughly, the key is that what you believe
changes what evidence you acquire, both by changing your behaviors and changing how you imagine and how you search
your mental representations.

Keywords: exploration/exploitation trade-off, learning over time, rationality
of belief, epistemology

Acknowledgements

Thanks to Reza Hadisi, Sydney Keough, Will Fleischer, Peter Railton, Chandra Sripada, Tim Williamson, and audiences
at Athena in Action and the Princeton-Rutgers-Penn Social Epistemology Conference

Paper M25 41



Introduction

In many decision-making scenarios, we can observe a trade-off between choosing the action that maximizes myopic expected
value, or the action most likely to result in learning something new: the exploration-exploitation trade-off. For
instance, if you were choosing between ordering your favorite ice cream flavor or trying a new one. Exploiting means
picking the option most likely, on your estimation, to have the highest value. Exploring, on the other hand, involves
choosing something previously untested or about which you’re uncertain. There’s a trade-off because the best behavior
for exploring (say, trying every flavor once, even banana-tomato) is rarely the behavior that is the most likely to maximize
reward - and vice versa. The task of this paper is to extend the idea of such a trade-off to the case of belief formation and
change: should we ever believe solely in order to explore?
I argue that there is indeed an exploration/exploitation trade-off in belief, because of the connection between our current
beliefs and our dispositions to conduct experiments and explore the space of possibilities. While past work has focused on
situationally driven trade-offs in epistemic value that are arbitrary and often fantastical[1], this paper posits a systematic
and easily implemented rule: deviate occasionally from the recommendations of your best policy in the beginning of
inquiry.
This paper proceeds as follows: In § 0.1, I provide background about the multi-armed bandit problem, and describe some
features of decisions that are sufficient but not necessary for exploration to be a feature of the optimal strategy. In § 0.2,
I note some features of agents who are responsive to the trade-off that will be critical for the case of belief. § 1 provides
an informal example of an agent facing a decision about what to believe in which it’s rationally permissible for him to
explore, or choose an act which is sub-optimal from the point of myopic expected value but provides him with an increased
opportunity to learn. The rest of the paper is concerned with connecting features of the original decision problem with
features of the belief decision problem.

0.1 The Exploration/Exploitation Trade-Off

In this section, I explain the trade-off through a simplified version of a classic setup in the literature: the multi-armed
bandit. I omit this from the abstract.

0.2 Features of the Trade-Off

This section surveys some common features of agents who act via modulating the trade-off.
One feature of the E/E trade-off in action will be crucial for belief: the relationship between E/E and time. As I noted
at the end of § 0.1, there’s a somewhat generic rationale for preferring to explore more earlier and exploit more later.
This reflects a relationship between time and uncertainty - since exploration is more important when uncertainty is high.
However, even while holding uncertainty fixed, there’s a relationship with time. The information which is reached by
exploring has more value when our agent will have a lot more chances to play the slot machines. As she approaches the
end of her interaction with the current environment, the diminishing of future opportunities favors exploitation. This is
so even if she is still quite uncertain.
Reward changes in the environment also modulate the trade-off. Traca and Rudin [3] show that in environments with
periodic reward functions, it’s optimal to exploit more during high-reward periods and explore more during low-reward
periods. In their case, the varying rewards were due to daily traffic patterns on a website, and at higher traffic times, the
recommender algorithm did best by exploiting more, and by exploring more at lower traffic times.
Variations in uncertainty, potential for actions, and total available reward all modulate the exploration-exploitation trade-
off in actions. As I now turn to belief, I’ll show how each of these factors has a parallel in that case as well.

1 An Example

Consider this description of an incoherent mental state from Meša Selimović’s novel Death and the Dervish. The context
is that the narrator, Sheikh Nurudin, has just passed up an opportunity to mention his incarcerated brother to a powerful
woman who might have been willing to help for the right price. The woman has asked for his help in falsely accusing her
own brother:

I had done nothing wrong, but my thoughts were assailed by memories of the dead silence, of the impen-
etrable darkness and strange, glimmering lights; of the ugly tension and the time I had spent anxiously
waiting; of our shameful secrets and thoughts disguised by smiles. I felt as if I had missed something,
as if I had made a mistake somewhere, although I did not know where, or how. I did not know. But I
was not at peace. I could hardly bear this feeling of uneasiness, this anxiety whose source I could not
determine. Maybe it was because I had not mentioned my brother, because I had not insisted that we talk
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Figure 1: An epistemological version of the bandit problem, where choosing an arm represents changing your belief state.

about him. But I had done that on purpose, in order not to spoil my chances. Or was it because I had
taken part in an shameful conversation and heard shameful intentions without opposing them, without
protecting an innocent man? Only I had had my own reasons, which were more important than all of
that, and it would not be right for me to reproach myself too much. For each of my actions I found an
excuse, yet my distress remained.

Nurudin is in a conflicted state, he thinks he’s done nothing wrong... but in another sense, knows that he has (“I had
done nothing wrong" but “I felt as if I had missed something”1). Furthermore, while he is in a situation of moral urgency
(figuring out what to do about his brother, as well as figuring out if he is being a good person), it’s not a conflict between
truth and morality. Rather, it’s morally significant to figure out the truth. In response to this conflict, he adopts a divided
mental state, where the two conflicting attitudes play somewhat different functional roles. That is, his thought that he
has made a mistake is evidenced by his fervid rumination on the past events, searching for where he went wrong. On the
other hand, his thought that he did nothing wrong is evidenced by his conscious belief and more in line with his previous
beliefs and convictions.

Conflicted Nurudin: Nurudin is receiving conflicting evidence about how to live that may contradict
his deeply held convictions about a life of disconnection with material things. He responds by taking
an incoherent stance: he still believes in his former convictions and uses them to make inferences about
morality, to give advice, and partially to plan for the future. At the same time, he starts to ruminate and
even act in accordance with a different set of beliefs, on which his way of life is foolish and it is morally
unacceptable to attempt disconnection with the world.

As it turns out in the book, Nurudin is at the beginning of a slow shift from being withdrawn from the world, comfortable
in a rigid belief system to getting involved in an insurrection and filled with doubt about everything. But this drift from
one state to the other takes up the whole book (which occurs over something like a year in real time) and in this period,
he is deeply incoherent.
We could imagine someone like Nurudin who flips his belief switch between one context and the next - maybe he’s a true
believer when in the tekija (a monastery-like place where the dervishes live), and full of doubt when moving about the
city. But this is clearly not the state being described above2.
Now, since Nurudin is so divided, we might have trouble even generating a measure for his predicted accuracy. Formally,
we know that no proper scoring rule will assign the highest possible accuracy to a set of beliefs containing a contradiction.
Informally, he just can’t be entirely right about his own misdeed if he believes two opposing things, so I think it’s reasonable
to suppose that he’s in a suboptimal epistemic state, and that this is accessible to him. This means that by adopting the
strategy I’ve described, Nurudin is by definition taking a hit in myopic epistemic value.
Further, Nurudin presumably does not plan on being in this divided state forever; instead, he’s developing two incoherent
projects in parallel in order to eventually be able to figure out which is better. Since the belief in the Sufi system is
one that comes with an entire moral and descriptive framework, it’s reasonable to think that either future coherent state
will have very different standards of evaluation, and recommend distinct experiments. So Nurudin is also in a state of
meta-uncertainty, which he responds to by moving to a less accurate state (in this case by all standards) that might
improve his prospect of learning.

2 Argument for a belief/action symmetry

In this section, I argue that there is no relevant difference between the standard bandit problem and the case of Nurudin
that would suggest the exploration/exploitation trade-off is not part of the correct description of his situation. More
generally, I present a view on which the trade-off should be a normal part of our reasoning about what to believe.
To make this argument, I’ll sketch the features of the original case, and then extend them to Nurudin’s. It’s important
to note here that parity between the bandit and Nurudin is a stronger criterion than necessary to establish the existence

1in fact, “I felt" is a translation of “činilo mi se" in the original, which does not connote anything particularly emotional
2In fact, a different version of this paper would use the strategy of oscillating back and forth between beliefs as an example of

an exploration behavior. The key here is that regular oscillations of this kind are not triggered by evidence, but are features of a
broader strategy. Plausibly, the justification for such a strategy mirrors the one I’ll give here - it represents a hedge between the
two other options intended to optimize evidence-gathering.
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of an exploration/exploitation trade-off in belief; multi-armed bandits are one of many problems whose solutions exhibit
this trade-off ranging from tree search to applied problems in robotics.
Here’s an overview of those features:

action (standard) bandit belief bandit
1) act generates evidence: usually usually
2) act results in reward: sometimes sometimes
3) evidence and reward come apart: usually sometimes
4) procedure is iterated: approximately approximately

The original case exhibited a trade-off because we expect pulling the lever to give us evidence about the underlying
function, and also a reward. These features come apart, as in the case of a high-reward lever that has been pulled many
many times. And finally the process needs to be iterated - otherwise exploitation would always trump exploration. I aim
to show that all of these features are shared with belief: belief changes what kinds of evidence we can expect to receive
based on our dispositions to imagine and conduct experiments, it gives us a ‘reward’ in the form of accurate beliefs, and
these two can come apart in cases like Nurudin’s. Finally, each act of forming a belief, like each action, is in some sense
perfectly unique - but in both cases, we’re engaged in a complex process that can be approximated for some purposes by
treating it as an iteration of the same moves in different contexts and orders.

3 Conditions 1,2 and 4

Conditions 1 and 2 are easily satisfied by belief. For 1, beliefs lead to the acquisition of evidence through experimentation
and imagination. For 2, f we treat accuracy as a kind of epistemic reward, as is commonly done in formal epistemology,
beliefs are predictably evaluable for reward. Condition 4 is somewhat more complicated, but I argue that it holds because
the simplifications necessary to treat belief as an iterated problem are of a kind with the simplifications necessary in the
case of action - in neither case is there literal repitition, but it’s close enough for the idealization to be useful in action, so
it should also be for belief.

4 Condition 3

This condition is doing most of the work, so I treat it in more depth. I present two connections between belief and other
acts that result in a gap between the expected reward (i.e. accuracy or truth) of a package of beliefs, and the expected
evidential value (i.e. likelihood to lead to new and/or significant information being gleaned). The first connection is a
familiar one between belief and experimentation, and the second is the more rarely discussed connection between belief and
imaginative search. In addition to demonstrating that condition 3 obtains, I aim to uncover what features and limitations
an agent and her environment must have in order for this condition to obtain.

4.1 Belief and Evidence-Gathering

Evidence-gathering by definition opens up the prospect of changing beliefs and evidential standards; when we plan on
getting evidence, we plan on changing our beliefs. This feature seems like enough to allow a rational agent to prefer
exploration in the practice of getting evidence at least - but can you vary evidence-gathering practices without changing
current beliefs, and in particular, without giving up some current predicted accuracy?
Maybe all we need is to accept some helpful propositions rather than change our beliefs. An intuitive response to Nurudin’s
case is that the best thing for him to do would be to accept the two incoherent propositions about moral living, rather
than believe them. This is presumably what would be recommended by Van Fraassen [4] among others.
What is meant by acceptance? On one end of the spectrum is the view that acceptance just involves acting as if something
were the case without changing any beliefs or making any new inferences. On the other end is the idea that acceptance
is descriptively identical to belief, it just falls under different normative standards. The latter in this context is question-
begging, since I’m arguing that the normative standards for belief should cover exploration as well. Likewise for the
suggestion that acceptance and belief differ only insofar as beliefs are only sensitive to direct, truth-seeking considerations
(see Shah and Velleman [2]). So I’ll consider two cases, one where acceptance is just acting-as-if, and the other where it
involves some doxastic changes but not as far as in belief (perhaps inferences drawn from the accepted proposition are
quarantined away from the agents other beliefs, for instance).
In the first case, if Nurudin accepts and does not accept the Sufi moral system, but keeps his .5 credence, there are two
issues. First, it’s not clear that it’s even possible to act as if Sufism is correct and incorrect- acting does not allow for
synchronic partitions the way belief does. Second, given some plausible psychological postulates, the advantages that
Nurudin gets from believing will not transfer to acting-as-if. For instance, it was his wholehearted investment in Sufism
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points of contact between belief and imaginative search

1. Starting points: Imagination often involves starting with our current beliefs about the world, and departing from
them incrementally. So in general, we explore neighboring theories first.

2. Side-constraints: Imaginative exercises often involve coming up against previously implicit limits - for instance, in
thought experiments when we observe an unanticipated reaction in ourselves that shapes the way we fill in a case.

3. Goals: Imaginative search is a combination of pure random wandering and goal-oriented activity, and the goal-directed
end of the continuum depends on beliefs about what’s valuable and how to achieve those ends.

4. Stopping rules: For a computationally limited group, or one interested in computational efficiency, it will be necessary
to regulate the amount of search, for instance allocating more time to search when the group seems to have reached
a plateau or less when current possibilities overwhelm resources to pursue confirmation of those possibilities.

5. Costs and cost analysis: Some theories cost more resources to build than others - another consideration that favors
nearby possibilities.

Figure 2: Sketch of possible relations between beliefs and imaginative search

that allowed him to stay up late studying; if he was motivated by his belief, and acceptance is just acting-as-if, then we
have nothing to replace that motivation. Treating acceptance as a mere pattern of action by definition does not give us
any resources to explain motivation.
On the other hand, let’s say acceptance involves some but all of the internal properties of belief. Which features might
then separate the two? One idea is that acceptance might be conditional, ready to be taken back when necessary; we
might want to make sure to keep track of all the inferential consequences of an accepted proposition. I’ll come back to
this in the next section.
In general, the connection between belief and evidence-gathering gives us a reason to be willing to take an accuracy hit
in order to explore. Agents like us are motivated to gather evidence that we judge to be promising, interesting or fruitful
based on our other beliefs. These experiments form epistemic projects, and can be said to rely on a shared basis of belief in
which we need to be invested in order to be motivated to gather the relevant evidence. However, even if this motivational
structure were not in place, we might expect that rational agents would be constrained in their experimentation by their
beliefs. Even if we place acceptance between belief and evidence-gathering in some cases, this relationship will still persist,
albeit indirectly, since beliefs will affect acceptance which will affect evidence-gathering. Thus some of our beliefs can still
be evaluated based on their consequences for acquiring evidence, though these consequences will be somewhat indirect.
To give up on a normative connection between what we believe and what evidence we collect is to invest in an epistemology
that starkly separates evidential response from inquiry. This move should be a kind of last resort, since it involves
relinquishing a plausible route to explaining why experiments are justified. In the next section, I’ll argue that the creation
of a hypothesis is a kind of internal inquiry that depends on beliefs but carries consequences for future learning.

4.2 Consideration and New Hypotheses

Imagine that Nurudin has an unlimited capacity to control and shape his own motivational faculty, and let’s add that Van
Fraassen was right, and he should accept, rather than believe, the existence and non-existence of God. He’ll go ahead and
behave as if he doesn’t believe in God during the day, and does at night, but he will be in a state of suspension of belief.
This Nurudin, I’ll argue, will face a dilemma when it come to constructing new hypotheses. Normally, for an agent who
isn’t logically omniscient, imagination is one route to forming new theories. In particular, we don’t imagine totally random
possibilities out of the blue, but we use our current understanding of how things actually are, together with beliefs about
what is and isn’t possible, to come up with new options. For instance, he might start by visualizing an atom according
to his current theory, and sort of play around with the possible shapes (according to his ideas about what shapes can do
(innate or otherwise)). By this process, he comes up with a few alternative ideas.
In fig. 2, I describe some of the possible constraints imposed by belief.
These features are related to the truth of a belief, but only indirectly. That is, one set of beliefs S could confer more
predictable advantage according to the values in fig. 2 than another set of beliefs T without S having a higher estimated
accuracy than T. So Condition 3 holds for belief - truth value and evidential value can come apart (i.e. they need not
coincide to the same degree in all situations).
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5 Objections

One significant challenge is that if we accept the rationality of the exploration-exploitation trade-off in action, positing an
additional trade-off for belief amounts to two solutions to one problem, where each solution is on its own sufficient. That
is, isn’t introducing exploration twice overkill?
There’s something undoubtibly correct in this suggestion - agents who introduce randomness or other exploration behaviors
at multiple points face a difficulty in making sure these interventions are consistent. In some situations, introducing
exploration at the level of action will be enough to reduce the agent’s chance of getting stuck in a local maximum. And
likewise for imaginative search; if we introduce randomness into the search process itself, that will solve some of the
problems of a purely exploitative approach.
However, this will not always be the case, and there are benefits to belief exploration which do not carry over to imaginative
exploration. Consider how it is that Nurudin’s beliefs allow him to explore in figure ??. It’s not just that he happens to
explore theories that are adjacent to his beliefs; these theories are made more accessible to him by his beliefs. Because
he believes in Sufism, through coordination of actions, imagination and other modes of thought, he’s amassed resources
to understand that theory and how it might be altered to create new versions. For one not familiar with Sufism in that
intimate, thorough-going way, it wouldn’t be clear, for instance, that there are two versions of the view, one which takes
the mystical state of oneness with God to have content, and one which doesn’t. Given this, in order to gain the advantage
of the incoherent package by only changing actions, there would need to be a coordinated exploratory change to both
external actions and imaginative ones. Changing the underlying beliefs is a natural and effective way of achieving this
coordination. Further, even changing external actions and imagination in a coordinated way would likely be insufficient;
part of how belief makes regions of possible space accesible is intrinsic, coming from the fact that believing in something
involves entertaining that proposition fully, in a way that seems deeper than other forms of non-doxastic consideration.

6 Conclusion

A country song asks:“how am I ever gonna get to be old and wise, if I ain’t ever young and crazy?”. In this paper, I argue
that this same line of thought applies to belief - in the beginning of inquiry, we should believe in order to explore rather
than to exploit, but as inquiry progresses, we should drift towards maximizing accuracy value. This is a feature shared
between action and belief, and exploits the rational connection between belief and imagination.
This paper aims to answer a philosophical question - what kinds of things can be reasons to believe - but in a way that
utilizes formal devices from other fields. But I think it should be of interest to researchers in learning and decision theory
as well, since these fields also use formal machinery for belief as well as for action. Using this framework, there are
potentially interesting interactions between modulating E/E in belief and in action in an agent who both wants to gain
external reward and also wants to be right.
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Abstract

With recent advances in the use of deep networks for complex reinforcement learning (RL) tasks which require large
amounts of training data, ensuring sample efficiency has become an important problem. In this work we introduce a
novel method to detect environment symmetries using reward trails observed during episodic experience. Next we pro-
vide a framework to incorporate the discovered symmetries for functional approximation to improve sample efficiency.
Finally, we show that the use of potential based reward shaping is especially effective for our symmetry exploitation
mechanism. Experiments on classical problems show that our method improves the learning performance significantly
by utilizing symmetry information.
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Figure 1: Left: Symmetry in Cart-Pole environment. Right: Symmetry in grid world. f((x, y)) = (6 − x, y), gs : {N →
N,S → S,E →W,W → E}∀s.

1 Introduction

In many RL scenarios, like training a rover to move on Martian surface, the cost of obtaining samples for learning can
be high (in terms of robot’s energy expenditure), and so sample efficiency is an important subproblem which deserves
special attention. Very often the environment has intrinsic symmetries which can be leveraged by the agent to improve
performance and learn more efficiently. Moreover, in many environments, the number of symmetry relations tend to
increase with the dimensionality of the state-action space, e.g. for the simple case of grid world of dimension d there
existO(d!2d) fold symmetries. This can provide substantial gains in sample efficiency while learning as we would ideally
need to consider only the equivalence classes formed under the induced symmetry relations. However, discovering these
symmetries can be a challenging problem owing to noise in observations and complicated dynamics of the environment.
With recent advances in deep reinforcement learning [5, 4], it has been demonstrated that a lot of seemingly complex
tasks which pose challenges in the form of large state action spaces and difficulty of learning good representations [1, 8];
can be handled very well with the use of deep networks as functional approximators. Training these networks, however
requires large amounts of data and learning their parameters necessitates coming up with careful update procedures and
defining the right objectives(see Glorot et al [3]) and is a topic of study in its own right. Thus established methods for
MDP abstraction and minimization can’t be practically extended for use in function approximation for RL using deep
networks which builds up the premise for this work. To the best of our knowledge, we are the first to motivate the use
of symmetry in the context of deep reinforcement learning. In this paper we investigate methods for discovering state
space symmetries and their inclusion as prior information via a suitable cost objective.

2 Preliminaries

Symmetries in MDP: We represent MDP as a tuple M := 〈S,A,Ψ, T,R〉, here Ψ ⊂ S × A is the set of admissible
state-action pairs, R : Ψ × S → R, T : Ψ × S → [0, 1] are reward and transition functions respectively. The notion of
symmetries in MDP can be rigorously treated using the concept of MDP homomorphisms[7]. MDP homomorphism h from
M = 〈S,A,Ψ, T,R〉 to M ′ = 〈S′, A′,Ψ′, T ′, R′〉 is defined as a surjection h : Ψ → Ψ′, which is itself defined by a tuple
of surjections 〈f, {gs, s ∈ S}〉. In particular, h((s, a)) := (f(s), gs(a)), with f : S → S′ and gs : As → A′f(s), & satisfies
following: Firstly it preserves the rewards (i.e.,R′(f(s), gs(a), f(s′)) = R(s, a, s′)) & secondly it commutes with dynamics
of M (i.e., T ′(f(s), gs(a), f(s′)) = T (s, a, [s′]Bh|S )). Here we use the notation [·]Bh|S to denote the projection of equivalence
classes B that partition Ψ under the relation h((s, a)) = (s′, a′) on to S. Symmetries χ : Ψ → Ψ can then be formally
defined as automorphisms onM with the underlying functions f, gs being bijective. The homomorphism requirements for
a symmetry reduce to:

T (f(s), gs(a), f(s′)) = T (s, a, s′) (1)
R(f(s), gs(a), f(s′)) = R(s, a, s′) (2)

The set of equivalence classes C[(s, a)] of state action pairs formed under the relation χ((s, a)) = (s′, a′) partition Ψ and
can thus be used to form a quotient MDP, represented as MQ = M/C, which is smaller and can be efficiently solved.
However in RL setting, we do not know the underlying system dynamics, hence we estimate C[(s, a)] on the go using
the agent’s experience and use estimated equivalent classes to drive identical updates for equivalent state-action pairs
during the process of learning the optimal policy.

Reward Shaping: Reward shaping is a technique that augments the reward function R of a MDP M = 〈S,A,Ψ, T,R〉 by
a shaping function F : Ψ×S → R. Thus, the agent sees a modified rewardR′(s, a, s′) = R(s, a, s′)+F (s, a, s′). Ng et al. [6]
have shown that if the reward shaping function is potential based i.e., is of the form: F (s, a, s′) = γΘ(s′)−Θ(s) ∀s, a, s′
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Table 1: Episodes to convergence(rounded) : Grid-World
Setup Episode length Naive Girgin Sym
9x9 Θ1 480 136± 7 113± 5 37± 6

13x13 Θ1 800 237± 6 166± 7 46± 6
9x9 Θ2 480 174± 7 116± 6 31± 5

13x13 Θ2 800 241± 5 187± 6 38± 6
5x5x5 Θ2 1000 253± 8 177± 6 41± 7
7x7x7 Θ2 1500 275± 9 229± 10 54± 8

for some Θ : S → R, then the policy invariance property is guaranteed. Shaping helps distinguish these pairs by making
the rewards sufficiently distinct and consequently preventing spurious similarity estimates.

3 Methodology

Symmetry Detection: Given an MDP M = 〈S,A,Ψ, T,R〉, we define set Πsa,j = {(σ,Nσ)} where σ is a sequence of
rewards of length j and Nσ is the number of times it is seen starting with state s taking action a during the execution
of policy π. We use the notation |Πsa,j | =

∑
|σ|=j Nσ and Πsa,j ∩ Πs′a′,j = {(σ,min(Nσ, N

′
σ))}. We define the notion of

similarity between two state action pairs 〈s, a〉 and 〈s′a′〉 as follows:

χi,l0(〈s, a〉, 〈s′a′〉) =

∑i
j=l0
|Πsa,j ∩Πs′a′,j |

(
∑i
j=l0
|Πsa,j | ∗

∑i
j=l0
|Πs′a′,j |)1/2

(3)

To efficiently compute the similarities between all the state action pairs, we use an auxiliary structure called the reward
history tree P , which stores the prefixes of reward sequences of length up to i for the state action pairs observed during
policy execution and also maintains a list of state, action, occurrence frequency tuples [〈s, a, o〉]. The similarities estimates
can be computed by doing a breadth first traversal on P . We consider state pairs

χsym := {〈s, a〉, 〈s′a′〉|χi,l0(〈s, a〉, 〈s′a′〉) ≥ ∆}
as similar for the given length (i and l0) and threshold parameters (∆). Note that the definition of χi,l0 enables finding
state action symmetries even when the actions are not invariant under the symmetry transform ie. gs(a) 6= a∀s, a (indeed,
this is the case with the Cart-Pole problem where ∀s ∈ S, gs(Left) = Right, gs(Right) = Left). Previous work in [2] is
unable to do this. It can be shown that the similarity measure χl0,i is complete ie. any state action pair which is equivalent
under the given symmetry should be identifiable using 3.

Symmetry Inclusion Priors & Learning: Let Q(s, a; θ) be the function approximator network. Having found some
symmetric state action pairs χsym, we next use this information while training the network.

Li,total(θi) = Li,TD(θi) + λLi,Sym(θi), (4)

Eq. 4 gives training loss, where λ is weighing parameter and the loss components are:

Li,TD(θi) = EB[((r + γmax
a′

Q(s′, a′; θi−1))−Q(s, a; θi))
2] (5)

Li,Sym(θi) = Eχsym [(Q(s′, a′; θi)−Q(s, a; θi)
2] (6)

Here B is the set of observed (s, a, r, s′) tuples following a ε-greedy behavioral policy. Differentiating the total loss (4)
with respect to the weights, we arrive at a combination of gradients coming from the two loss objectives:

∇θiLi,TD(θi) = Eπ,s[(r + γmax
a′

Q(s′, a′; θi−1)−Q(s, a; θi))∇θiQ(s, a; θi)] (7)

∇θiLi,Sym(θi) = Eπ,χsym
[(Q(s′, a′; θi)−Q(s, a; θi−1))∇θiQ(s′, a′; θi)] (8)

Eq. 7 represents the familiar Q-learning gradient. Eq. 8 is defined so to prevent the network from destroying the knowl-
edge gained from current episode. A symmetric version of the DQN algorithm is given below.

4 Experiments

Grid World: In the grid world domain we consider the problem of finding the shortest path to a goal in a [1..n]d sized
grid world. The discount factor is set to be γ = 0.9 and exploration ε = 0.1. The goal state(xG, yG) is chosen randomly
at the start of each iteration. We test two kinds of reward shaping settings Θ1(x, y) = (|x − xG| + |y − yG|), Θ2(x, y) =

(|x − xG| + |y − yG|)γ|x−xG|+|y−yG|. Table 1 gives the number of episodes required for convergence to optimal policy

2
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Algorithm 1 Sym DQN
1: Initialize: Memory D← {}, P ← {{root}, {}}
2: Initialize action-value function Q with random weights(θ)
3: for episode ≤M do
4: Initialize start state
5: for t = 1 to T do
6: With probability ε select action at
7: Otherwise select at = argmaxaQ(st, a, θ)
8: Execute action at and observe reward rt state st+1

9: Store transition (st; st; rt; st+1) in D
10: Sample random minibatch B from D
11: Find Bs the batch of symmetric pairs of B from P
12: Set targets for B & Bs
13: Perform gradient descent step as in eq 7,8
14: Update P with the episode

Figure 2: Grid-World plots with one standard deviation errors. ∆ = 0.8, l0 = 1, i = 5, λ = 0.4. No of iterations: 50.

Figure 3: Total reward with episodes. All experiments used λ = 1, γ = 0.99, ε was decayed from 1 to 0.1 rate 0.98.
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Table 2: Performance and statistical significance : Cart-Pole Domain
mean max

l0 i ∆ DQN SymDQN P-value DQN SymDQN P-value
1 5 0.8 102.83± 69.74 262.74± 64.59 < 10−5 537.38± 155.89 796.23± 173.65 2× 10−4

1 5 0.5 93.47± 62.16 233.92± 69.48 < 10−4 481.60± 163.25 812.07± 181.91 < 10−4

1 4 0.8 107.96± 67.17 236.14± 76.12 < 10−4 561.27± 156.97 759.36± 168.32 2.4× 10−3

2 5 0.8 81.57± 53.92 232.65± 89.73 < 10−4 514.53± 161.58 860.17± 192.71 < 10−4

2 5 0.5 115.24± 57.35 257.02± 58.49 < 10−4 467.92± 183.36 671.87± 169.37 3.7× 10−3

2 4 0.8 91.33± 71.39 229.48± 80.56 < 10−4 503.76± 162.13 807.49± 177.18 < 10−4

for each setup in Figure 2. The agent running our algorithm (labeled Sym) learns the optimal policy much faster than
baseline (labeled Naive) and previous work. On performing the two sided Welsh’s t-test on the null hypothesis the
p-values are found to be < 10−4 for all the setups.

Cart-Pole: The agent’s state is given by (θ, x, ω, v) denoting the angular position of pole, position of cart and their time
derivatives. The action space is {Left,Right} for the cart. We define a reward shaping function as follows: the state space
is uniforly discretized into L = 9 levels along each dimension. For bounding box [−Xb, Xb], the interval width isw = 2Xb

L

and the discrete dimension is xd = k if (2k+1)w
2 ≥ x ≥ (2k−1)w

2 . The shaping function is defined as : F (θ, x, ω, v) =

1 − (θ2d+x
2
d+ω

2
d+v

2
d)

(L−1)2 . The algorithms we experimented with are the DQN [5] agent and its proposed symmetric variant
Symmetric DQN (Algorithm 1) agent. The maximum episode length is set to 1500 the replay memory size is set 100000
and the mini batch size of 128 is used. Agents are run under a completely random policy for the first 25 episodes to ensure
proper initialization of the replay memory. Figure 3 shows the variation of total reward obtained with the number of
episodes averaged over 15 iterations for three different parameter settings. Table 2 gives the mean and the maximum
values of the total rewards obtained in an episode for the two algorithms, SymDQN clearly performs much better in both
the metrics.

5 Conclusions

We have proposed a novel framework for discovering environment symmetries and exploiting them for the paradigm
of function approximation. The experiments verify the effectiveness of our approach. For future work we would like to
explore methods for learning the symmetries using deep networks.
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Abstract

This article considers multiagent algorithms that aim to find the best response in strategic interactions by learning about
the game and their opponents from observations. In contrast to many state-of-the-art algorithms that assume repeated
interaction with a fixed set of opponents (or even self-play), a learner in the real world is more likely to encounter the
same strategic situation with changing counter-parties. First, we present a formal model of such sequential interactions, in
which subsets from the player population are drawn sequentially to play a repeated stochastic game with an unknown
(small) number of repetitions. In this setting the agents observe their joint actions but not the opponent identity. Second,
we propose a learning algorithm to act in these sequential interactions. Our algorithm explicitly models the different
opponents and their switching frequency to obtain an acting policy. It combines the multiagent algorithm PEPPER
for repeated stochastic games with Bayesian inference to compute a belief over the hypothesized opponent behaviors,
which is updated during interaction. This enables the agent to select the appropriate opponent model and to compute
an adequate response. Our results show an efficient detection of the opponent based on its behavior, obtaining higher
average rewards than a baseline (not modelling the opponents) in repeated stochastic games.

Keywords: Multiagent learning;
reinforcement learning;
repeated stochastic games
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1 Introduction

Learning to act in multiagent systems has received attention mainly from game theory, focused on algorithms that con-
verge to the Nash equilibrium [2, 6, 7]; and from reinforcement learning, focused on acting optimally in stochastic sce-
narios with limited a priori information but online observations [5, 11]. However, results are typically based on the
assumption of self-play [3, 7], i.e., all participants use the same algorithm, and a long period of repeated interactions.

In contrast, we focus on sequential interactions (as a variation of repeated stochastic games), i.e., the agent is paired with
stochastically drawn opponents, with whom the agent interacts in short periods while observing joint actions, but with-
out observing the opponent’s identity. This article tackles the problem of finding the best response in this setting, which
requires to hypothesize possible opponent types, and to identify opponents from their behavior. We propose an algo-
rithm that supposes and identifies several common reasoning strategies, and which best-responds in face of residual
uncertainty.

Related work in repeated stochastic games has proposed different learning algorithms [8, 9]. However, it is an open
problem how to act quickly and optimally when facing different opponents, especially when uninformed about such
changes. Bayesian and type based approaches are a natural fit for this kind of setting. A general and highly complex
model are I-POMDPs [12] which are a framework for decision making in uncertain multiagent settings. Bayesian Policy
Reuse (BPR) [15] is a framework for acting quickly in single-agent environments, assuming the availability of a policy
library and prior knowledge of the performance of the library over different tasks. BPR computes a belief over tasks
that is updated at every interaction and which is used to select the policy that maximises the expected reward given the
current belief. Similarly, in this article the agent maintains believes over opponent models. Recently, work on Stochastic
Bayesian Games [1] has compared several ways to incorporate observations into beliefs over opponent types when those
types are re-drawn after every state transition. Our approach is similar in believe structure, but in contrast assumes that
opponents are only redrawn after several repeated stochastic games.

Changes in the environment are also modeled explicitly by learning algorithms for non-stationary environments. Their
goal is to learn an optimal policy and at the same time detect when the environment has changed, updating the acting
policy accordingly. Reinforcement Learning with Context detection (RL-CD) [10] works in single agent tasks with a
changing environment, i.e., different contexts. RL-CD learns a model of the specific task and assumes an environment
that changes infrequently. To detect a new context RL-CD computes a quality measure of the learned models. Similar
problems have been tackled in two-player repeated normal-form games, assuming an opponent with different stationary
strategies to select from during a repeated interaction [13, 14]. The learning agent needs to learn online how to act
optimally against each strategy while detecting when the opponent changes to a different one. While these works might
be the closest state of the art, these approaches do not consider repeated stochastic games, which are central to our
discussion.

We contribute to the state of the art with a framework that we name Opponent Learning in Sequential Interactions (OLSI),
for best responding in repeated stochastic games by maintaining a hypothesized opponent model set. We compute a
belief over this set, updating the belief and the set based on observations. The belief provides a way to compute future
expected rewards more accurately and improves empirical performance, in our evaluation approaching optimality.

2 Problem setting

In contrast to classical RL, which considers one single agent in a stationary environment, Game theory studies rational
decision making when several agents interact in a strategic conflict of interest, formalized as a Game. Note that different
areas provide different terminology. Therefore, we will use the terms player and agent interchangeably and we will refer
to other agents as opponents irrespective of the domain’s or agent’s cooperative or adversarial nature.

Our exposition of the approach is build on games with two players i and −i. A stochastic game comprises a set of stage
games S (also known as states). In each stage s all players choose their part of the joint action a ∈ A(s). A game begins
in a state sb ∈ S. A joint action a = (ai, a−i) is played at stage s and player i receives an immediate reward ri(s, a),
the world transitions into a new stage s′ according to the transition model T (s, s′, a). Reaching any goal state sg ∈ S
terminates the game. The accumulated reward of a game is called an episodic reward.

We formalize Sequential Interactions (SI) as a specific variation of repeated stochastic games, where at each episode
k ∈ {1, 2, . . . ,K} a process draws a set of players Pk ⊂ I from the population of individuals I to play a finite stochastic
game that yields a reward (accumulated over the game) to each player. After the stochastic game terminates, the sub-
sequent interaction commences. We specifically discuss the setting where the selection process is stochastic (as opposed
to being a strategic choice by the agents), and the population comprises an unknown distribution over types of strate-
gies. We consider Pk and opponent rewards within the stochastic game to be unobservable, while the joint actions are
observable. In addition, neither ri(s, a) nor T (s, s′, a) are known. In our approach, the agent learns explicit models of
ri(s, a), T (s, s′, a) and Pk from observations, and may update its hypothesized model of I .
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3 Opponent learning in sequential interactions

Our approach is based on reinforcement learning and combines Bayesian beliefs over opponent types with PEPPER [8],
which in turn builds onRMAX [4]. We follow the assumptions of these state-of-the-art algorithms such as observing local
immediate rewards but not the opponents’, and knowing the maximum possible reward Rmax for each episode.

The expected future rewards for a joint action a being in state s are defined by:

R(s, a) = r(s, a) +
∑

s′∈S
T (s, s′, a)V (s′) (1)

where V (s′) is the expected future rewards of being in state s′. Note that given r(·), T (·) and V (·), value iteration can be
used to compute Equation 1. Note that these terms are defined in terms of the joint action, and therefore can be combined
with various opponent models to compute expectations and best response policies.

RMAX uses the principle of optimism in face of uncertainty, i.e., initially all states are assumed to result in maximal
reward. To learn r(·) and T (·), Pepper uses frequencies of past games and we compute future rewards V (s), by combining
off-policy (e.g., Q-learning) and on-policy methods. This is, an on-policy estimation based on the observed distribution
of joint actions, using n(s), n(s, a) for the number of visits to state s and the number of times joint action a was chosen
in that state respectively. Then, the on-policy estimation is given by: V on(s) =

∑
a∈A(s)

n(s,a)
n(s) R(s, a) and the combined

estimation V (s) = λ(s)V̂ (s) + (1 − λ(s))V on(s). Where V̂ (s) represents an optimistic approximation given by V̂ (s) =

max(V off(s), V on(s)) and where λ ∈ [0, 1] represents a stationarity measure initialized to one but approaching zero when
the agent gets more experience.1 We use the concept of non-pseudo stationary restarts [8], i.e., when R(s) is observed to
not be pseudo stationary λ(s) resets to one. Let n′(s) be the number of visits to stage s since R(s) was last observed to
not be pseudo-stationary, then: λ(s) = max

(
0, C−n

′(s)
C

)
with C ∈ N+.

Algorithm 1: Opponent learning in sequential interactions (OLSI) framework
Input: Maximum possible reward Rmax, opponent spaceH, prior probabilities P (H), switch frequency probability P (s|n)

1 Initialize beliefs β0(H) = P (H)
2 Initialize V (·) with Rmax
3 Random initial policy π
4 for each stochastic game k do
5 Update R(·); see Eq. 1
6 Update policy π according to βk(h)
7 Observe state
8 while state is not goal do
9 Select action a

10 Observe state and opponent action a−i
11 Receive immediate reward r
12 Compute opponent model πh for each opponent h ∈ H
13 Update belief with observation a−i as βk(h) = P (a−i|h)βk−1(h)∑

h′∈H P (a−i|h′)βk−1(h′)

14 if enough visits to (s, a) then
15 Update rewards, V (·) and transition model
16 Update R(·); see Eq. 1
17 Update policy π according to βk(h)

18 βk+1(h) = P (s|n)βk(h) + (1− P (s|n))P (H)

Our proposed framework OLSI is described in Algorithm 1. Note that removing the lines that correspond to the belief
update (lines 1, 13 and 18) and assuming only one opponent model to compute the policy (lines 6, 12, and 17) yields Pep-
per. Our framework thus generalizes Pepper by taking into account multiple different hypothesized opponent models
(policies) at the same time, computing the agent’s best response against the belief over them.

Consider the following common opponent policies: 1) a totally cooperative (friend) opponent, who play its part of
maximizing the agent’s reward (e.g., due to identical rewards for both): πfriend = maxa−i

R(s, a), or 2) a competitive
(foe) opponent that aims to minimize the agent’s reward (e.g., in zero-sum games): πfoe = mina−i

R(s, a). Additionally,
the agent can 3) learn by observations πfreq = n(s,a−i)

n(s) , accounting for mixed types. Note that if the opponent model is
correct, it can be used to compute R(s) that accurately reflects future rewards that only depend on the agent’s action.

1Recall that R(s, a) is initialized to Rmax so it is likely to decrease in early episodes, but eventually will become pseudo-stationary.
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Figure 1: (a) A stochastic game with two players, the learning agent (A) and one opponent (O). The learning agent
receives a reward when it reaches state marked with rA or RA with rA < RA. In case of collision the opponent has
priority over the state. (b) OLSI’s belief over the three opponent types, from games 1-10 OLSI is facing Ofriend, and then
Ofoe for the remaining games. OLSI’s belief accurately represent the opponent identity by being updated at every game
and also taking into account the switching frequency (10 in this case).

The belief is updated within a single stochastic game using the observation a−i (opponent action) and the probability of
that action being generated by each opponent policy using Bayes’ theorem: βk(h) = P (a−i|h)βk−1(h)∑

h′∈H P (a−i|h′)βk−1(h′) .

Additionally, OLSI also takes into account the switching frequency of the opponents to update the belief when a game
ends. For this, the agent maintains a probability for the event opponent switch, P (s|n), given that n games have been
played since the last switch. Then, we update the belief as follows: P (s|n)βk−1(h) + (1 − P (s|n))P (H). This is, we
consider the probability of facing the same opponent (keeping the same belief) or if a switch is likely to happen then the
belief moves to a more conservative prior distribution.

4 Experiments

For the sake of clarity we selected a simple setting with intuitive opponents that simplify the interpretation of the behav-
ior and results. We evaluated our proposed algorithm on a stochastic game represented as a grid world. We performed
experiments comparing OLSI, Pepper (with only one opponent model based on frequencies of opponent actions) and
an Omniscient agent that knows how to best respond at all times. Figure 1 (a) depicts a graphical representation of the
stochastic game used in the experiments. There are two players, the learning agent (A) and the opponent (O). The start-
ing positions are marked with their initial. The learning agent receives a reward when it reaches a goal state rA or RA,
with ra < RA. The agents can move upwards or horizontally, and the opponent has the possibility to stay in the same
state; the learning agent moves always to the right and the opponent to the left; to avoid agents getting trapped the grid
is a toroidal world. With every step that does not transition to a goal state the learning agent receives a penalty pmin. In
case of collision the learning agent receives high penalty pmax with pmin < pmax.

Note that the opponent directly influences the possible reward the learning agent can obtain. For example, since the
opponent is closer to RA it can block its way to the learning agent, in which case the best option would be to go for rA.
For the experiments we set rA = 5, RA = 10, pmin = −1, pmax = −5.

We test against a population with two types of opponents, a foe opponent, Ofoe, that aims to block the way to RA and
a friendly opponent, Ofriend, that allows you to pass to RA. First, we present how the belief behaves in a sequential
interaction of 20 stochastic games; during the first 10 games the agent faces Ofriend, thereafter the agent is paired with
Ofoe. Figure 1 (b) depicts the belief of the OLSI agent, which assumes a opponent space composed of three opponents
{Ofriend, Ofoe, Oother}, additionally we modelled the switch frequency using a Gaussian distribution N = (10, 1). OLSI
starts with a uniform prior over the three possible opponents and when the first game ends the belief forOfriend increases
and remains until round 9 where it slightly decreases since the switch frequency is getting closer to the expected value
of n. The opponent changes to Ofoe at game 11, which is reflected in OSLI’s belief.

Figure 2 (a) compares episodic rewards of OLSI against Pepper and an Omniscient agent in a sequential interaction of
200 stochastic games. The opponent alternates between Ofriend and Ofoe every 10 games. From the figure it can be
noticed that approximately in the first 100 games both OLSI and Pepper are learning and obtaining low rewards in some
games. However, after this period OLSI learns a best response against each of the two possible opponents obtaining RA
against the friendly opponent and rA against the foe opponent. In contrast, Pepper learns a safer policy in which in most
of the times it opts for the rA reward even when facing the friendly opponent. Figure 2 (b) depicts cumulative rewards
of the compared approaches over 10 repetitions of 500 stochastic games against the same alternating opponents. Results
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Figure 2: (a) Episodic rewards of OLSI, Pepper and the Omniscient agent against the same alternating opponents. Pepper
learns to collect rA as a safe response against the population; in contrast, OLSI best responds by identifying the switching
opponents. (b) Corresponding cumulative rewards show OLSI’s asymptotic performance parallels the Omniscient’s.

show that after the learning phase Pepper obtains lower rewards than the Omniscient agent while OLSI achieves parallel
asymptotic performance.

5 Conclusions

This article complements the body of literature on learning algorithms for multiagent systems, which often assumes
self-play or stationary opponents, by considering the scenario of repeated stochastic games against switching opponent
sets. Our first contribution is the formalisation of this setting of sequential interactions. Our second contribution is a
framework, OLSI, for learning in that setting based on reinforcement learning and Bayesian beliefs. OLSI maintains a
belief over the hypothesized opponents, which is used to compute an adequate response. Results in a simple scenario
showed that OLSI achieved near-optimal results, thus outperforming the conservative strategy learned with a single
opponent model. These promising preliminary results suggest to evaluate the effectiveness of OLSI and the effect of
parameters (e.g., priors) on algorithm performance in a wider set of experiments with more complex opponents. Once
results are validated against further benchmarks, this approach may boost reinforcement learning performance in a
broader set of realistic strategic interaction scenarios against changing counter-parties.
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Abstract

This study presents the first report of Artificial Improvisation, or improvisational theatre performed live, on-stage, along-
side an artificial intelligence-based improvisational performer. The Artificial Improvisor is a form of artificial conver-
sational agent, or chatbot, focused on open domain dialogue and collaborative narrative generation. Artificial con-
versational agents are becoming ubiquitous with recent investments fueling research and development at major tech
companies. Using state-of-the-art machine learning techniques spanning from natural language processing and speech
recognition to reinforcement and deep learning, these chatbots have become more lifelike and harder to discern from hu-
mans. Recent work in conversational agents has been focused on goal-directed dialogue focused on closed domains such
as trip planning, bank information requests, and movie discussion. Natural human conversations are seldom limited in
scope and jump from topic to topic. These conversations are laced with metaphor and subtext. Face-to-face communi-
cation is supplemented with non-verbal cues. Live improvised performance takes natural conversation one step further
with actors performing in front of an audience. In improvisation the topic of the conversation is often given by the au-
dience during the performance. This suggestion serves to inspire the actors to perform a novel, unique, and engaging
scene. During each scene, actors must make rapid fire decisions to collaboratively generate coherent narratives. We
have embarked on a journey to perform live improvised comedy alongside artificial intelligence systems. We introduce
Pyggy and A.L.Ex. (Artificial Language Experiment), the first two Artificial Improvisors, each with a unique composi-
tion and embodiment. This work highlights research and development, successes and failures along the way, celebrates
collaborations enabling progress, and presents discussions for future work in the space of artificial improvisation.

Keywords: improvisation, comedy, artificial intelligence, dialogue, chatbot,
reinforcement learning, deep neural network, recurrent neural
network, natural language processing, text-to-speech
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1 Introduction
Improvisational theatre, or improv, is the spontaneous creation of unplanned theatrics, often performed live on-stage in
front of an audience. Improv is a form of collaborative interactive storytelling, where two or more people work together
to generate novel narratives. It is grounded in the connections between the performer(s) and the audience. Improv
requires the performers to work as a team. The actors must rapidly adapt, empathize, and connect with each other to
achieve natural, fluid collaboration. To truly excel at the art form, performers must think and react to audiences reactions
quickly, and work together to accept and amplify each other’s offers—an act that can be seen as real-time dynamic problem
solving [1]. Improv demands human performers handle novel subject matter through multiple perspectives ensuring the
audience is engaged while progressing narrative and story. Due to the incredible difficulty improvisors must embrace
failure quickly and gracefully and give in to spontaneity [2].

Computer aided interactive storytelling has been considered in previous work mainly for applications in video games [3].
This work aims to create endless narrative possibilities in video game universes thereby maximizing user engagement.
Robotic performances have been explored previously. In 2000, Tom Sgorous performed Judy, or What is it Like to Be A
Robot? 1. In 2010, the realistic humanoid robot Gemenoid F performed Sayonara 2, which was later turned into a movie
3. In 2014, Carnegie Mellon University’s Personal Robotics Lab collaborated with their School of Drama to produce Sure
Thing 4 [4]. In these performances, the robots were precisely choreographed, deterministic or piloted on stage. These
shows required the audience to suspend their disbelief and embrace the mirage of autonomy. These performances verge
ever closer to the deep cliffs surrounding the uncanny valley—the idea that as the appearance of a humanlike robot
approaches, but fails to attain, human likeness, a person’s response would abruptly shift from empathy to revulsion [5].

Our work serves as a bridge between the artificial intelligence labs and improvisational theatre stages. We aim to build
a bridge over the uncanny valley, toward a future where humans and autonomous agents converse naturally. Our work
is partially inspired by the narratives behind George Bernad Shaw’s Pygmalion [6], Mary Shelly’s Frankenstein [7], and
Alan Jay Lerner’s My Fair Lady [8]. In these stories, creators attempt to design and build reflections of themselves,
fabricating their respective ideal images of perfection.

We present our methods and details on the systems which power the first two Artificial Improvisors. We concisely report
on findings, and discuss future work at the intersection between artificial intelligence and improvisational theatre.

2 Methods
Over the last year we iterated from Version 1: Pyggy using classic machine learning and deterministic rules to Version 2:
A.L.Ex. which uses deep neural networks, advanced natural language processing, and a much larger training dataset.
An Artificial Improvisor is composed of three major building blocks: 1) speech recognition, 2) speech generation and 3) a
dialogue management system. The three modules comprise a simplified framework, inspired by the General Architecture
of Spoken Dialogue Systems, for extemporaneous dialog systems [9]. We will present details on these components for both
Pyggy and A.L.Ex.
2.1 Version 1: Pyggy

Pyggy, short for Pygmalion, was an early version of an Artificial Improvisor 5. Pyggy was built using speech recognition
powered by Google Cloud Speech API 6. This speech recognition translated sound waves from human voice, to text
through a network-dependent API. Pyggy used Apple Speech Synthesis for translated output text to sound. Dialogue
management was handled with Pandorabots 7 and Chatterbot 8.

Pandorabots handled hard-coded rules and deterministic responses. For example, when the human said: ”Let’s start
improvising”, the system would always respond: ”Ok”. Pandorabots also handled saving simple named entities. For
example, if the human said: ”My name is Kory” then the system could answer the question: ”What is my name?”.
Chatterbot handled more open dialogue and added a sense of randomness to the system. Chatterbot was pre-trained on
a set of dialogue and then learned based on responses the human gave back to the system. For a given human improvisor
statement, each of these systems would generate their respective response, and the responses were concatenated and then
output back to the user.

Pre-training of Pyggy was done through an interactive website where individuals could directly interact. Unfortunately,
when the general public had the ability to interact with Pyggy many started to act adversarially and mischievously,

1http://sgouros.com/judy/
2http://www.geminoid.jp/en/art.html
3https://wikipedia.org/wiki/Sayonara_(2015_film)
4http://www.cs.cmu.edu/˜garthz/research/HERB-drama/drama.html
5http://korymathewson.com/building-an-artificial-improvisor/
6https://cloud.google.com/speech/
7http://www.pandorabots.com/
8https://github.com/gunthercox/ChatterBot
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training the system to say rude and inappropriate things. Once this training set was cleaned and filtered, it was quite
small. Additional clean training data was appended from the Cornell Movie Dialogue Corpus [10]. The dataset is
composed of 220579 conversational exchanges from 617 movies and provided the system plenty of novel, interesting,
unique dialogue to pull from.

Pyggy is embodied by a visualization as seen in Fig. 1. The visualization of Pyggy was accomplished with Magic Music
Visualizer 9. The simple animation system shifted the mouth slightly when sound was being played by the speech
generation system. This effect gave Pyggy an animated life and a face on stage.

2.2 Version 2: A.L.Ex. (Artificial Language Experiment)

There were limitations to the dialogue which Pyggy could produce, as it was restricted to the set of training data. The
very nature of improvised theatre is novel generative conversational abilities. While building an open-domain conversa-
tional agent is AI-hard, a generative dialogue system that is conditioned on previous text and that mimics collaborative
writing (as in the Surrealists’ Cadavres Exquis) could give to the audience an illusion of sensible dialogue [11]. The need
for generative dialogue required shifting from the rule-based, deterministic learning systems of Pyggy to deep neural
network-based dialogue management. This was done by implementing a statistical language model which would gen-
erate sentences word by word. 10. This new model, called A.L.Ex (Artificial Language Experiment) was built using
recurrent neural networks (RNN) with long-short term memory (LSTM) [12, 13]. Full details of the architecture are
excluded from the current study.

Furthermore, A.L.Ex. was designed to subvert the multiplicity of connected services which formed the architecture of
Pyggy. A.L.Ex. aimed to be an offline, standalone Artificial Improvisor. While, similarly to Pyggy, speech recognition
and generation are still performed by ready-made tools, respectively Apple Enhanced Dictation 11 and Apple Speech
Synthesis, these tools are run on the same computer. Moreover, the entire text-based dialogue system (coded in Lua and
Torch by Piotr Mirowski and trained on transcribed subtitles from 100k movies 12), was encapsulated into a single pro-
gram which then makes system calls to speech recognition and text-to-speech, and was controlled through a graphical
user interface which visualizes results (both the recognized and generated sentences in the dialogue). The core system
could be extended with additional modules, as it also ran a fault-resilient server that accepts incoming HTTP GET re-
quests from client applications. These applications include software controlling a humanoid robot with pre-programmed
motions that are activated when A.L.Ex speaks (see Figure 2). Applications have been written for controlling both the
EZ-Robot JD Humanoid 13 and the Aldebaran Nao 14.

3 Results

There are challenges associated with testing, and quantitatively evaluating, open-domain dialogue systems systems
[14, 11]. One reasonable measure for qualitative assessment is the audience perceived performance level of an Artificial
Improvisor as an improvisational performer. Thus, each of these systems has been tested several times live in front of an
audience. Through audience feedback, the system has been iteratively improved.

3.1 Version 1: Pyggy

Figure 1: Kory per-
forming on-stage with
Pyggy.

Pyggy performed in the show Artificial Improvisation live in-front of an audience on April 8,
2016. The performance, an invited performance during Rapid Fire Theatre’s 2016 Bonfire Fes-
tival15, was well received by the audience. Here is a short excerpt from the performance:

KORY: We’re having a picnic! Would you like cheese and bread?

PYGGY: Seen one human, you’ve seen them all.

KORY: Promise me, right now, we’re here listening to each other.

PYGGY: For fun? Where are all your queer party friends?

KORY: Why don’t you have any feelings for me? That’s why I had to invite you on
a picnic. I wanted to get some time to talk to each other.

PYGGY: I miss your vivid sense of humour.

9https://magicmusicvisuals.com/
10https://goo.gl/D4c5OX
11https://support.apple.com/en-ca/HT202584
12OpenSubtitles https://www.opensubtitles.org and http://opus.lingfil.uu.se/OpenSubtitles2016.php
13Manufactured by EZ-Robot https://www.ez-robots.com
14Manufactured by SoftBank Robotics https://www.ald.softbankrobotics.com/en
15http://rapidfiretheatre.com/festival/bonfire/
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3.2 Version 2: A.L.Ex. (Artificial Language Experiment)

Figure 2: Albert (Piotr
Mirowski) performing
onstage with A.L.Ex.
Image credits: Robert
Stafford.

A.L.Ex. performed for the first time in front of a live audience on July 24, 2016, and has per-
formed over fifteen times and on two continents since then. Here is a short transcript from an
early performance with A.L.Ex.:

ALBERT: Captain, the ship is under attack. The frigate is arriving...

A.L.EX: You see, I don’t feel the same way. I just don’t want to stay in the position
to get burnt.

ALBERT: We’re all going to get burned by a cannon fire...

A.L.EX: While you’re in there, tell me. When I get dressed, I’ll go up there and see
what happens.

ALBERT: Captain, you need to get on the deck, the crew is expecting you to speak,
to take leadership. We are in the middle of a war and this is an invasion of
foreign ships. Captain, show us your leadership.

A.L.EX: We won’t be able to navigate without them as we are, serving for us to act
like a life of violence and to help us die from the most powerful life of our
time.

4 Discussion
Future work will incorporate recent advances in deep reinforcement learning for dialogue generation. Through design of
reward functions, more interesting dialogue may be encouraged. Three useful conversational properties recently shown
to improve long-term success of dialogue training are: informativity, coherence, and ease of answering [15]. Additional
reward schemes may improve, or tune, the trained deep neural network based dialogue managers. Recent work has
shown that reinforcement learning can be used to tune music generation architectures [16]. Rewarding linguistic features
(i.e. humor, novelty, alliteration) may prove useful in the generation of creative and interesting statements [17].

Natural human conversations are seldom limited in scope, jump from topic to topic, and are laced with metaphor and
subtext. Artificial Improvisors of the future should make use of recent advances in artificial memory and attention
models. As well, humans often make use of non-verbal cues during dialog. By incorporating this additional information,
human(s) could both consciously and subconsciously inform the learning system [18, 19]. Additionally, if the Artificial
Improvisor is modeled as a goal-seeking agent, then shared agency be quantified and communicative capacity could be
learned and optimized during the performance [20].

While the system is trained to perform dialog, it is not trained to tell a cohesive story with a narrative arc. The addition
of memory network advancements may improve callback, additional engineering and training will be necessary to col-
laboratively build a narrative arc. In 1928, William Cook published a book on algorithmic plot development which may
serve this purpose, and implementations and connections have yet to be explored [21].

There is a large research area devoted to computers and creativity [22]. The field of artificial improvisation is growing
rapidly, fueled by recent advances in natural language processing, speech, and music generation [23, 24]. These advances
are pushed to the horizon everyday by artists around the world. These artists build complex projects, and use state-of-
the-art machine learning techniques to implementing creative, imaginative ideas. On the forefront of this are creative
technologists, including Ross Goodwin 16 and Jamie Brew 17.

Thought must be given to the interface through which the human and artificial performers interact [25, 26]. The em-
bodiment of the Artificial Improvisor has been investigated with Pyggy and A.L.Ex. using on-screen visualizations and
robotics. Stage presence is critical to ensure that an Artificial Improvisation show is watchable, enjoyable, and engag-
ing. Improvisational performances are not strictly conversational narrative performances and often demand intense
physicality from the performers. The optimal means by which these systems take the stage has yet to be determined.
Collaboration between scientists and creatives will lead to innovative interactions, and immersive art which ignites the
senses. With the growing popularity of interactive mixed-reality experiences (e.g. virtual and augmented reality), and
the multi-billion dollar video game industry, focus continue to be cast on improving artificial conversational agents and
interactive creative dialogue generation.

Improvisational theatre is a domain where experimentation is encouraged, where interaction is paramount, and where
failure flourishes. It allows artificial intelligence agents to be effectively tested, and audience reaction can provide a
subjective measure of improvement and cognizance. While this may feel similar to the Turing Test, an early attempt to

16http://rossgoodwin.com/
17http://jamiebrew.com/
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separate mind from machine through a game of imitation, deception and fraud, we believe it is much more [27]. Success
will be measured by audience preference to engage in shows incorporating Artificial Improvisation and human desire to
participate in these dialogues.

Games, like chess and Go, are complex but they are computationally tractable for computers and solutions can be approx-
imated. Improvisational theatre demands creativity, rapid artistic generation, and natural language processing. Improv
is not a zero-sum games especially as these systems learn to converse open-domain settings [14, 11].

Future work will continue to explore the evaluation of performance in such an open domain. Performances with Artificial
Improvisors continue to spur questions and insights from other performers and audiences alike. We look forward to
fulfilling the distant goal of the human observer as a fly on the wall watching AI-performers on-stage improvising in
front of an audience full of AI-observers :) In that process, we will engage in a constructive dialogue about creative A.I.
aiming at building bridges between the sciences and the arts.
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Abstract

Most deep RL solutions still use extensions of conventional exploration strategies that have been well studied and offer
theoretical guarantees in bandit problems and simple MDPs. However, exploration in large state spaces needs to be
more directed than is possible with these traditional exploration strategies such as ε-greedy. The recently proposed
Bootstrapped DQN [4] offers a new exploration strategy that is capable of deep directed exploration and is better suited
for deep RL problems.

Bootstrapped DQN works by learning multiple independent estimates of the action-value function and guiding
action selection using a randomly selected estimate. The method relies on variability among the different value
estimators (called heads) for effective and deep exploration. In [4], this variability is ensured through both selective
masking of training examples as well as by the random initialization of network parameters of each head. The network
is trained using the Double DQN [5] update rule. Double DQN is an adaptation of Double Q-Learning [2] which is
meant to reduce the overestimation bias in Q-learning [6].

In both Double DQN and Bootstrapped DQN, the target network is used as a stand-in for an independent esti-
mate of the action-value function in the update rule. Independent estimates are needed for Double Q-learning to
perform effective updates. However, the target network is highly coupled to the online network leading to imperfect
double Q-learning updates.

We propose shared learning, an algorithm which takes advantage of the ensemble architecture of Bootstrapped
DQN to overcome the issue with coupled estimates described above. Further, we supplement our algorithm with a
framework to share learned experience amongst the bootstrapped heads. We demonstrate how this method can help in
speeding up the existing Bootstrapped DQN algorithm with minimal computational overhead.

Keywords: Reinforcement Learning, Double Q-learning, Deep Q-Networks,
Ensemble Networks
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1 Introduction

Although the exploration-exploitation dilemma is well-studied in reinforcement learning problems, it is still a major
challenge. This is because existing techniques do not scale well to environments with large state spaces. Bootstrapped
DQN introduces a novel exploration strategy based on ensembles of value estimates that address these scalability issues
to a large extent. However the estimates of the target networks in Bootstrapped DQN are closely coupled to the online
networks, which leads to imperfect double Q-learning updates. While this problem existed in the original work on
Double DQN, solving it was not straightforward without the ensemble architecture available in Bootstrapped DQN.

In this work, we propose shared learning, which reduces this coupling and generates more robust target estimates.
We show the efficacy of our algorithm on the Atari 2600 domain as compared to Bootstrapped DQN. We also analyze
the benefits of sharing experience through experiments on toy MDP chains and the puddle world environment.

2 Background

2.1 Double Deep Q-Networks

The max operator in the Q-learning[6] update has been shown to produce overestimation of the value function in [2].
This comes about because a single estimator is used both for choosing the next action and for giving an estimate for the
value of that action. Double Q-learning [2] reduces the overestimations by decoupling the action selection and value
estimation by training two estimators QA(s, a) and QB(s, a). The update rule for double Q-learning is given as:

QA
t+1(st, at) =Q

A
t (st, at) + α(rt + γQB

t (st+1, argmaxaQ
A
t (st+1, a))−QA

t (st, at)) (1)
[5] extends this to DQN[3] in a computationally efficient manner by taking advantage of the target network. The greedy
policy is evaluated using the online network and the value is given by the target network for this update. Thus the loss
signal for the Double DQN (DDQN) is given as:

Li(θi) = Es,a,r,s′ [(r + γQ(s′, argmaxa′Q(s′, a′; θi); θ
−
i )−Q(s, a; θi))

2] (2)

2.2 Bootstrapped DQN

Figure 1: Bootstrapped DQN
architecture

Bootstrapped DQN [4] introduces a novel exploration strategy that is capable of per-
forming deep exploration in large state spaces. The key idea behind Bootstrapped DQN
is the use of randomized value function estimates to approximate a distribution over
possible action-values. At the start of every episode, Bootstrapped DQN samples a sin-
gle value function estimate at random according to a uniform distribution. The agent
then follows the greedy policy with respect to the selected estimate until the end of
the episode. The authors propose that this is an adaptation of the Thompson sampling
heuristic to RL that allows for temporally extended (or deep) exploration. Bootstrapped
DQN is implemented by adding multiple head networks which branch out from the out-
put of the CNN as shown in Figure 1. Suppose there are K heads in this network. The
outputs from each head represent different independent estimates of the action-value
function. Let Qk(s, a; θi) be the value estimate and Qk(s, a; θ

−
i ) be the target value esti-

mate of the kth head. The loss signal for the kth head is exactly that given in equation 2.
Each of the K heads is updated this way and the gradients are aggregated and normal-
ized at the CNN layers.

3 Shared Learning

3.1 Coupled Estimates in Double DQN

Bootstrapped DQN uses double Q-learning for updating its estimates of the value function. Following the Double DQN
algorithm, the value for the update for each head is given by the target network corresponding to the same head. As
shown in equation 2, the greedy action for the target value is chosen by the online network. This, however, poses an issue
because the target network is a previous iteration of the online network, which effects a close coupling between them.
The coupling reduces the effectiveness of the double Q-learning update. This problem has been identified in [5] as well.

3.2 Proposed Algorithm

The ensemble architecture put forward in [4] suggests a computationally efficient way to circumvent the problem
described above. To this end, we propose an algorithm that generates decoupled target value estimates by taking
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advantage of the fact that the each head in Bootstrapped DQN already maintains a value estimate that is completely
independent of the other heads.

Consider the K-headed Bootstrapped Deep Q-Network described in Section 2.2. In order to decouple the esti-
mates, we use the values from a head other than the one being updated, to pick the greedy action for the target value in
the double Q-learning update. The new loss signal can be formulated as follows:

Li(θi) = Es,a,r,s′ [(r + γQk(s
′, argmaxa′Qm(s′, a′; θi); θ

−
i )−Qk(s, a; θi))

2] (3)

where m ∈ {1, 2, . . . ,K} \ {k}.
The target value given here is expected to be a more robust estimate when compared to Double DQN, since it is derived
from a completely independent estimate of the value function.

3.2.1 Online Transfer of Learning Progress

Algorithm 1 Shared Learning Algorithm

Input: Value function networks Q with K outputs {Qk}Kk=1

1: Let B be a replay buffer storing experience for training and se-
lect best int be the interval during which the best head is se-
lected.

2: numSteps← 0
3: best head ∼ Uniform{1, 2, . . . ,K}
4: for each episode do
5: Obtain initial state from environment s0
6: Pick value function to act using k ∼Uniform{1, 2, . . . ,K}
7: for step t = 1, . . . until end of episode do
8: Pick an action according to at ∈ argmax

a
Qk(st, a)

9: Take action at and receive state st+1 and reward rt
10: Sample minibatch from B
11: Train network with loss function given in equation 4
12: numSteps← numSteps + 1
13: if numSteps mod select best int == 0 then
14: best head = argmaxkQk(st, at)
15: end if
16: end for
17: end for

The head selected for picking the greedy action for the
target value in equation 3 provides a degree of guidance
to the head being updated, allowing transfer of some
amount of learned knowledge. Hence, basing the selec-
tion of this head on a measure of local learning progress
rather than choosing an arbitrary head seems a better
choice. This would be in some sense an online transfer
of learned knowledge. More concretely, at any point of
time, we would expect at least one head to have learned
more about the current region of the state space than the
other heads. Online transfer of experience from this head
to the rest of the ensemble network could aid learning in
the other heads and result in more directed exploration.
With this in mind, we propose the shared learning algo-
rithm which modifies the loss signal from equation 3 in
the following way:

Li(θi) = Es,a,r,s′ [(r + γQk(s
′, argmaxa′Qbest(s

′, a′; θi); θ
−
i )

−Qk(s, a; θi))
2] (4)

Here Qbest(s
′, a′; θi) represents the action-values of the

’best’ head (selected at regular intervals) that has pro-
gressed furthest in learning about the current state. In our implementation, we quantify the learning progress using
the action-values of the online network. This measure was chosen because the head which outputs the highest action-
value is expected to have learned off of more rewarding subsequent states. The complete algorithm has been summarised
in Algorithm 1.

4 Experiments

We first illustrate how online transfer of learning progress can speed up learning on an MDP chain. In this tabular
environment, the issue of coupling between target estimates and online estimates is nonexistent, and any speedup due
to our algorithm would primarily be because of online transfer. Finally, we demonstrate the effectiveness of our algorithm
on a subset of Atari Games using the ALE environment.

4.1 MDP

Figure 2: MDP Chain Structure with n-states

We present a toy chain MDP experiment to demonstrate the
faster learning of the new approach. The MDP consists of n
states, arranged sequentially as shown in Figure 2. The agent
always starts from state s2. From each state four actions are
allowed namely, go left, go right, do nothing or jump to state
s1 incurring a reward of -10 and terminating the episode. The
episode ends when the agent has reached the nth state upon
which it receives a reward of +10. We use normal Q-learning
(with ε-greedy) and double Q-learning (with ε-greedy) as base-
lines to compare the performance of a bootstrap agent (5 heads)
with and without shared learning. Figures 3a and 3b show the result for a 35 and 50 state MDP respectively.

2

Paper M41 64



(a) 35-state chain MDP (b) 50-state chain MDP

Figure 3: MDP results showing average reward obtained per episode and number of steps taken until completion

Solving the above environment requires deep exploration, especially with a larger number of states. This is illustrated
by the fact that Q-learning and double Q-learning, with ε-greedy exploration, are unable to solve large MDP chains
(beyond 20 states). The results verify that Bootstrapped DQN (adapted for tabular settings) can indeed perform deep
exploration. The fact that our algorithm is still capable of performing deep exploration shows that sharing does not take
away from the diversity among the estimates, which is what drives the exploration in Bootstrapped DQN.

We observe that the speedup due to shared learning becomes more evident with increasing chain length. The
performance of both Bootstrapped DQN and shared learning would probably be identical on this problem until the first
time the goal state is reached. It is at this point that sharing learned experience becomes vital so that knowledge of the
goal state propagates out to every head. This is the reason why shared learning outperforms the bootstrap algorithm on
larger MDP chains.

4.2 Arcade Learning Environment
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(a) Average Reward on Seaquest after 50 epochs of training
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(b) Average Reward on Frostbite after 50 epochs of training
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(c) Average Reward on Hero after 50 epochs of training
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(d) Average Reward on Breakout after 35 epochs of training

Figure 4: Results on Arcade Learning Environment

We evaluate our algorithm on 6 Atari games on the Arcade Learning Environment [1]. The games chosen for evaluation
were Seaquest, Frostbite, Hero, Breakout, Qbert and Pong. Most of these games have been chosen in order to compare
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with the results shown in [4]. The network architecture used for shared learning is the same as that of Bootstrapped
DQN and consists of a shared convolutional layer followed by 10 bootstrap heads to provide value function estimates.
Gradient normalisation of 1/K (K is the number of bootstrap heads) was also applied to the network with no masking
of heads. The learning progress for the Atari games have been measured using the Q-values at intervals of 100 steps.
The head corresponding to the maximum Q-value is chosen to be the best head that is suitable for information transfer.
In Figures 4a, 4b and 4c, we show the results on Seaquest, Frostbite and Hero for Shared Learning against Bootstrapped
DQN over 50 epochs and for Breakout in Figure 4d over 35 epochs.Table 1 shows the cumulative rewards obtained on
the Atari games Qbert and Pong over 20 epochs.

Cumulative Reward on Atari Games during testing
Game Shared Learn-

ing Score
Bootstrapped
DQN Score

Qbert 39001.6661 15286.0259
Pong -44.9735 -80.4237

Table 1: 20 epoch cumulative scores

We have not presented the performance of DQN [3] and double DQN [5], since it was shown in [4] that Bootstrapped
DQN clearly outperforms them. Our results show an increased cumulative reward during learning, while Bootstrapped
DQN appears to dither to a larger extent. The significant boost in performance on the Atari games over Bootstrapped
DQN confirms that the double Q-learning updates in DDQN and Bootstrapped DQN were in fact imperfect.

5 Conclusion and Future Work

In this work, we present the shared learning algorithm which performs learning updates closer to the true double
Q-learning rule than Bootstrapped DQN and Double DQN. We achieve this without affecting the deep exploration
capabilities of Bootstrapped DQN. The algorithm involves minimal computation over the already efficient framework
of Bootstrapped DQN.

We also introduce the notion of online transfer of knowledge for more directed exploration. This is more evident
in the results of the MDP chain experiments. It can also be observed to a lesser extent on the Atari games. While we have
studied shared transfer within the Bootstrap framework, online transfer can be integrated into any ensemble learning
method for RL. Additionally, we would like to test this idea of online transfer on a wider array of AI tasks.

An important issue that needs to be studied further is the criterion for picking the best value estimator. Saliency-
based measures might make for better metrics in environments with sparse rewards where promoting exploration is
more beneficial than maximizing rewards.
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Abstract
Older adults (OA) need to make many important and difficult decisions. Often, there are too many options available to explore
exhaustively, creating the ubiquitous tradeoff between exploration and exploitation. How do OA make these complex tradeoffs?
OA may generally more often rely on model-free than model-based reinforcement learning. Such computational changes have been
associated with age-related changes in cortico-striatal control loop functioning. Here, we investigated age-related shifts in solving
exploration-exploitation tradeoffs depending on the complexity of the choice environment. Older (N = 32, mean age = 70.47) and
younger adults (N = 29, mean age = 24.31) played four and eight option N-armed bandit problems with the numbers of current
gambles and average rewards displayed on the screen. This minimized the role of working memory and allowed us to focus on how
OA learn to seek knowledge effectively. This is a relevant issue in studies of continually learning artificial agents as well. OA reliably
chose the most rewarding options less often than younger adults (YA) did. In addition, choices of OA were more deviant from an
optimality model (Thompson sampling). This optimality model tracks uncertainty beyond simple action values or only the last choice.
We further measured structural connectivity in cortico-striatal loops using diffusion weighted MRI (pending analyses). Together, OA
seem to process uncertainty that is associated with options in more complex choice environments sub-optimally, suggesting more
limited task representations. This interpretation fits to multiple contexts in the complex cognitive aging literature, and in particular
to the context of challenges in the maintenance of goal-directed learning. Such changes may result from constraints of biological
aging as well as the cognitive processes of continuous information selection and abstraction needed for building new knowledge on
existing knowledge over the life-span.

Keywords: Cognitive aging, learning mechanism, complex choice environment, N-
armed bandits, optimality model
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1 Introduction

In today’s aging societies, more and more older adults (OA) are making cognitively demanding decisions about work, finances,
their health, etc. Many such decisions benefit from thinking about future goals because the options available create explore-exploit
tradeoffs. How do OA usually respond to these cognitive challenges in increasingly complex choice environments? Decision makers
generally have access to a number of learning mechanisms, including Pavlovian reflex based learning, habitual experience-based
learning, and goal-directed learning. Goal-directed learning depends on some internal model, so that learning can be adapted flexibly,
like when e.g. managing a research project. Habitual learning has been related to a dorsolateral striatal to sensorimotor cortex control
loop while goal-directed learning has been related to a dorsomedial striatal to ventromedial and lateral prefrontal cortex control loop
(Daw & O’Doherty, 2014). Importantly, goal-directed learning is impaired in OA and this impairment has been associated to lower
activation in prefrontal cortex areas (Eppinger & Bruckner, 2015; Eppinger, Walter, Heekeren, & Li, 2013). OA rely relatively more
often on experience-based learning, which may arise from white matter integrity changes in the ventromedial and lateral prefrontal
cortex (Chowdhury et al., 2013; Eppinger et al., 2013; Samanez-Larkin & Knutson, 2015).

It is currently unclear how learning mechanisms in OA depend on the relative complexity of a task. Such a dependency is likely
because of the adaptive fit between the mind and the environment, following an ecological rationality perspective (Mata et al., 2012).
This perspective predicts that simpler strategies will be favored, depending on what strategy an environment affords (Mata, Schooler,
& Rieskamp, 2007). For example, when OA need to explore options in order to choose between them later, OA rely on more minimal
exploration strategies than YA in more complex environments (Frey, Mata, & Hertwig, 2015). Here, we study such age-related
performance changes in explore-exploit tradeoffs with varying cognitive demands. Analyzing effects of the complexity of choice
environments this way could help identify age-related differences in learning mechanisms.

We used typical N-armed bandit problems to study changes in learning mechanisms across choice environments. Participants made
inferences about risky options by sampling information from a four and eight option choice environment. Rewards were conse-
quential, ensuring that participants needed to trade-off exploration and exploitation. Participants had to find options that give them
the most money while having to minimize sampling from low reward options. The N-armed bandits is well studied and it affords
detailed analysis of information processing in terms of continuation and switching behavior. Theoretically, expectations of future
reward should rise with adequate, but not excessive, exploration. Such “smart” exploration requires one to have a good representation
of the task and its structure, which typically weighs already observed rewards by the degree to which an option has been explored.
This would thus involve an internal model of the task contingency between average payoff and average payoff uncertainty (see also
Worthy, Cooper, Byrne, Gorlick, & Maddox, 2014). Good performance in the task thus depends on learning mechanisms that use
adequate future reward representations while performance anomalies will involve inadequate future reward representations.

We hypothesized that OA achieve lower performance and arrive slower at the higher reward options, depending on the number of
options. If OA focus more on reward in current states, their rewards in future states should suffer. Such short-term planning would
more closely resemble experience-based learning rather than goal-directed learning. OA not arriving at the higher reward options
at all would show a lack of an explore-exploit trade-off. We assumed that problems with a larger number of options are relatively
more cognitively demanding because of a larger search space, which increases the amount of necessary information processing
and representation. Next, we describe methods and results from six kinds of data analyses: choice proportions statistics, choice
proportions over trials, regret over trials, comparisons to an optimality model, comparisons to a fitted optimality model, and one-step
ahead predictions of a fitted optimality model. We end with a discussion.

2 Methods

Participants 32 older adults (OA, Mage = 70.5, 65-74, 38% female) and 29 younger adults (YA, Mage = 24.3, 19-30, 45% female)
participated in this study. All participants were healthy, right-handed, native German speakers with normal or corrected to normal vi-
sion, and without a history of psychiatric or neurological disorders. There were no group differences in gender proportion, educational
level, and socio-economic status. Compensation amounted to about 10 Euro per hour, plus on average 2 Euro performance-dependent
bonus. Participants were recruited using advertisements.

Task The task of the participants was to maximize the sum of rewards in a total of 16 alternating four and eight-armed bandit
problems. Rewards could be earned by selecting pictures of casino-style gambling machines presented on a computer screen using
a keyboard or mouse. The gambling machines provided random rewards (1 or 0) with a hidden probability that was specific to each
machine. The rewards were displayed on the respective bandit after each play. Participants had 100 trials for every problem to
explore the hidden reward probabilities and to exploit those machines that give rewards most often. Remaining trials were displayed
on the screen. Also, every bandit showed the number of plays so far and the probability of a reward based on the observed rewards so
far. This information is sufficient to make an optimal choice at any point in time, reducing the role of working memory. Of course,
participants still need to figure out how they want to trade off exploration and exploitation. 89% of YA and 70% of OA (p = .14, test
of equal proportions) indicated in a post-task questionnaire usage of “the extra information regarding the options”.

Procedure Participants were instructed 1) to maximize the sum of rewards, 2) how the task looked and worked, 3) that each trial
is independently generated, and 4) that the best gambling machine in every individual problem had popt = .6 (to help comparability
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Figure 1: Observed choice proportions and one-step ahead predictions for fitted Thompson sampling. The color of the lines corre-
sponds to the value of the hidden probabilities, where blue colors represent lower probabilities. Local polynomial regression was
used as a moving window to smooth the trajectories (using a neighborhood of 40% of all points where neighboring points are also
being weighted by their distance tricubically)

across problems). All participants had taken part in an unrelated fMRI study on risk-taking preference several weeks beforehand.
Ethics approval was granted by the Institutional Review Board of the Max Planck Institute for Human Development.

Design The experiment made use of a repeated within-subject condition (four vs eight options), and a between-subject condition
(age group). We chose the other hidden probabilities in steps of .075 below .6. Reliably finding the better options thus required
a significant part of exploration out of the 100 available trials. All participants saw the same randomly generated rewards for all
16 problems. This allowed comparison of the problem difficulty across participant groups as well as a reduction of an unnecessary
source for variance in performance while keeping the probabilistic character of the task intact. Four different problem orders were
generated and counterbalanced across participants. Two different orders started with four options and two different orders started
with eight options. Between problems, performance was displayed on the screen and a keypress was required to continue with the
next problem. Participants in both groups took about half an hour to finish the experiment. The minimum response time was set to
200 milliseconds.

3 Results

We first investigated age-related differences in task performance. Proportions of choices for each option revealed that YA sampled
reliably more often from the best option. OA chose the highest-expected-value option about 5% less often than YA did in both four
and eight option conditions (four option 95% HDI: .003 - .093; eight option 95% HDI: .018 - .096; Bayesian ANOVA with logit
function and broad prior). We also tested a linear mixed effects model of the hidden probability of a chosen bandit with participant
ID, problem ID, and bandit position ID as random effects, using Satterthwaite’s approximations of p-values (*** indicating p <
.0001). We found negative interaction effects for OA in eight options (B = -.021***) and for OA in eight options over trials (B =
-.011***). Together, these indicated increasingly lower performance for OA in eight options over trials. We also found a positive
interaction effect for both YA and OA in eight options over trials (B = .021***), as participants could improve relatively more over
time for eight options. There still was a main negative effect of eight options (B = -.092***) and a main positive effect of trial
number (B = -.009***). No significant difference or decrease over trials for OA remained, so the age effect is captured only by the
higher-level interactions.

Second, we examined development of age-differences in choice proportions over trials, see Figures 1a and 1b. For every trial, the
solid lines represent the average number of times that participants chose an option. The local instabilities in the trajectories may result
from individual differences and variation across the several problems. On average, the third best option stops overlapping with the
second best option after about 25 trials for YA. For OA, the same separation exists between the second and third option after twice
as many trials, see the right panel of Figure 1a. In the eight option condition, YA separate between the better three options and the
worse five options after about 50 trials. OA do this after about 75 trials. These 2-2 and 3-5 separations could reflect the participants’
psychologically most salient explore-exploit representations. Together, the choice trajectories show that already from the beginning
onwards, YA choose more often from the better options.

Third, we analyzed another measure of performance to compare performance across all of the options at once. We choose to measure
regret (a common measure in machine learning) as it generalizes over the specific outcomes of the random number generation process.
Regret can be computed as RT = ∑100

i=1
(

popt − pB(i)
)
, where popt = .6 and pB(i) is the hidden probability of a reward for the chosen
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Figure 2: Task performance for the four and eight option conditions.

bandit. It follows that randomly behaving agents get a total regret of 11.25 points for four options and 26.25 points for eight options.
Overall, the age effect on regret was large (p < .01, Cohen’s d .707) for eight options (MOA = 19.87, SE = .79, MYA = 16.84, SE .75)
and medium (p < .05, Cohen’s d .550) for four options (MOA = 9.16, SE = .32, MYA = 8.17, SE .33). We also investigated how regret
differences emerged using the shapes of the exploration-exploitation trade-offs over trials within the choice profiles. We observed a
slowing increase in regret over time in general but increasing age-related differences for both conditions, see Figure 2a. It seems that
OA need longer exploration than YA. For both groups, average regret was reliably better compared to a random agent (and reliably
worse compared to an optimal agent from less than 20 trials, see next paragraph).

Fourth, we wanted to know how participant performance differed from optimality. We used Thompson sampling as an optimality
model (Thompson, 1933), but we observed that differences in regret for similar algorithms are small in the context of the present
task. Thompson sampling uses an inverse cumulative distribution function (also known as percentage point function or quantile
function) that is used to choose the bandit with the highest certainty that the hidden probability of a bandit is smaller or equal than
some randomly generated value. This way, the algorithm minimizes uncertainty that there exists a better option by making sure that
the probability of choosing a certain bandit is proportional to the probability of it being the best bandit. By taking uncertainty into
account, the algorithm affords a way of more rapidly adapting its decision if not only the mean of a certain bandit gets overtaken by
another mean, but the whole posterior probability distribution. Conceptually, the algorithm keeps track of beliefs about the hidden
probabilities of the bandits and then updates these beliefs each time after seeing an outcome. The algorithm is initialized by setting a
uniform prior for all options. The algorithm then plays option x proportional to the probability of it being the best. Finally, it updates
its priors using the newly collected information. Thompson sampling achieved an expected regret of 6.5 points for four options and
11.0 points for eight options, which is considerably better than YA performed on average (170% larger than the gap between YA
and OA for four options and 193% for eight options). Interestingly, 5 out of 32 OA (16%) and 9 out of 29 YA (31%) achieved a
median regret score within 10% of Thompson sampling for four options, while this was 1 (3%) and 4 (14%) for eight options. Some
individuals were thus able to achieve regret scores similar to Thompson sampling.

Fifth, we wanted to know how well a fitted optimality model predicted participant’s decisions. Thompson sampling was fitted to
individual games by scaling predicted choices using a softmax function with a fitted inverse temperature parameter θ, ranging from
0.003 to 30 (higher θ values produced more randomness). OA deviated more from fitted Thompson sampling than YA did (p < .05,
Wilcoxon tests, Cohen’s d = .57 for four options and Cohen’s d = .53 for eight options), see Figure 2b. θ was also significantly lower
for YA than for OA (p < .05, Wilcoxon test, Cohen’s d = .96 for four and 2.68 for eight options), indicating more randomness and
worse matches to predictions of Thompson sampling in OA than in YA. OA and YA both significantly decreased their median θ for
eight options compared to the four option condition (p < .05, Wilcoxon tests). θ for OA significantly varied more in both conditions
than for YA (p < .01 for both conditions, Wilcoxon tests) and average variation across games was significantly lower in four options
for YA, but for OA this was similar in both conditions (p < .01 vs. p = .4, Wilcoxon tests). In all, OA adults were more random and
less homogeneous, possibly indicating more strategy changes.

Finally, we compared the shapes of the mean observed exploration-exploitation trade-off trajectories to shapes from one-step-ahead
predictions across all trials. These predictions are plotted in Figures 1a and 1b using dashed lines. We used the median θ of every
participant for both conditions as data scaling parameter. The predictions from this fitted Thompson sampling model resulted in
accurately ordered trajectories for both groups and for both conditions: The orderings of solid and dashed lines were identical for all
four graphs for most trials, except in the first few trials. The latter may indicate more rapid exploration in Thompson sampling and
that both YA and OA explore less rapidly, with OA taking the longest.
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4 Discussion and Conclusions

We aimed to identify changes in the ways OA and YA make goal-directed choices depending on the complexity of the choice
environment. We found a large age-related effect on performance in a typical eight-armed bandit task and a smaller effect in a
four-armed bandit task. YA also deviated less from optimality than OA did. Choice trajectories showed that age effects were already
observable in the early exploration stage, suggesting that OA explore longer or less efficiently. Theoretically, the early stages require
fast exploration using not only average rewards but also their associated uncertainty. This was illustrated here using Thompson
sampling, which is a kind of randomized probability matching algorithm. Participants diversified their choices similar to Thompson
sampling, in line with previous work (Konstantinidis, Ashby, & Gonzalez, 2015; Speekenbrink & Konstantinidis, 2015). Furthermore,
OA had higher and more variable inverse temperature parameter estimates across choice environments, indicating more randomness
in OA. OA thus rely on less effective learning strategies that consider important information less effectively, in particular in the more
complex environments.

Why would OA fail to represent important information like uncertainty or a specific task model? The role of working memory
influences should be minimal as this is not strictly necessary to perform well in the task. General “slowing”, gender effects, and
more cautious risk taking, all of which could favor exploitation of short-term rewards, also mark cognitive aging. We did indeed
observe differences in reaction times as well as in standard neuropsychological test results (working memory, fluid intelligence, and
risk-taking). However, as performance is mainly determined by a cognitively costly explore-exploit tradeoff and adequate future
reward representations, our findings specifically point towards underreliance on goal-directed learning.

A logical next step is to assess if fits of simple learning strategies can indeed better accommodate OA. Specifically, the exploration
phase seems to happen sub-optimally in OA and in a more varied way. Favoring short-term rewards could be a sign of a learning
mechanism that sub-optimally represents future rewards. More varied or reduced processing of important information such as uncer-
tainty would be able to account successfully for the observed age-related changes. Furthermore, if the task indeed probes OA to rely
less on goal-directed learning, we may also expect differences in connectivity to prefrontal regions (pending analyses). In all, OA
may be using less effective learning strategies the more demanding the choice environment becomes. Identifying such task-dependent
differences is typically neglected in neuro-computational models of decision-making. In the context of cognitive aging, this may be
useful for empowering aging decision makers to navigate cognitively demanding choice environments.
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Abstract

We propose a novel framework for efficient parallelization of deep reinforcement learning algorithms, enabling these
algorithms to learn from multiple actors on a single machine. The framework is algorithm agnostic and can be applied
to on-policy, off-policy, value based and policy gradient based algorithms. Given its inherent parallelism, the framework
can be efficiently implemented on a GPU, allowing the usage of powerful models while significantly reducing training
time. We demonstrate the effectiveness of our framework by implementing an advantage actor-critic algorithm on a
GPU, using on-policy experiences and employing synchronous updates. Our algorithm achieves state-of-the-art per-
formance on the Atari domain after only a few hours of training. Our framework thus opens the door for much faster
experimentation on demanding problem domains.

Keywords: Deep Neural Networks, Reinforcement Learning, Parallel Com-
puting
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1 Introduction and Related Work

Incorporating deep learning models within reinforcement learning (RL) presents some challenges. Standard stochastic
gradient descent algorithms for training deep learning models assume all training examples to be independent and iden-
tically distributed (i.i.d.). This constraint is often violated by RL agents, given the high correlation between encountered
states. Additionally, when learning on-policy, the policy affects the distribution of encountered states, which in turn
affects the policy, creating a feedback loop that may lead to divergence [5]. Two main attempts have been made to solve
these issues. One is to store experiences in a large replay memory and employ off-policy RL methods [5]. Sampling
the replay memory can break the state correlations, thus reducing the effect of the feedback loop. Another is to exe-
cute multiple asynchronous agents in parallel, each interacting with an instance of the environment independently of
each other [6]. Both of these approaches suffer from different drawbacks; experience replay can only be employed with
off-policy methods, while asynchronous agents can perform inconsistent parameter updates due to stale gradients1 and
simultaneous parameter updates from different threads.

Parallel and distributed compute architectures have motivated innovative modifications to existing RL algorithms to
efficiently make use of parallel execution. In the General Reinforcement Learning Architecture (Gorila) [8], the DQN [7]
algorithm is distributed across multiple machines. Multiple learners learn off-policy using experiences collected into a
common replay memory by multiple actors. Gorila is shown to outperform standard DQN in a variety of Atari games,
while only training for 4 days. The distribution of the learning process is further explored in [6], where multiple actor-
learners are executed asynchronously on a single machine. Each actor-learner holds its own copy of the policy/value
function and interacts with its own instance of the environment. This allows for both off-policy, as well as on-policy
learning. The actor-learners compute gradients in parallel and update shared parameters asynchronously in a HOG-
WILD! [10] fashion. The authors suggest that multiple agents collecting independent experiences from their own en-
vironment instances reduces correlation between samples, thereby improving learning. The asynchronous advantage
actor-critic (A3C) algorithm [6] was able to surpass the state of the art on the Atari domain at the time of publication,
while training for 4 days on a single machine with 16 CPU cores. GA3C [2] is a GPU implementation of A3C. It batches
action selection and learning using queues. Actors sample from a shared policy by submitting a task to a predictor, which
executes the policy and returns an action once it has accumulated enough tasks. Similarly, learning is performed by
submitting experiences to a trainer, which computes gradients and applies updates once enough experiences have been
gathered. If the training queue is not empty when the model is updated, the learning will no longer be on-policy, since
the remaining experiences were generated by an old policy. This leads to instabilities during training, which the authors
address with a slight modification to the weight updates.

We propose a novel framework for efficient parallelization of deep reinforcement learning algorithms, which keeps the
strengths of the aforementioned approaches, while alleviating their weaknesses. Algorithms based on this framework
can learn from hundreds of actors in parallel, similar to Gorila, while running on a single machine like A3C and GA3C.
Having multiple actors help decorrelate encountered states and attenuate feedback loops, while allowing us to leverage
the parallel architecture of modern CPUs and GPUs. Unlike A3C and Gorila, there is only one copy of the parameters,
hence parameter updates are performed synchronously, thus avoiding the possible drawbacks related to asynchronous
updates. Our framework has many similarities to GA3C. However, the absence of queues allows for a much simpler and
computationally efficient solution, while allowing for true on-policy learning and faster convergence. We demonstrate
our framework with a Parallel Advantage Actor-Critic algorithm, that achieves state of the art performance in the Atari
2600 domain after only a few hours of training, opening the door for much faster experimentation.

2 Background

2.1 Batching with Stochastic Gradient Descent

Current reinforcement learning algorithms make heavy use of deep neural networks, both to extract high level features
from the observations it receives, and as function approximators to represent its policy or value functions.
Consider the set of input-target pairs S = {(x0, y0), (x1, y1), ...(xn, yn)} generated by some function f∗(x). The goal of
supervised learning with neural networks is to learn a parametrized function f(x; θ) that best approximates function f∗.
The performance of f is evaluated with the empirical loss

L(θ) =
1

|S|
∑

s∈S
l(f(xs; θ), ys) (1)

where l(f(xs; θ), ys) is referred to as a loss function, and gives a quantitative measure of how good f is at modelling
f∗. The model parameters θ are learned with stochastic gradient descent (SGD) by iteratively applying the update
θi+1 ← θi−α∇θiL(θi) for a learning rate α. In SGD, L(θ) is usually approximated with L̄(θ) = 1

|S′|
∑
s′∈S′ l(f(xs′ ; θ), ys′),

1Gradients may be computed w.r.t. stale parameters while updates applied to a new parameter set.
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where S′ ⊂ S is a mini-batch sampled from S. The choice of α and nS′ = |S′| presents a trade-off between computational
efficiency and sample efficiency. Increasing nS′ by a factor of k increases the time needed to calculate ∇θL̄ by a factor
of k′, for k′ ≤ k, and reduces its variance proportionally to 1

k [4]. In order to mitigate the increased time per parameter
update we can increase the learning rate to α′ for some α′ ≥ α. However there are some limits on the size of the learning
rate, so that in general α′ ≤ kα [4]. The hyper-parameters α′ and k are chosen to simultaneously maximize k

k′ and
minimize L.

3 Parallel Framework for Deep Reinforcement Learning

Figure 1: Architecture of the Parallel Framework for Deep
RL

We propose a general framework for deep reinforcement learning,
where multiple actors can be trained synchronously on a single
machine. A set of ne environment instances are maintained, where
actions for all environment instances are generated from the pol-
icy. The architecture can be seen in Figure 1. The policy function
can be represented implicitly, as in value based methods, or explic-
itly as in policy gradient methods. As suggested in Mnih et al. [6],
by having multiple environments instances in parallel it is likely
that they will be exploring different locations of the state space
at any given time, which reduces the correlation of encountered
states and helps stabilize training. This approach can be motivated
as an on-line experience memory, where experiences are sampled
from the distribution currently being observed from the environ-
ment, instead of sampling uniformly from previous experience. At
each timestep the master generates actions for all environment instances by sampling the current policy. Note, that the
policy may be sampled differently for each environment. A set of nw workers then apply all the actions to the their respec-
tive environments in parallel, and store the observed experiences. The master then updates the policy with the observed
experiences. This allows the evaluation and training of the policy to be batched, which can be efficiently parallelized,
leading to significant speed improvements on modern compute architectures.

4 Parallel Advantage Actor Critic

We used the proposed framework to implement a version of the n-step advantage actor-critic algorithm proposed by
Mnih et al. [6]. This algorithm maintains a policy π(at|st; θ) and an estimate V (st; θv) of the value function, both approx-
imated by deep neural networks. The parameters θ of the policy network (the actor) are optimized via gradient ascent
following ∇θ log π(at|st; θ)A(st, at; θ, θv) + β∇θH(π(se,t; θ)) [11], where A(st, at; θ, θv) = Q(n)(st, at; θ, θv) − V (st; θv) is
an estimate of the advantage function, Q(n)(st, at; θ, θv) =

∑n−1
k=0 γ

krt+k + γnV (st+n; θv), with 0 < n ≤ tmax, is the n-step
return estimation and H(π(se,t; θ)) is the entropy of the policy π, which, as suggested by Mnih et al. [6], is added to
improve exploration by discouraging premature convergence to suboptimal deterministic policies. The parameters θv of
value network (the critic) are in turn updated via gradient descent in the direction of∇θv

[(
Q(n)(st, at; θ, θv)−V (st; θv)

)2].

In the context of our framework, the above gradients are calculated using mini batches of experiences. For each of the
ne environments, tmax experiences are generated, resulting in batches of size ne· tmax. The gradients ∇πθ for the policy
network and the gradients∇Vθ for the value function thus take the following form:

∇πθ ≈
1

ne · tmax

ne∑

e=1

tmax∑

t=1

(
Q(tmax−t+1)(se,t, ae,t; θ, θv)− V (se,t; θv)

)
∇θ log π(ae,t|se,t; θ) + β∇θH(π(se,t; θ)) (2)

∇Vθv ≈ ∇θv
1

ne · tmax

ne∑

e=1

tmax∑

t=1

(
Q(tmax−t+1)(se,t, ae,t; θ, θv)− V (se,t; θv)

)2 (3)

Pseudocode for our parallel advantage actor-critic algorithm (PAAC) is given in Algorithm 1. As shown in the next
section, PAAC achieves state of the art performance on the Atari 2600 domain in half of the time required by GA3C
and in only one eigth of the time required by A3C. Note that, although we implement an actor-critic algorithm, this
framework can be used to implement any other reinforcement learning algorithm.
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5 Experiments

We evaluated the performance of PAAC in 12 games from Atari 2600 using the Atari Learning Environment [3]. The
agent was developed in Python using TensorFlow [1] and all performance experiments were run on a computer with a 4
core Intel i7-4790K processor and an Nvidia GTX 980 Ti GPU.

5.1 Experimental setup

To compare results with other algorithms for the Atari domain we follow the same pre-processing and training proce-
dures as Mnih et al. [6]. Each action is repeated 4 times, and the per-pixel maximum value from the two latest frames
is kept. The frame is then scaled down from 210 × 160 pixels and 3 color channels to 84 × 84 pixels and a single color
channel for pixel intensity. Whenever an environment is restarted, the state is reset to the starting state and between 1
and 30 no-op actions are performed before giving control to the agent. The environment is restarted whenever the final
state of the environment is reached.

Algorithm 1 Parallel advantage actor-critic

1: Initialize timestep counter N = 0 and network weights θ, θv
2: Instantiate set e of ne environments
3: repeat
4: for t = 1 to tmax do
5: Sample at from π(at|st; θ)
6: Calculate vt from V (st; θv)
7: parallel for i = 1 to ne do
8: Perform action at,i in environment ei
9: Observe new state st+1,i and reward rt+1,i

10: Store ft+1,i =

{
0 for terminal st
1 for non-terminal st

11: end parallel for
12: end for
13: Rtmax+1 = V (stmax+1; θ)
14: for t = tmax down to 1 do
15: Rt = rt + γRt+1 � ft+1

16: end for
17: dθ = 1

ne·tmax

∑ne
i=1

∑tmax
t=1 (Rt,i−vt,i)∇θ log π(at,i|st,i; θ)+

β∇θH(π(se,t; θ))

18: dθv = 1
ne·tmax

∑ne
i=1

∑tmax
t=1 ∇θv (Rt,i − V (st,i; θv))

2

19: Update θ using dθ and θv using dθv .
20: N ← N + ne · tmax

21: until N ≥ Nmax

As in [6], a single convolutional network with two sep-
arate output layers was used to jointly model the pol-
icy and the value functions. For the policy function, the
output is a softmax with one node per action, while for
the value function a single linear output node is used.
Moreover, to compare the efficiency of PAAC for differ-
ent model sizes, we implemented two variants of the pol-
icy and value convolutional network. The first variant,
referred to as archnips, is the same architecture used by
A3C FF [6], which is a modified version of the architec-
ture used in Mnih et al. [5], adapted to an actor-critic algo-
rithm. The second variant, archnature, is an adaptation of
the architecture presented in Mnih et al. [7]. The networks
were trained with RMSProp. The hyperparameters used
to generate the results in Table 1 were nw = 8, ne = 32,
tmax = 5, Nmax = 1.15 × 108, γ = 0.99, α = 0.0224,
β = 0.01, and a discount factor of 0.99 and epsilon of 0.1
for RMSProp. Additionally gradient clipping [9] with a
threshold of 40 was used.

5.2 Results

The performance of PAAC with archnips and archnature was
evaluated on twelve different Atari 2600 games, where
agents were trained for 115 million skipped frames (460
million actual frames). The results and their comparison
to Gorila [8], A3C [6] and GA3C [2] are presented in Ta-
ble 1. After a few hours of training on a single computer, PAAC is able to outperform Gorila in 8 games, and A3C FF
in 8 games. Of the 9 games used to test GA3C, PAAC matches its performance in 2 of them and surpasses it in the
remaining 7. To better understand the effect of the number of actors (and batch size) on the score, tests were run with
ne ∈ {16, 32, 64, 128, 256}. The learning rate was not tuned for each batch size, and was chosen to be 0.0007 · ne for all
runs across all games. Increasing ne decreases the frequency of parameter updates, given that parameter updates are
performed every ne · tmax timesteps. As the theory suggests, the decreased frequency in parameter updates can be offset
by increasing the learning rate. As can be seen in Figure 2b most choices of ne result in similar scores at a given timestep,

Game Gorila A3C FF GA3C PAAC archnips PAAC archnature

Amidar 1189.70 263.9 218 701.8 1348.3
Centipede 8432.30 3755.8 7386 5747.32 7368.1
Beam Rider 3302.9 22707.9 N/A 4062.0 6844.0
Boxing 94.9 59.8 92 99.6 99.8
Breakout 402.2 681.9 N/A 470.1 565.3
Ms. Pacman 3233.50 653.7 1978 2194.7 1976.0
Name This Game 6182.16 10476.1 5643 9743.7 14068.0
Pong 18.3 5.6 18 20.6 20.9
Qbert 10815.6 15148.8 14966.0 16561.7 17249.2
Seaquest 13169.06 2355.4 1706 1754.0 1755.3
Space Invaders 1883.4 15730.5 N/A 1077.3 1427.8
Up n Down 12561.58 74705.7 8623 88105.3 100523.3

Training 4d CPU cluster 4d CPU 1d GPU 12h GPU 15h GPU

Table 1: Scores are measured from the best per-
forming actor out of three, and averaged over 30
runs with upto 30 no-op actions start condition.
Results for A3C FF use human start condition are
therefore not directly comparable. Results for the
Random scores taken from [3], Gorila scores taken
from Nair et al. [8], A3C FF scores taken from Mnih
et al. [6] and GA3C scores take from Babaeizadeh
et al. [2]. Unavailable results are shown as N/A.
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however Figure 2a shows that higher values of ne reach those timesteps significantly faster. The choice of ne = 256
results in divergence in three out of the four games, which shows that the learning rate can be increased proportional to
the batch size, until a certain limit is reached.

A limiting factor in the speed of training is the time spent in agent-environment interaction. When using archnips for
ne = 32 approximately 50% of the time is spent interacting with the environment, while only 37% is used for learning
and action selection, as is shown in Figure 3. This has strong implications for the models and environments that can be
used. Using a model-environment combination that doubles the time needed for learning and action calculation would
lead to a mere 37% increase in training time. This can be seen in Figure 3 where using archnature on the GPU leads to a
drop in timesteps per second 22% for ne = 32 when compared to archnips. When running on the CPU however this leads
to a 41% drop in timesteps per second.
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Figure 2: Scores achieved by PAAC on four Atari 2600 games for different values of ne.
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Figure 3: Time usage in the game of Pong for different ne.

6 Conclusion

In this work, we have introduced a parallel framework for deep reinforcement learning that can be efficiently parallelized
on a GPU. The framework is flexible, and can be used for on-policy and off-policy, as well as value based and policy
gradient based algorithms. The presented implementation of the framework is able to reduce training time for the Atari
2600 domain to a few hours, while maintaining state-of-the-art performance. Improvements in training time, will allow
the application of these algorithms to more demanding environments, and the use of more powerful models.
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Abstract
Robots in the real world have to deal with complex scenes involving multiple actors and complex, changing environments. In partic-
ular, self-driving cars are faced with a uniquely challenging task and motion planning problem that incorporates logical constraints
with multiple interacting actors in a scene that includes other cars, pedestrians, and bicyclists.

A major challenge in this setting, both for neural network approaches and classical planning, is the need to explore future worlds
of a complex and interactive environment. To this end, we integrate Monte Carlo Tree Search with hierarchical neural net control
policies trained on expressive Linear Temporal Logic (LTL) specifications. We propose a methodology that incorporates deep neural
networks to learn low-level control policies as well as high-level “option” policies. We thus investigate the ability of neural networks
to learn both LTL constraints and continuous control policies in order to generate task plans.

We demonstrate our approach in a simulated autonomous driving setting, where a vehicle must drive down a road shared with multiple
other vehicles, avoid collisions, and navigate an intersection, all while obeying given rules of the road.

This work has been submitted to a general robotics conference; it is our intention to communicate it more broadly to the reinforcement
learning and decision making community.

Keywords: task and motion planning, linear temporal logic, formal methods, deep
reinforcement learning
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1 Introduction

A robot operating in the physical world must reason in a hybrid space: both its continuous motion in the physical world and the
discrete goals it must accomplish are pertinent to correctly completing a complex task. One case where this is particularly relevant
is in the domain of autonomous driving. Self-driving cars have to deal with a highly complex and dynamic environment: they share
a road with other moving vehicles, as well as with pedestrians and bicyclists. Road conditions are also unpredictable, meaning that
such methods must be capable of dealing with uncertainty.

1: Drive down road

1: Stop at intersection 3: Accelerate

1: Drive up to stop sign 3: Accelerate

1: Change lanes to 
avoid blocked road

2: Stop at sign 3: Accelerate

1: Accelerate 2: Follow behind

1: Pass

2: Accelerate

Figure 1: Solutions to simulated self driving
car problems containing an intersection and
multiple vehicles.

The field of Task and Motion Planning (TAMP) seeks to integrate the solving of
the continuous and discrete problems. Current methods succeed at solving many
sequential path planning and spatial reasoning problems [10], but the combined dis-
crete and continuous state space tends to explode in size for complex problems.
The addition of temporal constraints makes the search problem even more diffi-
cult, though there has been recent progress in this direction [8]. On the other hand,
recent work in Deep Reinforcement Learning (DRL) has shown promise in chal-
lenging domains including autonomous driving[2, 11], and has been combined with
Monte Carlo Tree Search (MCTS) for game playing [9], where it was able to achieve
master-level performance. However, the question remains open whether these ap-
proaches can be integrated to produce reliable robot behavior.

We show that the best of both worlds can be achieved by using neural networks to
learn both low-level control policies and high-level action selection priors, and then
using these multi-level policies as part of a heuristic search algorithm to achieve a
complex task. We formulate task and motion planning as a variant of Monte Carlo
Tree Search over high-level options, each of which is represented by a learned con-
trol policy, trained on a set of Linear Temporal Logic (LTL) formulae. LTL is an
expressive language that has been used to concisely and precisely specify a wide
range of system behaviors for robots. We refer the interested reader to [3] for fur-
ther details. This approach allows us to efficiently explore the relevant parts of the
search space to find high quality solutions when other methods would fail to do so.
Fig. 1 shows some scenarios to which our algorithm was applied.

To summarize, our contributions are: (1) a planning algorithm combining learned low-level control policies with learned high level
“option policies” over these low-level policies for TAMP in dynamic environments; (2) a framework for incorporating complex task
requirements expressed in temporal logic; and (3) evaluation of the proposed approach in a simulated autonomous driving domain.
Note that while our approach performs very well in simulation, it still has several limitations, which we discuss in Section 5. For
more details, see the full version of the paper [7].

2 Approach

We consider systems that evolve according to continuous dynamics fc and discrete dynamics fd:

x′ = fc(x,w, u, o), w
′ = fd(x,w, u, o)

where x ∈ X ⊆ Rn is the continuous state, u ∈ U ⊆ Rm is the continuous control input, w ∈ W is the discrete (logical) world state,
and o ∈ O is a discrete (logical) option from a finite setO. Our atomic propositions p ∈ AP are defined as functions over the discrete
world state, i.e. p : W → {True,False}. In the MDP framework, S = X ×W, A = U × O, δ(xw, uo) = x′w′ such that x′ =
fc(x,w, u, o), w

′ = fd(x,w, u, o). The labeling function over states is L(xw) = {p ∈ AP such that p(w) = True}.
We decompose the system into many actors. Each independent entity is an actor, and in particular the agent under control is itself an
actor. A world state consists of an environment e ∈ E and some number of actors N . Actors represent other entities in the world that
will update over time according to some policy specific to them.

Finally, we assume we are given a feature function φ : S → F , which computes a low-dimensional representation of the world state
containing all information needed to compute a policy. We then decompose the problem into finding two sets of policies: a policy
πO : F → O over high-level actions and a policy πU : O × F → U over low-level controls, such that their composition solves
the MDP. We compute a control policy for each high-level option o that maps from arbitrary feature values to controls and a second
policy that over options, which tells us what we expect to be the best control policy to execute:

π∗U (φ(xw), o) = arg max
u

(V ∗(δ(xw, uo)))

π∗O(φ(xw)) = arg max
o

(V ∗(δ(xw, π∗U (φ(xw), o)o)))

The hierarchical structure allows us to learn a reliable approximately-optimal policy with far less data than would otherwise be
possible. Fig. 2 provides a schematic overview of our proposed approach.
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Figure 2: Workflow of the proposed system.

2.1 Planning Algorithm

In a dynamic environment with many actors and temporal constraints, decomposing the problem into reasoning over goals and
trajectories separately is infeasible. Instead, we use learned policies together with an approach based on a variant of MCTS with two
specializations. First, we replace the usual Upper Confidence Bound (UCB) weight with the term from [9] as follows:

Q(si, oi) = Q∗(si, oi) + C
P (si, oi)

1 +N(si, oi)

where Q∗(si, oi) is the average value of option oi from simulated play, N(si, oi) is the number of times option oi was observed from
si, N(si) is the number of times si has been visited, and P (si, oi) is the predicted value of option oi from state si. The goal of this
term is to encourage useful exploration while focusing on option choices that performed well according to previous experience; it
grants a high weight to any terms that have a high prior probability from our learned model.

Next, we use Progressive Widening to determine when to add a new node. This is a common approach for dealing with Monte
Carlo tree search in a large search space [4], which functions by limiting the number of children added to each node in the search
tree. Whenever we add a new node to the search tree, we use the current high-level policy to explore until we reach a termination
condition.

After selecting an option to explore, we call the SIMULATE function to evolve the world forward in time. During this update, we
check the full set of LTL constraints Φ and associated option constraints ϕo. If these are not satisfied, the search has arrived in a
terminal node and a penalty is applied.

2.2 Model Checking

Each discrete option is associated with an LTL formula ϕo which establishes conditions that must hold while applying that option.
We can evaluate ui = πU (o, φ(xiwi)) to get the next control as long as ϕo holds. In addition, we have a shared set Φ of LTL
formulae that constrain the entire planning problem. At every step, we check whether a sampled trajectory satisfies all associated
LTL formulae. Since we are checking satisfaction over finite runs, we use a bounded-time semantics for LTL [1]. We model check
finite runs by leveraging the duality between LTL formulas and Deterministic Rabin Automata (DRAs). We precompute maximal
accepting and rejecting strongly connected components of the DRA, which enables model checking in time linear in the length of the
run.

3 Self Driving Car Domain

We apply our approach to the problem of planning for a self-driving car passing through an all-way stop intersection. To successfully
complete the task the car must stop at a stop sign, wait until its turn to move, and accelerate back to the reference speed while avoiding
collisions and changing lanes as necessary.

We break this down into a set of mid-level options: O = {Default, Follow, Pass, Stop, Wait, Left, Right, Finish}, where the
Default option represents driving down a straight road and stopping at a stop sign. The Wait option defines behavior at an
intersection with multiple other vehicles. Other options such as Stop and Finish represent the agent’s behavior on a crowded
road before and after the intersection, respectively. We employ a common non-slip second-order nonholonomic model for vehicle
dynamics that is often sufficient for realistic motion planning in nominal driving conditions.
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2: Stop at sign

1: Stop and wait 2: Accelerate after yellow car
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Figure 3: Comparison of MCTS on a test problem with a stopped car. Letters indicate option being executed: 0 = root, D = default
“stay in lane” policy, W = wait, C = Finish/complete level, R = lane change to the right. On the left, we see tree search with a
manually defined preference; on the right, we see the tree using the high-level policy acquired through DQN. Green leaves indicate
success; red leaves indicate failure. The right side finds a higher-reward solution faster.

Our scenarios take place at the intersection of two two-lane, one-way roads. Each lane is 3 meters wide with a 25 mph speed limit,
corresponding to common urban or suburban driving conditions. Stop signs are described as “stop regions”: areas on the road that
vehicles must come to a stop in before proceeding. Other vehicles follow a manually defined driving policy, designed for good
performance under expected driving conditions.

3.1 Cost and Constraints

As described in Section 2.2, each discrete option is associated with an LTL formula ϕo which establishes conditions that must hold
while applying it, and we also have a shared set Φ of LTL formulae constraining the entire plan. For example, for the entire road
scenario, Φ =

2 (in stop region⇒ (in stop region U has stopped in stop region))
2((in intersection⇒ intersection is clear) ∧ ¬in intersection U higher priority)

The reward function is a combination of a a cost term based on the current continuous state and a bonus based on completing
intermediate goals or violating constraints (e.g. being rejected by the DRA corresponding to an LTL formula). The cost term
penalizes the control inputs, acceleration and steering angle rate, as well as jerk, steering angle acceleration, and lateral acceleration.
There are additional penalties for being far from the current reference speed and for offset from the center of the road. We add an
additional penalty for being over the reference speed, set to discourage dangerous driving while allowing some exploration below
the speed when interacting with other vehicles. We add terminal penalties for hitting obstacles or violating constraints. The other
portion of the reward function is a penalty for constraint violations and a bonus for arriving at goals.

3.2 Learning

All control policies were represented as multilayer perceptrons with a single hidden layer of 32 fully connected neurons. We used
the ReLu activation function on both the input and hidden layer, and the tanh activation function on the outputs. Outputs mapped to
steering angle rate ψ̇ ∈ [−1, 1] rad/s and acceleration a ∈ [−2, 2] m/s2. Control policies were trained according to the Deep Direct
Policy Gradients algorithm [5]. We then performed Deep Q learning [6] on the discrete set of options to learn our high-level options
policy. High-level policies were trained on a challenging road environment with 0 to 6 randomly placed cars with random velocity,
plus a 50% chance of a stopped vehicle ahead in the current lane. We use Deep Q Learning as per [6] to learn a stochastic high-level
policy over the set of options.

4 Results

We generated 100 random worlds in a new environment containing 0-5 other vehicles. We also test in the case with an additional
stopped car in the lane ahead. Results are given in Table 1. For cases with the learned or simple action sets, we performed 100
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Table 1: Comparison of different algorithms on 100 randomly-generated road environments with multiple other vehicles and with a
stopped car on the road ahead.

Stopped Car Low-Level High-Level Constraint Violations Collisions Total Failures Avg Reward Std Dev
Yes Manual Policy None 0 0 0 117.8 60.4

Simple Manual 0 5 7 105.5 93.0
Simple Learned 0 5 9 108.2 102.7

256 NN Policy None 3 4 6 109.4 95.7
Learned Manual 0 4 4 124.2 97.8
Learned Learned 0 0 0 137.8 74.2

No Manual Policy None 0 19 19 27.2 142.1
Manual Uniform 0 25 34 9.3 162.7
Manual Learned 1 27 36 7.4 163.2

256 NN Policy None 4 29 33 -9.1 149.3
Learned Manual 1 9 11 83.7 102.2
Learned Learned 0 3 3 95.2 74.2

iterations of MCTS to a time horizon of 10 seconds and select the best path to execute. Fig. 3 shows how the algorithm works in
practice with different methods for choosing the high-level policy. With the learned high-level policy, we see excellent performance
on the test set for simple problems and three failures in complex problems. These failures represent cases where there was a car
moving at the same speed in the adjacent lane and a stopped car a short distance ahead, and there was no good option to explore.
Our system avoids these situations where it is possible. When it predicts that such a situation will arise, our planner would give us
roughly 2 seconds of warning to execute an emergency stop and avoid collision.

5 Conclusions

Our approach allows off-the-shelf DRL techniques to generalize to challenging new environments, and allows us to verify their
behavior in these environments. However, there are several avenues for improvement. First, we did not focus on achieving high
performance of the low-level policies, and the policies we learned had some instabilities. Second, we use termination conditions
based on fixed time during tree search, but more complex conditions are possible. Additionally, choosing the best set of options is
still an open problem and it is not clear what the best set of features is for this problem. In the future, we wish to extend this work to
use stochastic control policies, and will also apply our system to real robots. For more details, see the full version of the paper [7].
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Abstract

Advances in mobile computing technologies have made it possible to monitor and apply data-driven interventions across
complex systems in real time. Markov decision processes (MDPs) are the primary model for sequential decision problems
with a large or indefinite time horizon. Choosing a representation of the underlying decision process that is both Markov
and low-dimensional is non-trivial. We propose a method for constructing a low-dimensional representation of the
original decision process for which: 1. the MDP model holds; 2. a decision strategy that maximizes cumulative reward
when applied to the low-dimensional representation also maximizes cumulative reward when applied to the original
process. We use a deep neural network to define a class of potential process representations and estimate the process
of lowest dimension within this class. The method is evaluated using a suite of simulation experiments, and applied to
data from a mobile health intervention targeting smoking and heavy episodic drinking among college students.

Keywords: sufficient statistics, dimension reduction, deep learning
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1 Introduction

Sequential decision problems arise in a wide range of application domains including autonomous vehicles, finance,
robotics, and healthcare. Markov decision processes (MDPs) (Bellman, 1957; Puterman, 2014) are the primary mathe-
matical model for representing sequential decision problems with an indefinite time horizon (Sutton and Barto, 1998).
This class of models is quite general as almost any decision process can be made into an MDP by concatenating data
over multiple decision points; however, coercing a decision process into the MDP framework in this way can lead to
high-dimensional system state information that is difficult to model effectively. One common approach to construc-
t a low-dimensional decision process from a high-dimensional MDP is to create a finite discretization of the space of
possible system states and to treat the resultant process as a finite MDP. However, such discretization can result in a
significant loss of information and can be difficult to apply when the system state information is continuous and high-
dimensional. Another common approach to dimension reduction is to construct a low-dimensional summary of the un-
derlying system states, e.g., by applying principal components analysis (Jolliffe, 1986), multidimensional scaling (Borg
and Groenen, 1997), or by constructing a local linear embedding (Roweis and Saul, 2000). These approaches can identify
a low-dimensional representation of the system state but, as we shall demonstrate, they need not retain salient features
for making good decisions.

The preceding methods seek to construct a low-dimensional representation of a high-dimensional MDP with the goal
of using the low-dimensional representation to estimate an optimal decision strategy, i.e., one that leads to maximal
cumulative reward when applied to the original process; however, they offer no guarantee that the resulting process
is an MDP or that a decision strategy estimated using data from the low-dimensional process will perform well when
applied to the original process. We derive sufficient conditions under which a low-dimensional representation is an
MDP, and that an optimal decision strategy for this low-dimensional representation is optimal for the original process.
We develop a hypothesis test for this sufficient condition based on the Brownian distance covariance (Székely and Rizzo,
2009) and use this test as the basis for selecting a low-dimensional representation within a class of deep neural networks.
The proposed estimator can be viewed as a novel variant of deep neural networks for feature construction in MDPs.

2 Sufficient Markov Decision Processes

Consider a discrete time stochastic control process: At time t, the process is in state St. The agent/decision-maker exe-
cutes action At. Then the process transitions to state St+1 with transition probability Patst,st+1

= Pr(St+1 = st+1 | St =
st, At = at), and provides a reward Rt with expectation Ratst,st+1

= E[Rt | St = st, At = at,St+1 = st+1]. A Markov
Decision Process is such a process that conditional on the current state and action, the reward and next state are inde-
pendent from all previous states and actions. A deterministic policy π is a map from the state space S to the action space
A : π(st) = at, and defines an agent’s behavior. The value of a state s under a certain policy π is the expected cumu-
lative reward if the current state is s and the agent follows π for action selection: V π(s) = Eπ{

∑∞
k=0 γ

kRt+k | St = s},
where the discount factor γ ∈ [0, 1) determines the importance of short-term rewards compared to long-term rewards.
Similarly, the value of a state-action pair, referred to as the Q-function, is the expected cumulative reward if the current
state is s, current action is a, and the agent follows π afterwards: Qπ(s, a) = Eπ{

∑∞
k=0 γ

kRt+k | St = s, At = a}. An
optimal policy π∗ yields the largest value for every state or state-action pair. Denote the corresponding Q-function as
Q∗(s, a) = Qπ

∗
(s, a) = max

π
Qπ(s, a). If Q∗(s, a) is known for all s ∈ S and a ∈ A, then an optimal policy is simply

π∗(s) = argmax
a∈A

Q∗(s, a). Q∗ satisfies the Bellman Optimality Equations:

Q∗(s, a) = E{Rt + γmax
a′

Q∗(St+1, a
′) | St = s, at = a} ∀ s ∈ S, a ∈ A.

Now we are ready to introduce the criterion that guarantees a dimension reduction φ to retain all the relevant information
for learning an optimal policy, by showing that under this criterion, the optimal policy learned from the dimension
reduced states is the same as the optimal policy learned from the original states.
Theorem 2.1. Let {(St, At, Rt)}t=1,2,... be an MDP where St ∈ Rp ∀ t. Suppose ∃ φ : Rp → Rq where q < p such that

{Rt,St+1 ⊥⊥ St} | φ(St), At, (C1)

then Q∗(s, a) = Q̃∗ (φ(s), a) and π∗(s) = π̃∗ (φ(s)) .

Theorem 2.1 provides a general framework regardless of the implementations of testing for C1 and constructing φ̂ in
practice. Next we will discuss a procedure to check for C1 given φ̂, while leaving our proposed φ̂ to Section 3.

Checking for C1 requires a measure of arbitrary conditional dependence. Common approaches like partial correlation
only measure linear conditional dependence. Székely and Rizzo (2009) showed that distance correlation (dCor) and

1

Paper M55 83



distance covariance test (dCov test) can measure and test for arbitrary dependence. Wang et al. (2015) extended dCor
and dCov test to conditional distance correlation (CDCor) and conditional independence test (CDIT), but CDIT requires
bandwidth selection and is not very powerful from our experiments. Given the difficulties with testing for conditonal
dependence, we propose to replace a direct test for C1 with tests for dependence without conditioning on φ̂(St), which
would allow us to use the fast and relatively powerful dCov test when St andRt are continuous variables. The following
lemmas provide sufficient conditions for C1. For notational simplicity let (SR)t+1 = (St+1, Rt), the concatenation.

Lemma 2.2. If
{(SR)t+1 − E[(SR)t+1 |φ(St), At] ⊥⊥ St} |At, (C2)

then C1 holds.

Thus, instead of checking for C1, one can check for C2 within levels of At. In practice, first select the corresponding
st, rt, and st+1 for each at. Next, compute φ̂(st). Lastly, estimate Ê[(SR)t+1 | φ̂(St) = φ̂(st), At = at] and use dCov test on
(sr)t+1 − Ê[(SR)t+1 | φ̂(St) = φ̂(st), At = at] and st. If dCov test shows independence for each at, then φ̂ satisfies C1 and
is a sufficient dimension reduction.

We end this section with a discussion on what properties φ̂ should have. C1 suggests that φ̂ needs to retain the in-
formation in St relevant to (SR)t+1, unlike common dimension reduction techniques which typically aim to retain the
information about St itself. Therefore, it seems the most reasonable approach to perform supervised learning and build
a model that predicts (SR)t+1 from St and At, and obtain φ̂ from the predictive model. For example, we might consider
using artificial neural networks (ANN) whose input is st and at and output is Ê[(SR)t+1 |St = st, At = at], and let φ̂(st)
be the the output from a hidden layer with lower dimension than st. However, because eventually we wish to apply the
estimated optimal policy to new data and use at = argmaxaQ̂

∗(φ̂(st), a) for action selection, φ̂(st) cannot depend on at,
but instead contains the union of relevant information with respect to (SR)t+1 for all possible at. Therefore, in the ANN
example, we cannot add at to the input layer, or build a separate ANN model for each at. On the other hand, the output
Ê[(SR)t+1 |St = st, At = at] still depends on at. This dilemma inspires us to design a new deep learning algorithm to
construct φ̂.

3 Alternating Deep Neural Networks

The algorithm we propose for constructing a sufficient dimension reduction is based on deep neural networks (DNN),
which is essentially artificial neural networks (ANN) with multiple hidden layers and various improvements (LeCun
et al., 2015). A DNN model is usually composed of an input layer, multiple hidden layers, and an output layer. Data
is propagated forward through the network via linear transformations between layers followed by possibly non-linear
activation functions within each layer to obtain the output. More precisely, for the l-th layer, let ol−1 ∈ Rp×1 be the
input, wl ∈ Rq×p be the weight matrix, bl ∈ Rq×1 be the bias vector, ϕl be the element-wise activation function which is
typically sigmoid or rectified linear unit (ReLU), and ol ∈ Rq×1 be the output, then ol = ϕl(wl ·ol−1 +bl). Let xi = o1

i be
the i-th initial input, ŷi = oLi be the i-th final output, θ be the set of all parameters. The network is trained to minimize a

cost function, typically the root mean squared error (MSE) of predictions: C(θ) =
√

1
N

∑N
i=1‖yi − ŷi‖22 .The gradient of

the cost function is propagated backwards through the network to update all the parameters using Stochastic Gradient
Descent (SGD) or its variations.

We add a new structure and training procedure to DNN to construct the dimension reduction function φ̂, so that we can
solve the dilemma that φ̂ doesn’t depend on at while the prediction Ê[(SR)t+1 |St = st, At = at] does. Our algorithm,
which we call Alternating Deep Neural Networks (ADNN), uses

• st as the input,
• (sr)t+1 as the response,

• root MSE of Ê[(SR)t+1 |St = st, At = at] as the cost,
• a dimension reduction network that computes φ̂(st) independent of at as the first half of ADNN,

• a prediction network that computes Ê[(SR)t+1 | φ̂(St) = φ̂(st), At = at] as the second half of ADNN.

The dimension reduction network is just a DNN whose last layer has the dimension of φ̂(St). On the other hand, the
prediction network is multiple branches of DNN, each branch corresponding to a particular at. The dimension reduction
network is connected to the prediction network in a decision-tree fashion: st propagates through the dimension reduction
network to obtain φ̂(st), during which at is irrelevant, then φ̂(st) propagates through the branch corresponding to at
in the prediction network to obtain Ê[(SR)t+1 | φ̂(St) = φ̂(st), At = at] (Figure 1). Except for having the same input,
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Figure 1: Structure of ADNN

the multiple branches are unrelated: They could have distinct parameters and even structures, allowing the prediction
network to uncover possibly different relationships between φ̂(St) and (SR)t+1 for each at.

Note that in ADNN, Ê[(SR)t+1 |St = st, At = at] = Ê[(SR)t+1 | φ̂(St) = φ̂(st), At = at] by design, because for a true
sufficient dimension reduction φ, E[(SR)t+1 |St, At] = E[(SR)t+1 |φ(St), At]. If φ̂ is insufficient and fails to capture the
useful information in St related to (SR)t+1 for various at, Ê[(SR)t+1 | φ̂(St) = φ̂(st), At = at] would be a poor estimate
for E[(SR)t+1 |St = st, At = at] and the cost would be high. Thus we expect to learn a good approximation of φ by min-

imizing the cost, which can be written as C(θ) =
√

1
NT

∑T−1
t=1

∑N
i=1

∥∥∥(sr)t+1,i − Ê[(SR)t+1 | φ̂(St) = φ̂(st,i), At = at,i]
∥∥∥
2

2
,

where st,i is the state of subject i at time t and so on. We omit the subscript for subject when there is no confusion.

The training process of ADNN is also different from typical DNN. Suppose that A = {1, 2, · · · , k}. We first divide the
data, {st,i, st+1,i, rt,i, at,i}i=1,··· ,N

t=1,··· ,T−1, into k action-categories based on at,i, one for each available action. In each iteration,
we draw a random batch alternately from every action-category to perform SGD, hence the name “Alternating Deep
Neural Network”. We allow the dimension reduction network to learn the union of information in St that is important
to (SR)t+1 for all a ∈ A via this alternating training algorithm.

We can enable ADNN to perform variable selection as part of the dimension reduction, by adding a group lasso penalty
to the columns of the weight matrix of the first hidden layer. The j-th input variable is deleted if the j-th column of w1

is a vector of 0’s. Variables that are deleted don’t need to be measured and stored in future data collection, reducing the
financial cost in cases like clinical trials, in which measuring patient covariates can be expensive.

4 Simulation Experiments

We evaluate the finite sample performance of ADNN using a series of simulation experiments. To form a basis for com-
parison, we consider two alternative feature construction methods: (PCA) principal component analysis, so that the
estimated feature map φ̂PCA(s) is the projection of s onto the first k principal components; and (tDNN) a “traditional”
deep neural network, which can be seen as a special case of ADNN where there is only 1 action. In our implementation
of PCA, we choose the number of principal components, k, corresponding to 90% of variance explained. In our imple-
mentation of tDNN, we build a separate tDNN for each a ∈ A, where hyperparameters are tuned using cross-validation,
and take the union of selected variables and constructed features. Note that there is no other obvious way to join the
constructed features from tDNN but to simply concatenate them, which will lead to inefficient dimension reduction es-
pecially when |A| is large, whereas we will see that ADNN provides a much more efficient way to aggregate the useful
information across actions.

We evaluate the quality of a feature map, φ, in terms of the marginal mean reward in test MDPs under the estimated
optimal regime constructed from the training MDPs using Q-learning with function approximation; we use both linear
function approximation and non-linear function approximation with neural networks.

3

Paper M55 85



We consider data from the following class of generative models, where superscripts indicate components:

S1 ∼ Normal64 (0, 0.25I64) , A1, . . . , AT ∼i.i.d. Bernoulli (0.5) ,
S4i−3
t+1 , S

4i−2
t+1 ∼i.i.d. Normal

{
(1−At)g(Sit), 0.01(1−At) + 0.25At

}
,

S4i−1
t+1 , S

4i
t+1 ∼i.i.d. Normal

{
Atg(S

i
t), 0.01At + 0.25(1−At)

}
,

Rt ∼ Normal{(1−At)[2{g(S1
t ) + g(S2

t )} − {g(S3
t ) + g(S4

t )}]
+At[2{g(S3

t ) + g(S4
t )} − {g(S1

t ) + g(S2
t )}], 0.01},

for i = 1, 2, . . . , 16.

Note that the relationship between St and (SR)t+1 depends on the action. The first 16 variables determine the next state,
and the first 4 variables determine the reward.

The above class of models is indexed by g : R→ R which we vary across the following maps: identity g(u) = u, truncated
quadratic g(u) = min{u2, 3}, and truncated exponential g(u) = min{exp(u), 3}, where the truncation is used to keep all
variables of relatively the same scale across time points. Additionally, we add 3 types of noise variables, each taking up
about 1

3 of total noises added: (i) dependent noise variables, which are generated the same way as above except that they
don’t affect the reward; (ii) white noises, which are sampled independently from Normal(0, 0.25) at each time point; and
(iii) constants, which are sampled independently from Normal(0, 0.25) at t = 1 and remain constant over time. It can be
seen that the first 16 variables, the first 4 variables, and {g(S1

t ), g(S
2
t ), g(S

3
t ) + g(S4

t )}ᵀ all induce a sufficient MDP. the
foregoing class of models is designed to evaluate the ability of the proposed method to identify low-dimensional and
potentially nonlinear features of the state in the presence of action-dependent transitions and various noises. For each
Monte Carlo replication, we sample n = 30 i.i.d. trajectories of length T = 90 from the above generative model.

The results based on 500 Monte Carlo replications are reported in Table 1. (Only the quadratic model is shown due to
space limit. Results for linear and exponential models are similar.) In addition to reporting the mean reward under the
policy estimated using Q-learning with both function approximations, we also report: (nVar) the number of selected
variables; and (nDim) the dimension of the feature map. The table shows that (i) ADNN produces significantly smaller
nVar and nDim compared with PCA or tDNN in all cases; (ii) ADNN is robust to the 3 types of noises; (iii) when fed
into the Q-learning algorithm, ADNN leads to consistently greater marginal mean reward than PCA, and greater reward
than the original states under non-linear models; and (iv) ADNN is able to construct features suitable for Q-learning
with linear function approximation even when the reward function and transition between states are non-linear.

Model nNoise Feature map Linear Q NNQ nVar nDim

quad

0

st 3.05(0.068) 3.74(0.064) 64 64
(s1t , s

2
t , s

3
t , s

4
t )

ᵀ 2.68(0.057) 5.57(0.043) 4 4
φ̂ADNN(st) 6.69(0.030) 7.13(0.030) 4.1(0.02) 2.4(0.04)
φ̂tDNN(st) 7.45(0.029) 6.71(0.067) 15.3(0.04) 37.1(0.22)
φ̂PCA(st) 2.77(0.056) 2.49(0.056) 64 51.2(0.02)

50

st 2.49(0.044) 3.21(0.053) 114 114
(s1t , s

2
t , s

3
t , s

4
t )

ᵀ 1.90(0.039) 6.32(0.057) 4 4
φ̂ADNN(st) 6.65(0.027) 6.98(0.023) 6.4(0.06) 5.3(0.09)
φ̂tDNN(st) 6.90(0.026) 6.33(0.060) 36.5(0.03) 88.3(0.22)
φ̂PCA(st) 3.13(0.059) 3.02(0.061) 114 87.1(0.03)

200

st 1.22(0.030) 1.29(0.054) 264 264
(s1t , s

2
t , s

3
t , s

4
t )

ᵀ 2.30(0.038) 5.65(0.038) 4 4
φ̂ADNN(st) 6.89(0.028) 6.92(0.031) 14.3(0.14) 12.5(0.23)
φ̂tDNN(st) 6.76(0.043) 6.41(0.065) 84.1(0.11) 152.4(0.36)
φ̂PCA(st) 3.24(0.062) 1.81(0.074) 264 167.4(0.03)

Table 1: Comparison of feature map estimators under linear and different number of noise variables (nNoise) in terms
of: marginal mean reward using Q-learning with linear function approximation (Linear Q); marginal mean reward us-
ing Q-learning with neural network function approximation (NN Q); the number of selected variables (nVar); and the
dimension of the feature map (nDim)
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Abstract

Deep Reinforcement Learning (DRL) agents have achieved state-of-the-art results in a variety of challenging, high-
dimensional domains. This success is mainly attributed to the power of Deep Neural Networks to learn rich domain
representations while approximating the value function or policy end-to-end. However, DRL algorithms are non-linear
temporal-difference learning algorithms, and as such, do not come with convergence guarantees and suffer from stability
issues. On the other hand, linear function approximation methods, from the family of Shallow Approximate Dynamic
Programming (S-ADP) algorithms, are more stable and have strong convergence guarantees. These algorithms are also
easy to train, yet often require significant feature engineering to achieve good results. We utilize the rich feature repre-
sentations learned by DRL algorithms and the stability and convergence guarantees of S-ADP algorithms, by unifying
these two paradigms into a single framework. More specifically, we explore unifying the Deep Q Network (DQN) with
Least Squares Temporal Difference Q-learning (LSTD-Q). We do this by re-training the last hidden layer of the DQN with
the LSTD-Q algorithm. We demonstrate that our method, LSTD-Q Net, outperforms DQN in the Atari game Breakout
and results in a more stable training regime.

Keywords: Reinforcement Learning, Deep Reinforcement Learning, Approx-
imate Dynamic Programming, Deep Q Network, Least Squares
Temporal Difference

Paper M58 87



1 Introduction

Reinforcement Learning (RL) is a field of research that uses Dynamic Programing (DP), among other approaches, to solve
sequential decision making problems. The main challenge in applying DP to real world problems is the exponential
growth of the computational and storage requirements as the number of state variables and control variables increases,
also known as the curse of dimensionality.

Approximate DP (ADP) tries to tackle this problem by approximating the value function, e.g., with a linear function
approximator (Shallow-ADP (S-ADP)) or a Deep Neural Network (DNN). Generally speaking, linear architectures are
easier to train, whereas non-linear ones (e.g., the Deep Q Network (DQN, (Mnih et al., 2015))) learn richer domain
representations (Wang et al., 2015; Zahavy et al., 2016) and achieve superior performance. We are interested in an ADP
algorithm with the following properties: (1) Achieves high performance in multiple domains without domain specific
knowledge; (2) Stability - has low bias and variance; (3) Safety - enjoys theoretical convergence guarantees. (4)
Efficiency - efficiently utilizes the data.

S-ADP methods have enjoyed wide popularity over the years (Tsitsiklis et al., 1997). These algorithms are known to be
safe, stable and efficient. In particular, batch algorithms such as Least Squares Temporal Difference (LSTD, Lagoudakis
& Parr (2003)) are known to be more data efficient than gradient-based and online temporal difference approaches.
However, the success of these algorithms crucially depends on the quality of the state representation. Ideally, the features
are able to encode rich, possibly non-linear representations that are necessary for a given domain. However, in practice,
finding good features is difficult and often hampers the usage of linear function approximation methods.

On the other hand, recent advancements in Deep Reinforcement Learning (DRL) have had highly successful results in
solving a wide range of high dimensional input domains (e.g., Mujoco (Todorov et al., 2012), Atari (Bellemare et al., 2013)
and Minecraft (Tessler et al., 2016)). DRL algorithms use a DNN to approximate the Q-function (or the policy) and learn
features together with the value function end-to-end. While they achieve good performance in many domains, DRL
algorithms suffer from high variance, biased gradients, divergence issues and require large amounts of data to converge.
These issues are currently being addressed by the DRL community (e.g., Schulman et al. (2015); Munos et al. (2016)).

In this work, we develop an approach that aims to unify S-ADP algorithms and DRL (Figure 1). Our approach is to lever-
age the ability of DRL algorithms to learn rich representations, with the stability, efficiency and safety that characterize
S-ADP methods. In particular, we examine the combination of a DQN algorithm with the LSTD-Q (Lagoudakis & Parr,
2003) algorithm. We show that by relearning the last hidden layer of a DQN with the LSTD-Q algorithm, we can train a
policy that is more stable and achieves better performance than the DQN baseline in the Atari game Breakout.

It should be noted that, although we focus on combining the DQN and LSTD-Q algorithms, our framework is not limited
to this specific unification scheme. We see our framework as providing a general approach to combining DRL with S-
ADP algorithms.

Related Work: Using the hidden layers of a DNN as a feature extractor and learning the last layer with a different
algorithm has been addressed before in supervised learning context (e.g. Donahue et al. (2013)). In an RL context,
there have been competitive attempts to use S-ADP methods and unsupervised features to play Atari (Liang et al., 2016;
Blundell et al., 2016). However, we are not familiar with any unifications approaches that combine S-ADP algorithms
and DRL methods.

2 Background

Reinforcement Learning (RL) (Sutton & Barto, 1998): A Markov Decision Process (MDP) is defined as a five-tuple
〈S,A,R, P, γ〉. Here, S is a finite set of states, A a finite set of actions and γ ∈ [0, 1] is the discount factor. A transi-
tion probability function P : S × A → ∆S is a function mapping from states and actions to a probability distribution
over next states. Finally, R : S ×A→ [Rmin, Rmax] is a bounded reward function. The goal in RL is for an agent to learn
a policy π : S → ∆A that solves the MDP by maximizing the expected discounted return. The action value function

Qπ(s, a) = E
[∑∞

t=0 γ
trt|st = s, at = a, π

]
represents the expected discounted return of executing action a ∈ A from state

s ∈ S and following the policy π thereafter. The optimal action-value function Q∗(s, a) obeys a fundamental recursion

known as the Bellman equation which is defined as Q∗(st, at) = E
[
rt + γmaxa′ Q

∗(st+1, a
′)

]
.

Deep Q Networks (DQN) (Mnih et al., 2015): The DQN algorithm approximates the optimal Q function using a Con-
volutional Neural Network (CNN). The algorithm learns the network weights by minimizing the mean squared er-
ror of the Bellman equation defined as Est,at,rt,st+1

‖Qθ(st, at) − yt‖22, where yt = rt if st+1 is terminal, otherwise

yt = rt + γmax
a’

Qθtarget

(
st+1, a

′
)

. As can be seen in the equations, there are two sets of weights θ and θtarget. The

1

Paper M58 88



DRL Network

Generated
trajectories

Shallow
ADP

Algorithm
wS-ADP, k

(1) Generate Trajectories

(2) Estimate DRL policy 
using Shallow ADP algorithm

(3) Evaluate DRL with w S-ADP, k

wk

Initial 
Layers

Lk

Last Layer

Φk(s)

QDRL, k

DRL Network

wS-ADP, k

Initial 
Layers

Lk

Last Layer

Φk(s)

s

QADP, k

(i)

(ii)

s

Set wk=wS-ADP, k (**)

After epoch k of training DRL
network

Figure 1: An overview of our approach that unifies DRL and S-ADP algorithms.

DQN maintains two separate networks, namely the current network with weights θ and the target network with weights
θtarget. The weights of the target network are set to θ every fixed number of iterations. The DQN is an offline learning
algorithm. Therefore, the tuples 〈st, at, rt, st+1〉 that are used to optimize the network weights are first collected from
the agent’s experience and are stored in an Experience Replay (ER) buffer (Lin, 1993). When performing an optimization
step, a mini-batch of samples are randomly selected from the buffer and are used to calculate the gradients. It is the
addition of the target network and ER that significantly improved the stability and performance of the DQN.

Least Squares Temporal Different Q-Learning (LSTD-Q) (Lagoudakis & Parr, 2003): LSTD (Barto & Crites, 1996) and
LSTD-Q come from the family of S-ADP (Bertsekas, 2008) algorithms. LSTD is an RL algorithm that estimates the state
value function V π(s) from a batch of offline samples generated from a policy π with convergence guarantees. LSTD-
Q extends LSTD to learning a control policy by estimating the action value function Qπ(s, a). Let Qπ ∈ R|S||A| be the
unknown action-value function of a policy π. Let Q̂π ∈ R|S||A| be an approximation to Qπ defined as Q̂π = Φwπ where
wπ ∈ Rk are a set of weights and Φ ∈ R|S||A|×k is a feature matrix. Each row of Φ represents a feature vector for a certain
pair 〈s, a〉. The goal is to learn the set of weights wπ by forcing the approximate value function to be a fixed point under
the Bellman operator Tπ . That is, Q̂π ≈ TπQ̂π . A simple derivation leads to computing the exact values of wπ by solving
the linear k × k system Awπ = b where A = ΦT (Φ − γPΠπΦ) and b = ΦTR. Here, R ∈ R|S||A| is the reward vector,
P ∈ R|S||A|×|S| is the transition matrix and Ππ ∈ R|S|×|S||A| is a matrix describing the policy. Given a set of samples
D = {st, at, rt, st+1}Mt=0, we can approximate A and b with the following update rules:

Ã =
1

M

M∑

i=0

[
φ(si, ai)

(
φ(si, ai)− γφ(si+1, π(si+1))

)T]
(1)

b̃ =
1

M

M∑

i=1

[
φ(si, ai)ri

]
, (2)

which in the limit converge to the true A and b. The weights wπ can be calculated using a least squares minimization:
w̃π = arg minw ‖Ãw − b̃‖22

or by calculating the pseudo-inverse: w̃π = Ã−1b̃. LSTD-Q is also sample efficient since the same set of samples D can be
used to train any policy π so long as π(st+1) is available for every st+1 in the set.

3 Algorithm

The main idea in our algorithm is to replace the policy that was learned by DRL techniques with one that is learned using
S-ADP techniques (Figure 1). This is done at the end of every epoch in the following manner: (1) Generate trajectories
using a simulator or by interacting with the environment. Translate these trajectories into tuples using Φ (·, ·). In our case,
Φ (·) is defined to be the output of the last hidden layer in the DRL network. (2) Use the tuples and an S-ADP algorithm
to estimate the DRL policy. In our case, the policy is defined to be the last layer in the DRL network. Therefore, this step
involves estimating the weights of the last hidden layer, which we denote by wS-ADP,k. (3) Evaluate the policy obtained
in (2) by replicating the DRL network from (1) and substitute its last layer weights wk (i.e., the policy) with wS-ADP,k.

It is possible to continue training the DRL with the new weights wS-ADP,k (see (**) step (2) of Figure 1). However, in this
work we only evaluate the network’s performance with this new policy, to show the potential benefits of this approach.
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Figure 2: Average scores and standard deviations over 50 roll-outs.

4 Experiments

Setup: In our experiments, we used the DQN as the DRL network and LSTD-Q as the S-ADP algorithm. We trained a
DQN on the the Atari2600 environment game called Breakout (Bellemare et al., 2013), for 50 million steps. After every
one million steps, referred to as one epoch, we first stored a ‘snapshot’ of the network. The snapshot, following the
notation in Figure 1, stored Lk and wk for future evaluation. We then performed LSTD-Q to learn the weights wS-ADP,k
of the last layer (policy), using the data from the DQN snapshot’s ER buffer (Discussed in more detail below). We stored
both the original policy of the DQN snapshot wk and the learned LSTD-Q policy wS-ADP,k at each epoch.

Stability: When performing the experiments we noticed that the LSTD-Q algorithm lacked stability, due to Ã being ill-
posed. In order to stabilize the results, we added regularization in the form of additive terms to Ã’s diagonal. Specifically
we solved wS-ADP,k = argminw ‖(Ã+ λ)w − b̃‖22, where I is the identity matrix, and λ = 5e− 4.

Data: The way in which data is generated to learn a policy using LSTD-Q has a significant impact on the performance
of the algorithm. We initially generated data using the current snapshot of the DQN (i.e., Lk and wk) simply by playing
according to the current policy and collecting the observed trajectories. This resulted in poor performance. We then
decided to use the DQN’s ER buffer for generating trajectories which significantly improved the results.

This improvement in performance is due to the data in the ER buffer being essentially collected by an ensemble of
networks. Therefore, there is more spread over the state-action space compared to following a constant network’s policy
(i.e., a DQN snapshot), resulting in a better LSTD-Q learned policy wS-ADP,k.

Evaluation: After each epoch (i.e., every million steps), we evaluated both the DQN snapshot (defined byLk andwk), and
the DQN network where we substituted the last layer (defined by Lk and wS-ADP,k). We refer to the latter DRL network as
LSTD-Q Net. At each epoch, we ran 50 roll-outs for the two obtained networks. A roll-out is defined as starting from the
beginning of a new (random) Breakout game until the agent, controlled by the evaluated network, loses all of its lives.
The policy of the agent was chosen to be ε-greedy on the network’s outputs (estimated Q-values). Following Mnih et al.
(2015), we chose ε = 0.05.

Table 1: Experiments results

DQN LSTD-Q Net
Best average score 360 386
Std. deviation 88 79
Averages’ p-value 3e-4
Std. deviations’ p-value 2e-5

Results: The averaged scores for the two networks,
per epoch, are presented in Figure 2. The maximal av-
erage scores and their corresponding standard devi-
ations, and the p-values of the Wilcoxon signed-rank
test for both the average scores, and the standard de-
viations, are given in Table 1. This non-parametric
statistical test measures whether related samples dif-
fer in their means (Wilcoxon, 1945). From the presented results we remark that: (1) The average score of LSTD-Q Net is
more stable. Once the networks reach their near-optimal performance peaks respectively (starting from around epoch
10), the LSTD-Q Net’s scores plateau, whereas the DQN’s scores have significant fluctuations. (2) LSTD-Q Net is also
more stable per epoch. In general, the LSTD-Q Net’s standard deviation across roll-outs, per epoch, is smaller compared
to the DQN. (3) Finally, LSTD-Q Net achieves a higher average score than the DQN.
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5 Discussion

We have presented an approach that attempts to unify DRL and S-ADP algorithms (Figure 1). Our goal is to design an
RL algorithm that will (1) achieve high performance in a variety of domains, enjoy (2) safety and (3) stability as well as
(4) being data efficient. We demonstrated in our experiments that re-learning the last layer of a DQN with an LSTD-Q
algorithm, achieves higher performance and better stability than the DQN baseline. We note that we did not perform
any policy improvement step, but only policy evaluation. This result implies that our implemetation of LSTD-Q is doing
some implicit regularization by adding the diagonal term λI before solving the least squares problem.

In future work, we plan to investigate stronger S-ADP algorithms that will include policy improvement, e.g., LSPI
(Lagoudakis & Parr, 2003). We also plan to explore more sophisticated unification approaches that will replace the
last hidden layer of the DQN with the output of an S-ADP algorithm (Figure 1 Step (2) (**)).
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Abstract

This extended abstract shows the summary of an in-silico implementation results of the reinforcement-learning optimal
controller for patients with type 1 diabetes. The purpose of the proposed implementation methodology is to control
the blood glucose level in the presence of meal disturbances. The controller is designed based only on interaction with
the subject without knowing the description of the patient. First, data from the model is used in the no-meal scenario
to learn the system and optimize its parameters. After the learning process is completed, simulations are conducted to
evaluate the optimized controller when implemented on a subject model with the presence of meal disturbances. The
results show that the optimal controller derived by using the reinforcement learning algorithm has significantly reduced
the rise of post-meal blood glucose and maintain a desired glucose level for patients.
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1 Introduction

In type-1 diabetes, there is not enough beta-cell in the pancreas due to the destruction of the immune system, this results
an increase in blood glucose. The high level glucose in blood over time leads to the damage of various organ systems. One
of the major challenges in controlling the biochemical and physiologic kinetics of insulin and glucose is that the process
is complex, nonlinear, and only approximately known [1]. With the development of glucose sensors and insulin pumps,
real time closed loop control of the insulin-glucose system can be implemented on patients with type-1 diabetes. Hence,
administering the insulin level can maintain normoglycemia. Different control algorithms have been implemented in
various studies to achieve this objective. Marchetti et al. [2] used an improved proportional-integral-derivative (PID)
controller for blood glucose control. Soylu [3] proposed a Mamdani type fuzzy control strategy for exogenous insulin
infusion. However, most of the blood glucose controllers proposed in the literature are designed either based on a
mathematical insulin-glucose model or only applied for a specific system. Since the insulin-glucose process is complex,
nonlinear and varying with time, a control algorithm that does not depend on a mathematical model while be able to
adapt to time varying conditions is required. Reinforcement learning has been emerged as an effective method to and
control unknown nonlinear systems [4, 5].

Lewis et. al [6] has formalized methods to control unknown dynamic systems by using reinforcement learning tech-
niques. The methods provide techniques to obtain optimal adaptive control algorithms for systems with unknown
mathematical models. This paper provides an implementation of the reinforcement learning algorithms for controlling
blood glucose based on an adaptive controller given in [6].

2 Mathematical Backgrounds

2.1 Reinforcement-Learning Based Optimal-Adaptive-Controller

The section summarizes the optimal adaptive control algorithm for discrete-time systems proposed in [6]. This will be
used to derive an algorithm to control the blood glucose for patients with type-1 diabetes. Consider a dynamic system
described by a linear discrete-time state-space equation:

xk+1 = Axk +Buk (1)
where xk ∈ Rn is the vector of state variables, uk ∈ Rm is the vector of control input. A control policy and its value
function are defined as:

uk = h(xk) (2)

vh(k) =
∞∑

i=k

γi−kr(xi,ui) =
∞∑

i=k

(
xT
i Qxi + uT

i Rui

)
(3)

where 0 < γ ≤ 1 is a discount factor, Q = QT and R = RT are positive definite functions. Since the process is
deterministic, the q function can be defined as follows:

qh(k) = vh(k) = rk + γvh(k + 1) (4)
where rk = xT

kQxk + uT
kRuk. Eq. 4 can be rewritten as (Bellman equation for q-function):

qh(xk,uk) = r(xk,uk) + γqh(xk+1,uk+1) (5)

The q-function can be approximated by a quadratic function of the states and inputs, or a linear function of the basis
functions φ(z):

q(xk,uk) = wTφ(z) = wT (z⊗ z) = zTkPzk (6)
where w is a vector of unknown parameters, φ(z) is a vector of basis functions and z is the combined vector of x and u:

z = [xT uT ]T (7)
P is a kernel matrix with P = PT > 0, w is the vector of elements of P and ⊗ is the Kronecker product. Value iteration
can be used to estimate the q-function and improve the current policy [6, 7]:

wT
j+1φ(zk) =

(
xT
kQxk + uT

kRuk

)
+ γwT

j+1φ(zk+1) (8)

hj+1(xk) = argumin(wT
j+1φ(z)) (9)

The kernel matrix P can be written as follows:

q(xk,uk) =
1

2

[
xk

uk

]T
P

[
xk

uk

]
=

1

2

[
xk

uk

]T [
Pxx Pxu

Pux Puu

] [
xk

uk

]
(10)

Solving ∂q(xk,uk)/∂uk yields the action taken at time k:

uk = −P−1uuPuxxk (11)
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2.2 Insulin-Glucose Kinetics Model

In this paper, both the minimal insulin-glucose kinetics model [8] and the glucose absorption model, which is part of the
Hovorka model [9], are used as the simulation subject. The combined model is described as a set of differential equations:

dD1(t)

dt
= AGD(t)− D1(t)

τD
(12)

dD2(t)

dt
=
D1(t)

τD
− D2(t)

τD
(13)

dg(t)

dt
= −p1g(t)− x(t)[g(t) + gb] +

D2(t)

τD
(14)

dx(t)

dt
= −p2x(t) + p3V i(t) (15)

where the values of the parameters and constants are given in Table 1 and the variable descriptions are provided in Table
2.

Table 1: Parameters and constants of the insulin-glucose kinetics model

Description Value
p1 Characteristic parameter of the minimal model 0.2 min−1

p2 Characteristic parameter of the minimal model 0.028 min−1

p3 Characteristic parameter of the minimal model 10−4 min−1

AG Carbohydrate bio-availability 0.8 min−1

τD Glucose absorption constant 40 min
V Plasma volume 2730 g

Table 2: Variables of the insulin-glucose kinetics model

Description Unit
D Amount of CHO intake mmol/min
D1 Amount of glucose in compartment 1 mmol
D2 Amount of glucose in compartment 2 mmol
g(t) Deviation of glucose plasma concentration from its basal value mmol/l
x(t) Internal variable of insulin action min−1

i(t) Deviation of insulin plasma concentration from the basal value µIU/ml

The state vector of the model that will be used by the reinforcement learning algorithm is selected as follows:

x = [g(t) x(t)]
T (16)

3 Reinforcement Learning Algorithm to Control Blood Glucose

Based on the reinforcement learning algorithm for discrete type systems, an implementation method for controlling
blood glucose in patient with type-1 diabetes was derived. The algorithm includes three steps: Select an initial insulin
policy, identification of q-function and control policy update.

The SIMULINK diagram for implementation of the proposed algorithm is shown in Fig. 1. In this diagram, the critic
block uses the information of the state vector x and the action value u in oder to update the kernel matrix P. Then, the
actor block uses the kernel matrix P and the current state value x(k) to calculate the action u(k). The action is interpreted
as the updated insulin that will be given to the patient. The minimizing cost function is chosen as:

rk = xT
kQxk + uT

kRuk (17)

The patient model also requires the meal information, which is stored in the variable scenario.meals in the workspace.
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Figure 1: Reinforcement learning optimal control diagram

4 Simulation Results

4.1 Learning Stage

The learning stage was conducted to obtain the optimal insulin-glucose policy. The learning process was done using the
value iteration method on the subject model without meal intake. No carbonhydrate (CHO) was simulated so that the
policy is adjusted and optimized based only on the effects of insulin on glucose level. In this stage, the initial patients
blood glucose is assumed to be 90 mg/dL and the target blood glucose level is 80 mg/dL.

By implementing the simulations using MATLAB and SIMULINK, an optimal controller was obtained by using rein-
forcement learning techniques. The results show the regulated blood glucose converges to the desired value (80 mg/dL)
from the initial value (90mg/dL) in approximately 8 minutes. Based on the insulin profile proposed by the reinforce-
ment learning algorithm, it can be seen that the proposed action has changed from the initial policy to the optimal policy
during the simulation.

4.2 Evaluation Stage with Meal Disturbance

After the controller has been learned using reinforcement learning, simulations were conducted to evaluate the con-
troller’s performance when implementing on subject model under the disturbance of taking CHO meal during the con-
trol process. The total CHO taken is 50 grams in 5 mins (10 grams/min) at the beginning of the simulation. The results
show that the RL-controller has significantly reduced the rising of blood glucose over the desired level of 80 mg/dL. The
maximum blood glucose level in the closed loop system is approximately 90 mg/dL while the maximum blood glucose
level in the open loop system is around 190 mg/dL.

5 Conclusion

The extended abstract proposes a method to implement reinforcement learning for patient with type-1 diabetes. The
objective of the proposed algorithm is to control and maintain a healthy blood glucose level. A combination of the
minimal and Hovorka model is used to evaluate the performance of the controller. Simulation results show that the
algorithm can drive and maintain the blood glucose to a desired value in shortly after meal disturbance is introduced.
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Abstract

Humans and artificial agents not only have to cope with changes in their environments, but also with changes in the goals
that they want to achieve in those environments. For example, during foraging the goal could change from obtaining the
most desirable food to securing food as rapidly as possible if there is time pressure. In reinforcement learning, the goal
is defined by the reward function and how strongly rewards are discounted over time. If the goal changes, model-free
value-based methods need to adapt their values to the new reward function or discounting strategy. This relearning is
time-intensive and does not allow quick adaptation.

We propose a new model-free algorithm, the Independent Gamma-Ensemble (IGE). It is inspired by the finding that
the striatum has distinct regions to encode values computed by different discount factors. Similarly, the IGE has a set
of distinct modules, which are Q-functions with a different discount factors. This allows the IGE to learn and store a
repertoire of different behaviors. Furthermore, it allows information about the outcome of each behavior to be decoded,
making it possible to choose the best behavior for a new goal without relearning values. In a task with changing goals,
the IGE outperformed a classical Q-learning agent.

The IGE is a step toward adaptive artificial agents that can cope with dynamic environments in which goals also change.
Furthermore, the IGE provides a model for the potential function of the modular structure in the striatum. The striatum,
which is involved in habit learning, may learn different habits in its distinct regions with different discounting factors.
Depending on the context, which could be indicated by the stress level, for example, the most appropriate habit could be
used without the need to relearn. This may mean that the striatum is able to learn and retain several habits for the same
environment and to select them in a context-dependent manner.

Keywords: goal adaptation, model-free, Q-learning, transfer learning, value-
based

Paper M60 97



1 Introduction & Problem Definition

An adaptive agent should not only be able to adapt to changes in its environment, but also to the goal that it wants to
achieve in that environment. Consider, for example, one of our daily routines: going out for lunch. We have to learn the
way to a good restaurant. We explore our surroundings, find several restaurants, and learn the shortest path to them.
Then we decide between the different restaurants based on their reward value, e.g. the food quality, and the time to
get there. We can model such tasks as episodic MDPs: (S,A, T,R) (see Fig. 1 for an example). The state space S is our
position. The actions A are the directions in which we can go. We have a transition function T (s, a, s′) which defines
what position s′ we can reach from position s with action a in a fixed time, e.g. ∆t = 30 seconds. If we reach a restaurant,
i.e. a terminal state G ⊂ S, the reward function R(s ∈ G) defines its food quality. We consider these factors to be external
factors, which usually do not change significantly over time.

Nonetheless, there can be rapid changes in the goal that we want to achieve in this environment. One day we may want
to go to the best restaurant in the area, i.e. the one that gives the highest reward. On another day, we may be experiencing
stress at work and we have to judge between the restaurant quality and the time to get there. Another day we may have
to entertain guests and we want to go to the closest restaurant that provides food with a certain minimum level of quality.

Current reinforcement methods include such goal formulations in the reward function R and their discounting of values
over time. Model-free methods, such as Q-learning, suffer from the drawback that they need to relearn their values
from new observations, i.e. experiencing the environment with the new reward function or value discounting. Learning
takes time and the behavior cannot adapt from one day to the next. Model-based methods can solve this problem by
maintaining a model of the external environment. The model can be used to find the best behavior for the current goal.
Nonetheless, depending on the task complexity, this procedure can be computationally demanding.

We propose a new model-free algorithm, the Independent γ-Ensemble (IGE), to circumvent such problems. The algo-
rithm is inspired by research about human intertemporal decision-making by Tanaka et al. [3]. They identified distinct
brain regions in the striatum, each learning values for choices with a different discount factor. The IGE employs this
concept by having several γ-modules representing Q-functions with different discount factors γ. This allows the IGE to
learn and store different behaviors, e.g. going to different restaurants, and to choose the appropriate behavior, depending
on the current goal.

Before describing the IGE in more detail, we introduce a distinction between external and internal reward. External
reward is provided by the environment and is defined by the reward function rt = R(st), e.g. the food quality of a
restaurant. Internal reward φ(rt, t) depends on the goal that the agent has to achieve and modulates the external reward
depending on the time t that was needed to reach it. For example, under stress we might want to reduce the external
reward linearly by the time we needed to reach it: φ(rt, t) = rt − 10t. The final objective of the agent is to maximize the
sum over internal rewards. In episodic environments, the number of steps T needed to attain the maximum reward sum
should also be minimized:

min
T

max
π

Eπ

[
T∑

t=0

φ(rt, t)

]
. (1)

(a) Example MDP (b) Choices (c) γ-Curve
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Figure 1: (a) A 2D grid world MDP with 7 terminal states g1, . . . , g7. The agent starts in state s0. It can move in 4
directions (north, east, south, west). Transitions result in zero reward until a terminal state is reached. (b) If the agent
starts in state s0 it has several choices to choose from. Each choice represents the minimal number of steps n and the
reward r of reaching one of the possible terminal states. (c) Discounted values Vγ(s0, g) = γng−1rg for each choice for
state s0 (broken lines). The solid line represents the values the γ-Ensemble would learn (maxg Vγ(s0, g)). For state s0 the
ensemble will learn policies to go to terminal states g1, g2, g5, g6, g7. It will not learn policies to go to g3, g4.
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2 The Independent γ-Ensemble

The IGE is composed of γ-modules. Each module is a Q-function Qγ(s, a) with a different discount factor γ ∈ (0, 1). The
functions are independent of each other and learn their Q-values based on the external reward r = R(s′). Their values
are updated in parallel with the standard Q-learning rule after a transition (s, a, r, s′) is observed:

Qγ(s, a)← Qγ(s, a) + α
(
r + γmax

a′
Qγ(s′, a′)−Qγ(s, a)

)
. (2)

Over time, each γ-module learns its optimal policy to maximize the discounted reward sum: E
[∑T

t=0 γ
trt

]
. Because γ

differs between modules, their optimal policies differ. Modules with large γ’s have a slow discounting and learn policies
that result in big rewards, but that require more steps to reach. Smaller γ’s have a steeper discounting and prefer smaller
rewards that are reached with fewer steps. Fig. 1 (c) shows how γ-modules discount the reward for each terminal state
at state s0 for the example MDP. Modules with γ < 0.4 prefer the nearby terminal state g1 (r = 25, ns0 = 3). Whereas
modules with γ > 0.95 prefer the more distant terminal state g7 (r = 90, ns0 = 9) that gives a higher reward. Therefore
the IGE holds a set of policies.

In addition to providing a set of policies, the γ-ensemble can also provide information about the expected reward trajec-
tories for those policies. This information can help to determine which policy is best for a given goal. As seen in Fig. 1
(c), modules with similar discount factors γa ≈ γb often result in the same trajectory, if they start from the same state s.
Therefore their values Vγ(s) are computed based on the same expected reward trajectory Rτ = (E [r0] , E [r1] , . . . , E [rT ])
with Vγ(s) = E [r0] + E [r1] γ1 + · · · + E [rT ] γT . Having T + 1 modules that follow the same trajectory, their values can
be defined by the matrix multiplication:

V = Γ×Rτ , with V =



Vγ0(s)

...
VγT (s)


 , Γ =




1 γ0 γ20 · · · γT0
...

...
...

. . .
...

1 γT γ2T · · · γTT


 and Rτ =



E [r0]

...
E [rT ]


 .

Based on this formulation it is theoretically possible to decode the expected reward trajectory from the learned values
with Rτ = Γ−1V . Unfortunately, this method has practical problems if applied to general MDPs. First, it is difficult
to determine which γ-modules will result in the same trajectory. Furthermore, using the inverse Γ−1 to compute Rτ is
theoretically possible, but numerically unstable because the inverse becomes ill-conditioned for large T .

Nonetheless, the idea of using several modules to decode information about their expected reward trajectory can be
used in the more restricted set of deterministic, goal-only-reward MDPs. Such MDPs have deterministic state transitions
s′ = T (s, a) and reward is only given if a terminal state is reached: ∀s /∈ G : R(s) = 0. Although these are strict
restrictions, many natural decision tasks, such as the given restaurant example, can be modeled with them. In such
MDPs, the value definition is simplified to Qγ(s, a) = γnsr with V (s) = maxaQ(s, a), where r is the expected reward
gained from ending in terminal state g and ns is the number of steps to reach it from state s. For two modules (γa, γb),
which prefer the same terminal state g, their expected reward r and the number of steps ns to reach g can be computed
by solving the linear equation:

Vγa(s) = γnsa · r

Vγb(s) = γnsb · r
⇔ Vγa(s)− γnsa = Vγb(s)− γnsb ⇔

ns =
log(Vγa (s))−log(Vγb (s))

log(γa)−log(γb)

r =
Vγa (s)

γnsa

(3)

Therefore, the IGE can compute r(γi, γi+1) and ns(γi, γi+1) for the policies of neighboring γ-modules (γi, γi+1), because
they usually have the same trajectories. A problem occurs if the trajectories are different, as for (γa = 0.4− ε, γb = 0.4 + ε)
in Fig.1(c). In this case, the computed r and ns are wrong. Nonetheless, these cases can be detected by comparing them
to neighboring pairs. If ns(γa, γb) 6= ns(γb, γc) 6= ns(γc, γd), then the result of pair (γb, γc) is ignored. As a result, the
IGE not only learns and stores different policies, but it also provides information about their expected rewards and the
number of steps required.

This allows the IGE to adapt quickly to different task goals (Eq. 1). Given a certain goal formulation φk, it can compute
the outcome, i.e. the expected internal reward sum, for each of its learned policies. Then it can select the policy that
maximizes that reward sum. This is done in the beginning of an episode after the initial state s0 is observed. First,
the reward r(γi, γi+1) and the number of steps ns0(γi, γi+1) for each neighboring module pair are computed (Eq. 3).
Then the internal reward sum is calculated by

∑ns0−1
t=0 φk(0, t) + φk(r, ns0). The IGE chooses then one of the modules

that generates the highest internal reward sum with the fewest steps (Eq. 1). The policy of this module is then used
throughout the whole episode to control the agent. If in the next episode a different goal φj 6=k is used, the IGE can
immediately adapt by again choosing a module with the most appropriate policy.
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3 Experiments

We tested the goal adaptation of the IGE and compared it to a time-dependent Q-learning algorithm in the MDP defined
in Fig. 1. Both agents had to adapt to 8 different goals Φ = (φ1(r, n), . . . , φ8(r, n)) (Fig. 2). For convenience, we assumed
that the internal reward function only gave reward when a terminal state was reached with n steps and an external
reward of r. The agents had 3000 episodes to learn the first goal φ1. Then the goal switched to φ2 and the agents were
given 1000 episodes to adapt. For each of the following goals, the agents also had 1000 episodes to adapt.

The first goal φ1 is to receive the maximum external reward in an episode. The second goal φ2 also maximizes external
reward, but a punishment of −10 is given for each step beyond the third. φ3 gives exponentially increasing punishment
for more than 3 steps. The goal of φ4 is to find the shortest path to the closest terminal state. For φ5, the goal is the
shortest path to a terminal state that gives at least an external reward of 65. Reaching a terminal state with less external
reward will result in a strong negative internal reward. For φ6, the goal is to find the highest external reward in less or
equal 7 steps. For φ7, the agent has only a limit of 5 steps. In φ8, the goal is to maximize average reward.

The IGE used the procedure described in the previous section to learn different policies based on the external reward
and to chose the most appropriate policy for the current goal φk. The time-dependent Q-learning learned values directly
based on the internal reward. It held values for each possible time step t = (0, . . . , 50) during an episode. During
learning, the values for all possible time points t were updated after an observation of (s, a, r, s′) with:

Q(t, s, a)← Q(t, s, a) + α
(
φk(r, t) + γmax

a′
Q(t+ 1, s′, a′)−Q(t, s, a)

)
. (4)

For both agents, an ε-Greedy action selection was used with a decaying epsilon over episodes: ε(j) = max
(
ε0 · dj , 1

)
.

Learning parameters of both agents were manually optimized. Both agents used the learning rate α = 1. The IGE used
100 modules with logarithmically spaced γ parameters between 0 and 1. The parameters have a higher density toward
1 to allow better coverage of policies that result in longer paths. For the first goal φ1, both agents used the same action
selection parameters: ε0 = 2, d = 0.9975. For the IGE, action selection in all other episodes had no exploration (ε = 0)
because it could adapt immediately to a changed goal formulation. The Q-learning required exploration (ε0 = 1, d = 0.99)
to adapt its Q-values to find the new optimal policy.

For the first goal φ1, the performance of both algorithms is identical (Fig. 2), because both have to learn the Q-values
for the MDP. For most of the successive tasks (φ2, . . . φ6, φ8), the IGE can directly select the optimal policy. In contrast,

φ1 = r φ2 =

{
r | n ≤ 3

r − 10(n− 3) | n > 3
φ3 =

{
r | n ≤ 3

r − 3(n−3) | n > 3
φ4 = −n
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Figure 2: The learning performance of the IGE and Q-learning for all goal-formulations. The IGE can adapt directly to
changes in goal-formulations φ, whereas Q-learning needs time to adjust its values. Performance is measured by the
internal reward φk(r, n) that the agent achieved per episode. The plots show the mean and standard deviation of 1000
learning runs per algorithm. The minimal reward per episode was limited to −100 to make the plots more readable,
because some goal formulations can result in a large negative reward during exploration.
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Q-learning needed to relearn each task to solve it optimally. Task φ7 is an exception. The IGE is not able to solve the task
optimally, because the optimal behavior (go to g4) is not in its policy set (Fig. 2,c).

4 Discussion

The IGE has two key features. First, it is able to learn and store different policies by using different discount factors γ
for each of its modules. This allows it to switch between policies, depending on the current goal. Second, it is possible
to gain information about the expected reward trajectory of the policies by using values of modules that result in the
same behavior. The information about expected rewards can be used to select the most appropriate policy for a goal.
The experimental results demonstrate the ability of the IGE to adapt immediately to a different goal formulation, us-
ing its stored policies and information about them. Classical model-free algorithms, such as Q-learning, need several
observations to adapt to such changes.

One disadvantage of the IGE is that it can not guarantee to find the optimal policy for each goal formulation. For goal
φ7, the IGE fails to find the optimal policy (Fig. 2). Nonetheless, optimality can be guaranteed for a subset of goal
formulations. The IGE is optimal to maximize the exponentially discounted reward sum for each of its γ factors because
it uses Q-learning, which is guaranteed to converge to the optimal policy. Furthermore, it is optimal in the case of finding
the shortest path or the solution with the highest external reward in episodic MDPs. Most interestingly, its convergence
to the optimal policy for average reward r

n in episodic, deterministic, goal-only-reward MDPs can be proven. For other
goal formulations, the IGE can be viewed as a heuristic that does not guarantee optimality, but it often produces good
results with the ability to adapt immediately to a new goal.

The IGE can be categorized as a transfer learning approach [4]. In transfer learning, a set of tasks (MDPs) M is given.
The goal is to transfer knowledge from solved source tasks MS ⊂M to new, unfamiliar target tasks MT ∈M, to improve
learning performance. In our current approach, the different goal formulations Φ can be interpreted as the task set M. All
tasks share the same state space, action space, and the same transition probabilities. They differ in their internal reward
function φk. The IGE is able to transfer the policies learned from one task to another because the internal reward function
φk between all task in M is based on a constant feature, the external reward function that all tasks in M share.

In addition to its potential use for artificial agents that need to adapt quickly to goal changes, the IGE also provides a
possible model for the discount factor mapping found in the striatum by Tanaka et al. [3]. An existing model by Kurth-
Nelson & Redish [2] showed that such a modular architecture can replicate hyperbolic discounting. Such discounting is
often observed during intertemporal decision-making by humans. Their model is also based on modules with different
discount factors, but in contrast to the IGE, those modules depend on each other and learn values for a single policy.

In contrast, the IGE proposes the idea that the striatum is composed of independent modules. The striatum, which is
involved in habit learning [1], could therefore have the ability to learn and store different habitual behavior in parallel,
similar to the policy set of the IGE. Furhermore, Tanaka et al. [3] showed that serotonin regulates which regions are
active during a task. A low serotonin level resulted in activation of regions that have steep discounting, i.e. regions that
prefer nearby rewards. Serotonin could be understood as a context signal that specifies which regions and habits are
used. Because serotonin is linked to stress, it is possible that we learn different habits in parallel for different stress levels.
Under low stress, we can use habits that strive for large rewards, but that require a longer time to reach; whereas under
high stress we can quickly adapt by activating habits that go for short-term rewards. The advantage of such a system is
that it does not need to relearn habits if its stress level changes, but to use a repertoire of habits for different stress levels.

Although the IGE is composed of independent modules, it can also replicate hyperbolic discounting as observed in the
model of Kurth-Nelson & Redish [2]. This can be achieved by optimizing the average reward r

n , but instead of selecting
the active module that controls the behavior in the beginning of an episode, it gets reselected after each transition.
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Abstract

Using Reinforcement Learning (RL) in simulation to construct policies useful in real life is challenging. This is often
attributed to the sequential decision making aspect: inaccuracies in simulation accumulate over multiple steps, hence the
simulated trajectories diverge from what would happen in reality.

In our work we show the need to consider another important aspect: the mismatch in simulating control. We bring
attention to the need for modeling control as well as dynamics, since oversimplifying assumptions about applying actions
of RL policies could make the policies fail on real-world systems.

We design a simulator for solving a pivoting task (of interest in Robotics) and demonstrate that even a simple simulator
designed with RL in mind outperforms high-fidelity simulators when it comes to learning a policy that is to be deployed
on a real robotic system. We show that a phenomenon that is hard to model – friction – could be exploited successfully,
even when RL is performed using a simulator with a simple dynamics and noise model. Hence, we demonstrate that
as long as the main sources of uncertainty are identified, it could be possible to learn policies applicable to real systems
even using a simple simulator.

RL-compatible simulators could open the possibilities for applying a wide range of RL algorithms in various fields.
This is important, since currently data sparsity in fields like healthcare and education frequently forces researchers and
engineers to only consider sample-efficient RL approaches. Successful simulator-aided RL could increase flexibility of
experimenting with RL algorithms and help applying RL policies to real-world settings in fields where data is scarce. We
believe that lessons learned in Robotics could help other fields design RL-compatible simulators, so we summarize our
experience and conclude with suggestions.
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1 Introduction

Using simulators to learn policies applicable to real-world settings is a challenge: important aspects of agent and en-
vironment dynamics might be hard and costly to model. Even if sufficient modeling knowledge and computational
resources are available, inaccuracies present even in high-fidelity simulators can cause the learned policies to be useless
in practice. In the case of sequential decision making even a small mismatch between the simulated and the real world
could accumulate across multiple steps of executing a policy.

Despite these challenges, there is potential if simulators are designed with RL in mind. In our work we aim to understand
what aspects of simulators are particularly important for learning RL policies. We focus first on the field of Robotics and
present an approach to learn robust policies in a simulator, designed to account for uncertainty in the dynamics as well
as in control of the real robot. We discuss our simulation and hardware experiments for solving a pivoting task (a robotic
dexterity problem of re-orienting an object after initial grasp). Solving this task is of interest to the Robotics community;
our approach to solving this task is described in detail in [1]. Here we only include the aspects of the work relevant to an
interdisciplinary RLDM audience and present it as an example of RL-compatible simulator design.

We then discuss the potential of building simulators with RL in mind for other fields. In a number of fields enough do-
main knowledge is available to construct a task-specific or setting-specific simulator for a particular problem. It would be
useful to ensure that such simulators can facilitate learning RL policies that work when transferred to real environments.
This would significantly broaden the range of RL algorithms that could be used to solve a given problem – eliminating
the need to restrict attention to only sample-efficient approaches (as is often done, since real-world learning is costly).

2 Why Use Simulators for Learning?

Recent success of Reinforcement Learning in games (Atari, Go) and Robotics make RL potentially the next candidate to
solve challenging decision making (under uncertainty) problems in a wide variety of fields. A number of attempts to
apply RL algorithms to real-world problems have been successful, but the success was mostly limited to sample-efficient
approaches. It is costly and time-consuming to search for optimal policies by obtaining real-world trajectories. Batch RL
– a class of algorithms that learn only from previously collected samples – could be helpful. But batch RL constitutes only
a small fraction of a variety of RL algorithms. Hence, to open up the potential for using a wider range of RL algorithms
we can turn to simulation.

A number of fields have already developed general-purpose simulators1, and task-specific simulators are frequently de-
veloped for solving concrete research problems. But there is a need to facilitate successful transfer of the policies learned
in simulation to real-world environments. To achieve this we can either ensure a tight enough match between simu-
lated and real environments and use the learned policies directly, or develop data-efficient “second-stage” approaches to
adjust the learned policies to the real world.

An additional consideration is current rapid advances in using deep neural networks for RL. Several recently successful
algorithms, like Trust Region Policy Optimization (TRPO) [8] and Deep Deterministic Policy Gradient (DDPG) [6] are
not designed to be particularly sample-efficient. Instead these allow to learn flexible control policies, and can use large
neural networks as powerful policy and Q function approximators. In simulation, “deep RL” algorithms can solve
problems similar in principle to those considered, for example, in Robotics. However, significant practical problems
remain before they can be routinely applied to the real-world. Algorithms might not be data-efficient enough to learn
on real hardware, so (pre-)training in simulation might be the only feasible solution. Success in simplified simulated
settings does not immediately imply the policies could be transferred to a real-world task “as-is”, but investigating the
conditions necessary for successful transfer could enable approaches that succeed in real world environments.

3 Challenges and Opportunities of Simulation-based Learning: Insights from Robotics

Robotics presents a great opportunity for research in simulation-to-reality transfer for RL agents. First of all, a wide
variety of general and task-specific simulators have been built to simulate various robotic systems. These simulators can
model certain aspects well (e.g. the dynamics of rigid bodies with known masses and shapes). However, other aspects
are harder to model precisely (e.g. dynamics of non-rigid bodies, friction). Hence, so-called “high-fidelity” simulators
contain a combination of models that are precise enough to describe real-world interactions and models that are either
imprecise or even misleading. This creates a challenging problem from the perspective of an uninformed RL agent.
However, the simplifying aspect is that getting insights into RL algorithms is easier. Experienced roboticists can have a
reasonable guess as to which aspect of the environment is hardest for the agent to learn correctly from simulation. This

1Examples of general-purpose simulators from various fields: SimStudent in education (simstudent.org); NS network simula-
tor used for research in data networks (en.wikipedia.org/wiki/Ns (simulator)); more than a dozen general-purpose simulators for
robotics (en.wikipedia.org/wiki/Robotics simulator).
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is in contrast with other fields. For example, some leading approaches for modeling student’s knowledge in the field of
education have error rates not far from random guessing when applied to non-synthetic student data. So the modeling
problem is hard, but it is not at all clear which aspect is at fault and what exactly is making the real student data so
challenging. Another example: modeling traffic in data networks requires significant simplifications for large-scale
(internet-scale) simulators. This causes difficulties if an RL agent is learning a policy for handling individual packets.
By comparison, robotic simulators provide a more clear picture of what would or would not be modeled well, and
there is a way to quickly test policies learned in simulation on the real environment. Such robotics experiments are
frequently more accessible than running large-scale studies involving humans, where returns from the policy could be
distant in time (e.g. learning outcome of a class lasting several months) or too high-stakes for experimentation (result of
a treatment for a patient). Thus one strategy is to develop and test a variety of simulation-to-reality transfer approaches
on robotic tasks, then use the promising approaches for costlier and longer-term studies in other fields.

We note that care should be taken to capture (even if only approximately) all the relevant environment and control
dynamics in a simulator. Roboticists have looked into problems arising from under-modeling of dynamics and hardware
wear-and-tear (e.g. [2]) and experimented with various approaches of injecting noise in the deterministic simulators to
increase tolerance to slight modeling inaccuracies ( [5] gives a summary and further references). Nonetheless, one aspect
that is frequently overlooked is the application of control actions to real systems. Simple systems built in the lab can
be designed to support fast and direct control. However, as the field moves to more sophisticated robotic systems that
are built for a variety of tasks – oversimplifying assumptions of control could render simulation useless. Consider, for
example, the Baxter robot – a medium-to-low-cost system built for small businesses and research labs. This robot is
built to be relatively inexpensive, safe and versatile. Hence, in its usual operating mode, the control of the robot differs
from that of high-cost industrial robots, and from that of simpler custom-built research systems. Speed and precision of
controlling Baxter is traded off for lower cost of components, safe and smooth motions, versatility.

In our work, in addition to incorporating previously proposed solutions to deal with policy transfer challenges, we also
emphasize the need to model delays and inaccuracies in control. We envision that as more multi-purpose medium-to-
low-cost robots become widely used, it should become a standard component in building simulators. With that, we
demonstrate that even a simple simulator designed with this in mind can be suitable for simulation-based RL.

4 Building RL-compatible Simulator for Solving a Pivoting Task

In this section we present a short summary of our research work described in [1], with an intent to give an example that
is comprehensible to an interdisciplinary audience. We describe our approach to building a task-specific simulator for a
pivoting task, then learning an RL policy in simulation and using it on the real robot2 (without further adjustments).

Figure 1: Pivoting task on Baxter robot.

The objective of a pivoting task is to pivot a tool to a desired angle while holding
it in the gripper. This can be done by moving the arm of the robot to generate
inertial forces sufficient to move the tool and, at the same time, opening or closing
the gripper’s fingers to change the friction at the pivoting point (gaining more
precise control of the motion). The robot can use a standard planning approach to
grasp the tool at a random angle φinit. The goal is to pivot it to a target angle φtgt.

The limitations of the previous approaches include: only open loop control with
no control of the gripping force [4], movement restricted to the vertical plane [9],
gripper in a fixed position, thus motion of the tool is determined only by the grav-
itational torque and torsional friction [11]. All these prior approaches rely strongly
on having an accurate model of the tool, as well as precise measurement and mod-
eling of the friction. Since it is difficult to obtain these, we develop an alternative.

4.1 Dynamic and Friction Models

Our simulator system is composed of a parallel gripper attached to a link that can rotate around a single axis. This
system is an under-actuated two-link planar arm, in which the under-actuated joint corresponds to the pivoting point.
We assume that we can control the desired acceleration on the first joint. The dynamic model of the system is given by:

(I+mr2+mlr cos(φtl))φ̈grp + (I+mr2)φ̈tl +mlr sin(φtl)φ̇
2
grp +mgr cos(φgrp+φtl) = τf , (1)

where the variables are as follows: φgrp and φtl are the angles of the first and second link respectively; φ̈grp and φ̈tl are
their angular acceleration and φ̇grp is the angular velocity of the first link; l is the length of the first link; I is the tool’s
moment of inertia with respect to its center of mass; m is the tool’s mass; r is the distance of its center of mass from the

2Video summarizing hardware experiments is available at https://www.youtube.com/watch?v=LWSjYI9a9xw
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pivoting point; g is the gravity acceleration; τf is the torsional friction at the contact point between the gripper’s fingers
and the tool. The second link represents the tool and φtl is the variable we aim to control. Figure 2 illustrates this model.

Figure 2: Model of a 2-link
planar arm. First link is the
gripper, second is the tool ro-
tating around pivoting point.

Pivoting exploits friction at the contact point between the gripper and the tool to control
the rotational motion. Such friction is controlled by enlarging or tightening the grasp.
When the tool is not moving (φ̇tl=0), the static friction τs is modeled according to the
Coulomb friction model: |τs| ≤ γfn, where γ is the coefficient of static friction and fn
is the normal force applied by gripper’s fingers on the tool. When the tool moves with
respect to the gripper, we model the friction torque τf as viscous friction and Coulomb
friction [7]: τf =−µvφ̇tl−µcfn sgn(φ̇tl), in which µv and µc are the viscous and Coulomb
friction coefficients and sgn(·) is the signum function. Since most robots are not equipped
with tactile sensors to measure the normal force fn at the contact point, as in [10] we express
it as a function of the distance dfing between the fingers using a linear deformation model:
fn=k(d0−dfing), where k is a stiffness parameter, d0 is the distance at which fingers initiate
contact with the tool.

4.2 Learning Robust Policies

We formulate the pivoting task as an MDP. The state space is comprised of states observed at each time step t: st =
[φtl − φtgt , φ̇tl , φgrp , φ̇grp , dfing], with notation as in the previous subsection. The actions are: at = {φ̈grp, dfing},
where φ̈grp is the rotational acceleration of the robot arm, and dfing is the direction of the desired change in distance
between the fingers of the gripper. The state transition dynamics is implemented by the simulator, but the RL algorithm
does not have an explicit access to these. Reward is given at each time step t such that higher rewards are given when
the angle of the tool is closer to the target angle: rt =

−|φtl−φtgt|
φRNG

∈ [−1, 1] (φRNG is a normalizing constant). A bonus
reward of 1 is given when the tool is close to the target and stopped.

We aim to learn from simulated environment, while being robust to the discrepancies between the simulation and ex-
ecution on the robot. For this purpose, we first built a simple custom simulator using equations from Section 4.1. To
facilitate learning policies robust to uncertainty, we added 10% noise to friction values estimated for the tool modeled by
the simulator. We also injected up to 10% randomized delay for arm and finger actions in simulation: used noisy linear
increase in velocity (as response to acceleration action) and simulated changing fingers’ distance with noisy steps.

We then trained a model-free deep RL policy search algorithm TRPO [8] on our simulated setting. TRPO has been shown
to be competitive with (and sometimes outperform) other recent continuous state and action RL algorithms [3]. However,
to our knowledge it has not yet been widely applied to real-world robotics tasks. While the background for the algorithm
is well-motivated theoretically, the approximations made for practicality, along with challenges in achieving reasonable
training results with a small-to-medium number of samples, could impair the applicability of the algorithm to learning
on the robot directly. Hence we explore the approach of using TRPO for policy search in a simulated environment.

Our model of delayed and noisy control matched the behavior of real Baxter better than assuming near-instantaneous
high-precision control. In contrast, learning from a high-fidelity simulator (V-REP) yielded policies that failed completely
on the real robot: the tool was swayed in random directions, dropped. V-REP’s oversimplification of simulating control
impaired the ability of RL to learn useful policies from what was considered to be a relatively high-fidelity simulation.

4.3 Summary of Experiments

Figure 3: Evaluation of TRPO training. Ini-
tial and target angles chosen randomly from
[−π

2
, π
2
], training iterations had 50 episodes.

We trained TRPO (using rllab [3] implementation as a starting point and pa-
rameters as reported in [8] for simulated control tasks) with a fully connected
network with 2 hidden layers (with 32, 16 nodes) for policy and Q function
approximators. The motion was constrained to be linear in a horizontal plane.
However, since the learning was not at all informed of the physics of the task,
any other plane could be chosen and implemented by the simulator if needed.

To simulate the dynamics of the gripper arm and the tool, we used the model-
ing approach from Section 4.1 and injected noise during training to help learn
policies robust to mismatch between the simulator and the robot. While we
allowed only up to 10% noise in the variable modeling Coulomb friction, we
observed that the policy was still able to retain 40% success rate of reaching
the target angle when tested on settings with 250% to 500% change. This level
of robustness alleviates the need to estimate friction coefficients precisely.
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Figure 4: Distance to target vs time for ex-
periments on Baxter averaged over all trials
(30 trials for each tool).

We deployed the learned policies on a Baxter robot and ran experiments with
two objects of different materials, hence different friction properties. The fric-
tion coefficients used for modeling the tool in the simulator have been es-
timated only for the first tool. Hence the policy was not explicitly trained
using the parameters matching those of the second tool.

We obtained a ≈93% success rate with tool 1 and ≈83% with tool 2. As ex-
pected, the policy performs better with the tool whose parameters were used
(in a noisy manner) during training in simulation. Nonetheless, the perfor-
mance using the tool not seen during training was robust as well. Fig. 4 il-
lustrates the performance averaged over all the trials. The target is reached
faster when tool 1 is used, and a bit slower when tool 2 is used. The deviation
from the goal region after reaching the goal is likely due to inaccuracies in
visual tracking. After reporting that the tool is in the goal region, the tracker
might later report a corrected estimate, indicating further tool adjustment is needed. We observe that in such cases the
policy still succeeds in further pivoting the tool to the target angle.

5 Conclusion & Implications for other Fields for Designing RL-compatible Simulators

Our experience of building an RL-compatible simulator for a particular robotics task yields a few general suggestions.

1. Focused modeling of the dynamics: Since high-fidelity modeling could be expensive, one could consider modeling only
the part of the dynamics relevant to the task. Domain expertise could be used to understand what is “relevant”. E.g.
high-fidelity modeling of the robot arm dynamics might be unnecessary, if the task could be solved by fixing the motion
to a particular plane where even simple dynamics equations are sufficient. In fields that already have general-purpose
simulators such “focusing” is not always easy. The design usually does not allow to make a general-purpose simulator
more task-oriented. Even if an researcher can find a restriction to the case where dynamics should be simpler – there
is frequently no option in the simulator to eliminate unnecessary computations. Hence, the suggestion is to keep in
mind this design consideration when building general-purpose simulators: either give the users easy control of which
simulation modules to turn on/off or run automatic internal optimization of the simulator.

2. Not oversimplifying the model of executing actions: Neglecting to observe that the process of applying an action needs
modeling could cause policies learned in even a high-fidelity simulator to fail on a real system. In contrast, including
even a simple model of control application in the simulator could fix the problem. Another solution could be to re-
formulate an MDP/POMDP for the task to make primitive actions be something that is trivial to apply to the real system
(and capture all the side-effects of applying a primitive action in the dynamics of the state transitions). This solution
could work, though it might require unintuitive formulations. Regardless of the approach, the main insight is not to
neglect this aspect altogether (control of real robots is not instantaneous; the action of ”give medication A” might not
lead to state “took medication A” on the patient’s side; the action of “show advertisement B” might be blocked/ignored
by the users).

2. Even simple noise models help if sources of variability/uncertainty are identified: Adding Gaussian noise to various parts of a
deterministic dynamical system is an approach frequently used in robotics to “model” uncertainty. No doubt this could
be too simplistic for some settings/tasks. However, since learning in simulation opens potential for cheaper experimen-
tation – it is possible to try various ways of capturing uncertainty and identify those sufficient for learning successful
policies. As we show in our experiments, a phenomenon that is hard to model – friction – could be still exploited suc-
cessfully for control even with a simple dynamical model and a simple noise model. As long as the main sources of
uncertainty are identified, it could be possible to learn policies applicable to real systems even from a simple simulator.
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Abstract

Many real-world applications are characterized by a number of conflicting performance measures. As optimizing in a
multi-objective setting leads to a set of non-dominated solutions, a preference function is required for selecting the solu-
tion with the appropriate trade-off between the objectives. This preference function is often unknown, especially when it
comes from an expert human user. However, if we could provide the expert user with a proper estimation for each action,
she would be able to pick her best choice. In this work, we tackle this problem under the user-guided multi-objective
bandits formulation and we consider the Thompson sampling algorithm for providing the estimations of actions to an ex-
pert user. More specifically, we compare the extension of Thompson sampling from 1-dimensional Gaussian priors to the
d-dimensional setting, for which guarantees could possibly be provided, against a fully empirical Thompson sampling
without guarantees. Preliminary results highlight the potential of the latter, both given noiseless and noisy feedback.
Also, since requesting information from an expert user might be costly, we tackle the problem in the context of partial
feedback where the expert only provides feedback on some decisions. We study different techniques to deal with this
situation. Results show Thompson sampling to be promising for the user-guided multi-objective bandits setting and that
partial expert feedback is good enough and can be addressed using simple techniques. However tempting it might be to
assume some given preference function, results illustrate the danger associated with a wrong assumption.

Keywords: Multi-objective optimization; Multi-armed bandits; Thompson
sampling; Online decision making
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1 Introduction

Multi-objective optimization (MOO) [2] is a topic of great importance for real-world applications. Indeed, optimization
problems are characterized by a number of conflicting, even contradictory, performance measures relevant to the task
at hand. For example, when deciding on the healthcare treatment to follow for a given sick patient, a trade-off must be
made between the efficiency of the treatment to heal the sickness, the side effects of the treatment, and the treatment cost.
In this work, we consider problems where outcomes are stochastic and costly to evaluate, and where the performance
must be optimized online. To this extent, we formulate the MOO problem as multi-objective bandits.

In this work, we tackle the MOO problem where the scalarization function is unknown and a user acts as a black box for
articulating preferences. Integrating the user to the learning loop, she can provide feedback by selecting her preferred
choice given a set of options – the scalarization function lying in her head. Let the right choice denote the option that the
user would select given that she had knowledge of the Pareto-optimal set. A learning algorithm for the multi-objective
bandits setting aims at learning good-enough estimations of the available options to allow the user to make the right
choices. In this work, we evaluate the capability of the seminal Thompson sampling (TS) algorithm to provide such
estimates. More specifically, we evaluate a fully empirical TS in the proposed setting. We also address a common issue
in user-guided systems, that is the need for user assistance: asking an expert user to provide feedback on each episode
may not be realistic. We therefore extend the study to the case where the expert user can only provide feedback every
few episodes and evaluate different behaviors for dealing with partial feedback.

2 Multi-Objective Bandits

A multi-objective bandits problem is described by a (finite) set of actions A, also referred to as the design space, each of
which is associated with a d-dimensional expected outcome µa = (µa,1, . . . , µa,d) ∈ X ∈ Rd. For simplicity, we assume
that the objective space X = [0, 1]d. In this episodic game, an agent interacts with an environment characterized by a
preference function f . The agent iteratively chooses to perform an action at and obtains a noisy observation of zt.1 Alg. 1
describes the episodic game played by an agent interacting with a user characterized by an unknown (to the agent and to
the user) preference function f . If users were able to express clearly their preference function, the situation would easily
be solved as a standard bandit problem. Unfortunately, this is not the case as users are generally unable to scalarize their
choices and preferences. However, given several options, users can tell which one they prefer and therefore can be used
as a black box to provide feedback in the learning loop.

Algorithm 1 Multi-objective bandits setting
On each episode t ≥ 1:

1. The agent selects action at to play given Ot.
2. The agent observes the outcome zt = µat + ξt, where ξt are i.i.d. random vectors.
3. The agent updates its estimates.
4. The agent shows options {θa,t}a∈A to the expert user.
5. The expert user indicates her preference Ot = argmaxa∈A f(θa,t).

Let x = (x1, . . . , xd) and y = (y1, . . . , yd) denote two options. x is said to dominate, or Pareto-dominate, y (denoted
x � y) if and only if xi > yi for at least one i and xi ≥ yi otherwise. Pareto-optimal options represent the best trade-offs
amongst the objectives and are said to constitute the Pareto-front P = {a : @µb � µa}a,b∈A. Fig. 1a shows an example of
dominated and non-dominated expcted outcomes in a d = 2 objectives space.

A multi-objective bandits algorithm is a (possibly randomized) method for choosing which distribution to sample from
next, given a history of previous choices and obtained outcomes, Ht = {as, zs}t−1s=1, and preference indications. Let
O = argmaxa∈A f(µa) ⊆ P and let ? ∈ O denote the optimal action, that is the right choice. The suboptimal gap ∆a =
f(µ?)−f(µa) measures the expected loss of playing action a instead of ?. Actions with larger ∆a are easier to distinguish
from ? but they induce more regret. The goal is to minimize the cumulative regret2: R(T ) =

∑T
t=1(f(µ?)− f(µat)).

Related Works: In a first formulation of multi-objective bandits [3], the goal was to minimize a Pareto-regret metric.
Also known as the ε-distance [5], the Pareto-regret associated with playing action a is the minimum value εa such that
µa + εa is not dominated by any other actions. In other words, any actions standing on the front is considered equally
good by the expert user. This is a specific instance of our more general setting where O = P . We can represent this by

1Scalars are written unbolded; vectors are boldfaced. The operators +, −, ×, and ÷ applied on a vector v = (v1, . . . , vd) and a
scalar s correspond to the operation between each item of v and s, e.g., v + s = (v1 + s, . . . , vd + s). These operators applied on two
vectors v = (v1, . . . , vd) and u = (u1, . . . , ud) correspond to itemwise operations between v and u, e.g., v+u = (v1+u1, . . . , vd+ud).

2Also known as the scalarized regret [3].
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(c) ε-constraint with ` = 2, ε1 = 0.5

Figure 1: Pareto-front and optimal/suboptimal (white/black) means for two preference functions (dotted line).

considering the preference function f(µ?) = 1 and f(µa) = 1−εa, such that ∆a = εa. With this formulation, any standard
bandit algorithm that could optimize a single objective could minimize the regret regardless of the other objectives.

In MOO settings [7], the goal is to identify the Pareto-optimal set P without evaluating all actions. The quality of a
solution S is typically given by the hypervolume error V (P)−V (S), where the V (P) is the volume enclosed between the
origin and {µa}a∈P (and similarly for S). However, the hypervolume error does not give information about the quality
of the estimation of actions. Identifying the Pareto front alone does not guarantee that the actions are well estimated and,
therefore, that an expert user choice based on these estimations would lead to the right choice.

3 Thompson Sampling

The TS [6] algorithm maintains a posterior distribution πa,t on the mean µa given a prior and the history Ht. On each
episode t, one option θa,t is sampled from each posterior distribution πa,t. Given that f was known, TS would choose
at = argmaxa∈A f(θa,t). Here the options are presented to the user (step 4 of Alg. 1) and the argmax is provided through
the expert user feedback (step 5 of Alg. 1). The algorithm chooses to sample at ∈ Ot. Therefore P[at = a] is proportionnal
to the posterior probability that a is preferred given the historyHt.

LetNa,t =
∑t−1
s=1 I[as = a] the number of times that action a has been played up to episode t. Let µ̂a,t =

∑t−1
s=1 zsI[as=a]

Na,t
and

Σ̂a,t =
∑t−1
s=1(zs−µ̂a,t)(zs−µ̂a,t)>I[as=a]

Na,t−1 denote the empirical mean and covariance, and let Σ0 and µ0 denote priors. Alg. 2
shows the TS procedure from MVN priors at episode t given known covariance Σa, which has theoretical guarantees for
µ0 = 0d×1 and Σ0 = Σa = Id [4].3 In this work, we consider using the empirical covariance, as depicted by Alg. 3, for
some t.

Algorithm 2 TS with MVN priors and known covariance
1: for all action a ∈ A do
2: compute Σ̃a,t =

(
Σ−10 +Na,tΣ

−1
a

)−1

3: compute µ̃a,t = Σ̃a,t

(
Σ−10 µT0 +Na,tΣ

−1
a µ̂a,t

)

4: sample θa,t ∼ Nd
(
µ̃a,t, Σ̃a,t

)
5: end for

Algorithm 3 TS with MVN priors and empirical covariance
1: for all action a ∈ A do
2: compute Σ̃a,t =

(
Σ−10 +Na,tΣ̂

−1
a,t

)−1

3: compute µ̃a,t = Σ̃a,t

(
Σ−10 µT0 +Na,tΣ̂

−1
a,tµ̂a,t

)

4: sample θa,t ∼ Nd
(
µ̃a,t, Σ̃a,t

)
5: end for

4 Empirical Evaluation

Experiments are conducted on a 2-dimensional, 10-action, setting using the linear preference function f(x) = 0.4x1 +
0.6x2, and the ε-constraint function f(x) = x2 if x1 ≥ 0.5, f(x) = 0 otherwise (Fig. 1). Note that the optimal action is

different for the two preference functions. Outcomes are MVN samples of covariance Σ =

[
0.10 0.05
0.05 0.10

]
. We consider

noisy feedbacks such that the preference Õt = argmaxa∈A f̃(θa,t), where f̃(θa,t) = f(θa,t) + ηa,t with ηa,t ∼ N (0, σ2), for
σ2 ∈ {0, 10−3}. All the following experiments are repeated 100 times over 10,000 episodes.

First we compare theoretical MVN TS (Alg. 2) against empirical MVN TS (Alg. 3) for recommending actions in the user-
guided bandits scheme (Alg. 1). Priors µ0 = 0d×1 and Σ0 = Id are used. Covariance Σa = Id is used for the known

30d×1 indicates a d-elements column vector and Id indicates a d× d identity matrix.
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(a) Theoretical TS: Linear
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(b) Empirical TS: Linear
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(c) Theoretical TS: ε-constraint
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(d) Empirical TS: ε-constraint

Figure 2: Cumulative regret over episodes for theoretical (Alg. 2) and empirical (Alg. 3) TS with both preference functions.

covariance TS since it is not really known in practice4. Fig. 2 shows the cumulative regret of theoretical and empirical
MVN TS averaged over the repetitions for both preference functions. Empirical TS appears to converge faster than
theoretical TS (with a non-informative covariance), though no guarantees have been provided yet on the former.

Now we evaluate ways to deal with the situation where the expert can only provide feedback every few episodes,
denoted as partial feedback. In other words, we want to automatize the feedback when the expert is missing. To this
extent, we consider the following techniques, where τ denotes the last time feedback was provided by the expert user.
In the next experiments, expert user feedback is provided every 10 episodes, that is τ = min{0, t− 10}.

Replicate This approach considers Ot = Oτ .

Linear assumption This approach considers the linear function f̂ going through θaτ ,τ , s.t. O(t) = argmaxa∈A f̂(θa,t).

Squared Euclidean This approach considers Ot = argmina∈A ‖θa,t − θaτ ,τ‖22.

Fig. 3 shows the averaged cumulative regret of empirical MVN TS for partial expert feedback addressed using these
approaches. Note the scale of Fig. 3e. We observe that the linear assumption technique performs the best when the true
preference function is also linear (Fig. 3b). In fact, it even improves the performance compared with the full feedback
setting. This is surprising given that the partial feedback setting uses only 10% of expert user feedback. This can be
explained by the fact that the assumed linear function goes through the last selected option. Consider that aτ = ? and
θaτ ,τ = µaτ . With f̂ going through ? (Fig. 4a), the smallest suboptimal gap would be of 0.08 for f̂ compared with 0.02 for
f , making actions easier to distinguish and thus allowing to cumulate less regret in the partial feedback setting. On the
other hand, assuming a linear preference function can lead to desastrous performance when the underlying preference
function is not linear (Fig. 3e). For example, the linear function going through ? in the ε-constraint preference setting
is not maximized by ? anymore (Fig. 4b vs Fig. 1c). This explains the convergence of TS toward a suboptimal action,
hence the linear regret. Finally, both the replicate and squared Euclidean techniques seem to perform well. Additionnal
experiments would be required to compare those in broader conditions.

5 Conclusion

In this work we introduce the user-guided multi-objective bandits formulation. Preliminary results show that TS per-
forms well on this problem, as expected under the assumption that user feedback acts as an argmax on the unknown
preference function. They also highlight the potential of empirical TS, for which theoretical guarantees would be rele-
vant. We also observe that partial expert feedback is good enough and can be dealt with using simple techniques. That

4Theoretical MVN TS therefore corresponds to a direct multi-objective extension of TS with Gaussian priors in one dimension [1].
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(b) Linear + Linear assumption
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(c) Linear + Squared Euclidean
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(d) ε-constraint + Replicate
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(e) ε-constraint + Linear assumption
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(f) ε-constraint + Squared Euclidean

Figure 3: Cumulative regret over episodes with empirical TS (Alg. 3) and partial expert feedback.
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(a) f̂(x) = 0.57x1 + 0.43x2
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(b) f̂(x) = 0.43x1 + 0.57x2

Figure 4: Optimal (white) and suboptimal (black) actions given the preference function f̂ .

is interesting given that a common issue with user-guided approaches is the risk of annoying the user with too many
requests. However, results also show the possible danger of putting wrong assumptions on the preference function. Fu-
ture work include the application of TS with MVN priors to a real-world multi-objective problem. A deeper evaluation
of approaches for partial user feedback settings would also be of interest.
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Abstract

We study the spatial sampling strategies employed by field scientists studying aeolian processes, which are geophysical
interactions between wind and terrain. As in geophysical field science in general, observations of aeolian processes are
made and data gathered by carrying instruments to various locations and then deciding when and where to record a
measurement. We focus on this decision-making process. Because sampling is physically laborious and time consuming,
scientists often develop sampling plans in advance of deployment, i.e., employ an offline decision-making process. How-
ever, because of the unpredictable nature of field conditions, sampling strategies generally have to be updated online. By
studying data from a large field deployment, we show that the offline strategies often consist of sampling along linear
segments of physical space, called transects. We proceed by studying the sampling pattern on individual transects. For
a given transect, we formulate model-based hypotheses that the scientists may be testing and derive sampling strate-
gies that result in optimal hypothesis tests. Different underlying models lead to qualitatively different optimal sampling
behavior. There is a clear mismatch between our first optimal sampling strategy and observed behavior, leading us to
conjecture about other, more sophisticated hypothesis tests that may be driving expert decision-making behavior.

Keywords: Spatial sampling, frames of reference, representation, scientific de-
cision making
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1 Introduction

Aeolian processes, which couple the geophysical interactions between wind and terrain, are driving forces behind the
production of atmospheric dust, erosion of soils, and the evolution of sand dunes in deserts [6]. These phenomena are
particularly important in agriculture and climate science. Many environmental factors are relevant (wind turbulence,
topography, vegetation, etc.), which leads to complex physics that are difficult to reproduce in the laboratory. Therefore,
studying aeolian processes necessitates field work where scientists make observations and take measurements. There
is growing reason to expect that advances in robotics [4] will soon yield a class of small legged machines capable of
carrying the instruments required for these purposes of aeolian science [8]. This has prompted us to explore the prospects
for developing formal models of the aeolian data collection enterprise such as might better enable human scientists to
usefully direct the activities of such robotic field assistants.

A deep understanding of aeolian processes in the field remains at a relatively early stage of development; scientists have
imprecise priors about what to expect when planning a field campaign. In this situation the ideal measurements would
cover an area of interest at a density that would allow observation of relevant spatial variation at any scale. In the absence
of infinite resources such fine-scale uniform spatial coverage of their area of interest is not practical [1]. Limited field time
and financial resources will determine coverage, so a key decision-making process at the heart of field work is deciding
how to allocate a limited sampling budget.

In this paper we consider sampling location data from an ongoing large-scale field campaign in Oceano, California [7].
The Oceano Dunes state park, located on the coast between Santa Barbara and San Luis Obispo, is open to the public for
riding all-terrain vehicles (ATVs), which produce atmospheric dust. The field campaign was sponsored by the local air
quality board in response to complaints about how ATV-generated dust was affecting local air quality. Scientists from
the Desert Research Institute (DRI) were commissioned to study the processes by which dust was being generated and
possible policies designed to mitigate the dust production [7, Appendix B].

The area of interest covered approximately 15 km2, and the initial August 2013 field campaign gathered 360 samples (969
samples total over the six field campaigns in the data set). If the scientists had aimed for uniform coverage on a grid
in August 2013 they would have resulted in an inter-sample distance of approximately 200 meters. However, this level
of resolution is insufficient for identifying the role of the geomorphology, as it permits less than one sample per dune,
whose spatial extent is on the order of 200-300 meters. Furthermore, difficulties in traversing the terrain mean that the
identical amount of field resources dedicated to a uniform sampling strategy would likely have achieved fewer than 360
samples with a corresponding further decrease in resolution. Therefore, the decision makers (DMs) decided to focus on
two types of individual transects, which they could sample at a higher spatial frequency. One type was oriented parallel
to the prevailing wind direction (120◦), and the other type was oriented parallel to the shore and thus also to the dune
structures (0◦). These two frames were not orthogonal due to the non-orthogonality of the two relevant orientations
defined by the two physical drivers: wind direction and shore topography.

2 Field data

Figure 1 shows sampling locations from the six field campaigns conducted as part of the DRI Oceano Dunes study
between 2013 and 2016. The data clearly show many linear patterns of sampling locations, which the field scientists
refer to as linear transects. Sampling resources were focused in transects which raises three questions: 1) why were these
orientations selected; 2) why were the transects located where they were; and 3) why was a regular sampling pattern
used on the transects? We conducted interviews with Vicken Etyemezian, one of the senior scientists in charge of the
study, to understand the decision-making process associated with these three questions. The results of the interviews are
as follows.

2.1 Orientation

The initial sampling study in August 2013 was designed to measure baseline information about the rates of dust produc-
tion in different areas in the park. The scientists hypothesized that there would be spatial gradients in the rates of dust
production as measured by the PI-SWERL device [2]. As aeolian processes are driven by the wind, they further hypothe-
sized that the spatial gradients would be strongly oriented along the prevailing wind direction. Therefore, the East-West
transects are oriented along the prevailing wind direction and sampled at an approximately uniform 100 meter spatial
resolution, selected as a compromise between achieving high spatial resolution and covering large amounts of terrain.
The North-South spacing (approximately 300 meters) of these transects reflects an attempt to gather coarse North-South
gradient information, while the transects oriented North-South are designed to more formally capture gradient informa-
tion along a linearly independent direction [1].
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2.2 Location

The choice of location for transects is influenced by many factors, including the availability of prior meteorological
measurements, land access rights, existence of vegetation, and the difficulty of traversing the physical terrain. The long
2013 transect just south of the center of the figure was designed to provide a baseline measurement of dust production
upwind of the reference point for the air quality district, while the other transects were designed to provide control
information in areas that were off-limits to ATV riding.

2.3 Within-transect sampling

Sampling along a given transect was done approximately every 100 meters by pre-programming GPS coordinates into a
handheld receiver and then attempting to take measurements at the closest-possible location. Sometimes, as can be seen
in the sampling locations at the northern edge of the park, the physical terrain made it difficult to take measurements in
the desired locations.

The spatial frequency of measurement was closely related to the spatial frequency (approximately 200-300 meters) of the
dune field; the resolution was chosen to ensure that there would be several measurements on each dune. In this way,
the scientists hoped to capture spatial gradients that were associated with the dune topography. During a given field
campaign, the sampling strategy was generally held fixed (i.e., the sampling locations were determined before going into
the field). Significant changes to the sampling strategy were only made between field campaigns.Oceano PI-SWERL data

301_Extract_Test_summaries_wit...
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2015_10

2014_09
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2015_09
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Oceano PI-SWERL data
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October 2015
September 2014
March 2016
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June 2015

N

Figure 1: Sampling locations from the six field campaigns associated with the DRI Oceano study, broken out by field
campaign date. Note the clear linear patterns of sampling locations that define transects. Many of the transects have
strong East-West orientations, designed to match the heading of the prevailing winds. Other transects are strongly
North-South, designed to capture gradient information along a direction “orthogonal” to the prevailing wind direction.
Data courtesy of Vicken Etyemezian, Desert Research Institute.

3 Hypothesis testing on a transect

In the previous section we showed that, in this study, the field scientists focused their sampling on linear transects aligned
with two reference frames defined by relevant physical processes. In this section, we consider the problem of deciding
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where to sample on a given transect. We postulate that the decision-making process is guided by the desire to perform
statistical hypothesis testing on the resulting data and investigate the spatial sampling patterns induced by maximizing
the statistical power of tests associated with two different underlying models of the observed data. By comparing the
induced to the observed sampling patterns, we can begin to probe the types of hypotheses the scientists are implicitly
making about the structure of their data.

We restrict ourselves to a given linear transect of length ` and consider the problem of deciding where to sample on
that interval. Let x ∈ [0, `] represent locations on the transect. We suppose that the scientist is taking measurements of
some quantity whose true value at location x is given by an unknown function f(x). Furthermore, we assume that the
measurement device produces observations

y = f(x) + ε, ε ∼ N (0, σ2) (1)

which are the true function value corrupted by zero-mean Gaussian noise with known variance σ2.

In interviews, Dr. Etyemezian emphasized that a major goal of the sampling project was to determine the extent to which
quantities thought to contribute to dust production varied with different environmental covariates, such as distance from
the ocean (i.e., along a wind-oriented transect) and policy choices, such as whether or not ATV riding was permitted
in a given area. This qualitative question can be cast quantitatively in terms of several different types of statistical
hypothesis tests, including change point detection and tests on the coefficients of linear and nonlinear regressions. The
data produced by the PI-SWERL device is quite noisy, likely because of high local variability in the quantity it is designed
to measure [1]. Therefore, we regard it as unrealistic that a field campaign would be designed to perform a change point
detection, as any true change point would be difficult to detect in the presence of measurement noise.

Having rejected a simple change point detection test, we consider hypothesis testing on the parameters of a regression
model. In the interest of parsimony, we restrict ourselves to linear regression models. As a first hypothesis, suppose that
the decision maker assumes that the unknown function f(x) is linear in x:

f(x) = mx+ b. (2)

When there are N measurements yi made at locations xi for i ∈ {1, . . . , N} fitting the function (2) is an ordinary least
squares (OLS) problem

y = Xβ

where β = [m, b]T and X = [x1, . . . , xN ; 1, . . . , 1]T is the N × 2 matrix of regressors. The qualitative question of whether
or not f varies with x then reduces to the quantitative question of whether or not the slope m is equal to zero.

3.1 Slope test

For the linear model (2), a natural question to ask is the following: is the slope m statistically different from zero? Such
a question can be answered by conducting a hypothesis test on the OLS coefficients. We adopt a frequentist statistical
framework and design a sampling strategy to maximize the statistical power of the frequentist hypothesis test on m, the
slope coefficient.

Assuming that the Gaussian noise ε is independent across observations i, the Gauss-Markov theorem [3] holds and the
estimated regression coefficients β̂ are themselves Gaussian distributed with mean β and variance σ2(XTX)−1:

β̂ ∼ N
(
β, σ2(XTX)−1

)
.

Maximizing the power of the hypothesis test is equivalent to minimizing the variance of the estimator β̂. The matrix
(XTX)−1 can be expressed as

(XTX)−1 =
1

n

1

x2 − x̄2

[
x2 −x̄
−x̄ 1

]
, (3)

where x̄ = 1
N

∑N
i=1 xi and x2 = 1

N

∑N
i=1 x

2
i . A bit of additional algebra then shows that the variance of β̂2, the estimator

of the slope coefficient m, is given by σ2
β2

= 1/
∑
i(xi− x̄)2, which is the inverse of the moment of inertia of the points xi.

The solution to the problem of maximizing the moment of inertia
∑
i(xi − x̄)2 on the interval [0, `] is simple: pick N/2

points at either end of the interval. Clearly, the uniform spatial sampling observed in the field is inconsistent with this
solution, so we reject the hypothesis that the scientists are performing a simple slope test and seek a more sophisticated
sampling criterion.

3.2 Fourier analysis

Having rejected the simple slope test we consider a more complex hypothesis test arising from linear regression. In
conversation, the scientists implied that they first wanted to eliminate the possibility that there was more complex spatial
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behavior before testing the hypothesis that a linear model fit had zero slope, as the dune topography suggests that there
may be some spatially-periodic variation in the measured variables. OLS tools can again be helpful here in the form of
Fourier analysis. This is equivalent to assuming the following model for f(x):

f(x) =
M∑

k=1

ak cos

(
2πkx

N

)
+

M∑

k=1

bk sin

(
2πkx

N

)
. (4)

Suppose that we have N uniformly-spaced samples at xi = iλ, i ∈ {0, 1, . . . , N − 1}, where λ = `/(N − 1) is the spatial
frequency. The well-known Nyquist sampling condition implies that we must have M < N/2, which provides an upper
bound on the spatial frequencies that can be captured with a given sampling strategy: effectively, with a sampling
frequency of λ, the highest spatial frequency that can be captured is λ/2.

Denote by yi, i ∈ {0, 1, . . . , N − 1} the N measurements of f(x) taken at xi = iλ, i ∈ {0, 1, . . . , N − 1}. Then the OLS
estimators for the amplitudes ak and bk are the discrete Fourier transform coefficients

âk =
2

N

N−1∑

i=0

yi cos

(
2πki

N

)
, b̂k =

2

N

N−1∑

i=0

yi sin

(
2πki

N

)

and the covariance matrix is C = 2σ2

N I2M , which permits hypothesis testing [5, Section 4.4].

The primary experimental design decision to be made in this context is the selection of the sampling spatial frequency
λ, which determines the highest spatial frequency detectable in the model. Thus, the choice of sub-dune-length-scale
spatial sampling is consistent with a desire to measure spatial processes on the order of the dune length scale. Further
careful investigation would be required to verify the extent to which the spatial sampling frequency is greater than twice
the dune length scale, as required by the Nyquist criterion.

4 Conclusion

We investigated the spatial sampling behavior exhibited by scientists conducting research in the field. Records of field
campaigns and personal interviews show that sampling tended to be performed along linear segments called transects
and that these transects were oriented to coincide with physical drivers of the processes under study, namely the pre-
vailing wind direction and the shoreline. We postulated that the pattern of sampling within a given transect could reveal
implicit assumptions that the scientists made about the spatial structure of the scientific phenomena.

We formulated statistical hypothesis tests that might be driving the sampling behavior and considered the spatial pattern
of sampling that would maximize the statistical power of the associated hypothesis test. There was a clear qualitative
difference between the observed sampling behavior and that associated with a simple slope test, so we rejected that
model and considered a Fourier series model. Maximizing the statistical power of a test associated with the coefficients
of the Fourier series results in a regular pattern of sampling that is qualitatively similar to the observed pattern. Ongoing
work will further investigate the degree to which the sampling behavior under the Fourier series model matches the
observed behavior. We will conduct interviews to discover if this quantitative representation is consistent with the
scientists’ implicit assumptions about spatial structure and introduce other candidate models as may be suggested by
the comparisons.
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Abstract

This paper highlights the significance of including memory structures in neural networks when the latter are used to
learn perception-action loops for autonomous robot navigation. Traditional navigation approaches rely on global maps
of the environment to overcome cul-de-sacs and plan feasible motions. Yet, maintaining an accurate global map may
be challenging in real-world settings. A possible way to mitigate this limitation is to use learning techniques that forgo
hand-engineered map representations and infer appropriate control responses directly from sensed information. An im-
portant but unexplored aspect of such approaches is the effect of memory on their performance. This work is a study
of memory structures for deep-neural-network-based robot navigation, and offers novel tools to train such networks
from supervision and quantify their ability to generalize to unseen scenarios. We analyze the separation and generaliza-
tion abilities of feedforward, long short-term memory, and differentiable neural computer networks by evaluating the
generalization ability of neural networks by estimating the Vapnik-Chervonenkis (VC) dimension of maximum-margin
hyperplanes trained in the feature space learned by the networks’ upstream layers. We validate that these VC-dimension
measures are good predictors of actual test performance. The reported method can be applied to deep learning problems
beyond robotics.

Keywords: deep learning in robotics, reactive and sensor-based planning,
neural network memory, generalization ability
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1 Introduction

Autonomous robot navigation in real-world settings involves planning and control with limited information in dynamic
and partially-known environments. Traditional approaches close perception-action feedback loops by maintaining a
global map representation of the environment and employing feedback motion planning algorithms (e.g., optimization-
based [1], search-based [2], or sampling-based [3]). While a global map allows navigation in environments with cul-de-
sacs and complex obstacle configurations, maintaining one can be challenging due to localization drift, noisy features,
environment changes and limited on-board computation [4, 5].

An alternative approach to global mapping and replanning is to determine a closed-loop policy that maps the history of
sensor positions and observations to the next action at each time step. The benefit of computing an action directly from
the observation history is that there is no need to maintain a map, and requires just one function evaluation as opposed to
a computationally-expensive search or optimization. Due to their representational power, neural-network-based learning
techniques have become increasingly of interest to the robotics community as a method to encode such perception-action
policies or value functions [6]. Furthermore, traditional methods for navigating in unknown environments can be used
to supervise the training process by providing action labels to the neural network.

Despite successes in several fields, current network architectures are not well-suited for long-term sequential tasks [7, 8],
because they are inherently reactive. Maintaining the complete observation history is not feasible, but the spatio-temporal
correlation present in observation data necessitates the use of memory structures that summarize observed features
(e.g., the map plays this role in traditional navigation approaches). However, the effect of memory on neural network
performance and generalization ability is not well-understood. Current methods for evaluating network structures are
based on empirical performance on a held-out test set. A limitation of this approach is that it is dependent on the test set
choice and is prone to over-fitting during the model-selection phase [9].

Our work makes three main contributions: (1) we investigate the relationship between memory, separability and gen-
eralization ability of neural-network perception-action policies in cul-de-sac environments; (2) we evaluate the gener-
alization ability of neural networks by estimating the Vapnik-Chervonenkis (VC) dimension [10] of maximum-margin
hyperplanes (support vector machines) trained in the feature space learned by the networks’ upstream layers; and (3) we
develop a new parallel training algorithm for supervised learning of perception-action policies in sequential prediction
problems.

2 Background

Consider a bounded connected setX representing the workspace of a robot. LetX obs andX goal, called the obstacle region
and the goal region, respectively, be subsets of X . Denote the obstacle-free portion of the workspace as X free := X\X obs.
The dynamics of the robot are specified by the Probability Density Function (PDF) pf (· | xt, ut) of the robot state xt+1 ∈ X
at time t+1 given the previous state xt ∈ X and control input ut ∈ U . We assume that the control input space U is a finite
discrete set.1 The robot perceives its environment through observations zt ∈ Z generated from a depth sensor (e.g., lidar,
depth camera), whose model is specified by the PDF ph(· | X obs, xt). The information available to the robot at time t to
compute the control input ut is it := (x0:t, z0:t, u0:t−1,X goal) ∈ I, consisting of current and previous observations z0:t,
current and previous states x0:t and previous control inputs u0:t−1.
Problem. Given an initial state x0 ∈ X free and a goal region X goal ⊂ X free, find a function µ : I → U , if one exists, such that
applying the control ut := µ(it) results in a sequence of states that satisfies {x0, x1, . . . , xT } ⊂ X free and xT ∈ X goal.

In this problem setting, the obstacle region X obs is a partially observable state. Instead of trying to estimate it using a
mapping approach, our goal is to learn a policy µ̂ that maps the sequence of sensor observations z0, z1, . . . directly to
control inputs for the robot. The partial observability requires an explicit consideration of memory in order to learn µ̂
successfully.

Figure 1: Left: Cul-de-sac. Right: Parallel Walls. The type of ob-
stacle is unknown until the robot reaches the end of the obstacle.

We consider a 2-D grid world in which X ⊂ R2 and U :=
{down, right, up, left}. To investigate the need for memory,
we consider U-shape cul-de-sac maps, illustrated in Fig. 1.
The traditional approach to this problem is simultaneous
mapping and planning. In contrast, we consider learning
a feasible policy by using the outputs of an A∗ path plan-
ner [11] for supervision. Let qt :=

(
xt, zt, ut−1,X goal

)
be the

information available at time t and decompose the informa-
tion state as it = q0:t. Our idea is to rely on a neural network to estimate a feasible control policy µ̂ that maps the current

1For instance, the control space U for a differential-drive robot in SE(2) can be a set of motion primitives, parameterized by linear
velocity, angular velocity and duration. For a quadrotor, U may be a set of short-range dynamically feasible motions.
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information qt to a control input ut, by computing a |U|-dimensional probability distribution over the possible controls
and returning the maximum likelihood control.

We consider three neural network architectures that use different structures to represent a hidden memory state ht in
order to remember past information q0:t−1. Deep feedforward (FF) networks, such as the multilayer perceptron [12, Ch.
6] and ConvNets, do not include a memory state ht, and we hypothesize that the lack of a memory state will be a problem
in the cul-de-sac environment because there exist two different states i(1)t =q

(1)
0:t and i(2)t =q

(2)
0:t (when the robot is entering

and exiting the cul-de-sac) such that µt(i
(1)
t )6=µt(i

(2)
t ) but q(1)t = q

(2)
t . The long-short term memory network (LSTM) [12,

Ch. 10] contains a memory cell that removes and adds information to the hidden state ht based on the previous state
ht−1 and the current input qt using the input, forget and update gates. The differentiable neural computer (DNC) [13]
uses a more explicit representation of memory ht in the form of a memory matrix, which may provide better memory
features to separate the action classes. An external memory architecture has been shown to improve performance in
natural language processing and other fields, but such an architecture has never been considered in robotics. We expect
that it would be very useful for navigation where long sequences of actions may have to be backtracked.

3 Asynchronous DAgger

Algorithm 1 Asynchronous DAgger (for each learner thread)

1: // Assume global shared parameter vector θ
2: Initialize global shared update counter J ← 0
3: Initialize thread update counter j ← 1
4: Initialize thread episode counter t← 1
5: Initialize thread dataset D ← ∅
6: Initialize thread network gradients dθ ← 0
7: repeat
8: repeat
9: Observe qt

10: Execute action ut sampled from current global
11: action policy µ̂J(qt, ht; θ)
12: Retrieve optimal action µ(it) from expert
13: and convert to standard basis vector eµ
14: Add (µ̂J(qt, ht), eµ) to D
15: j ← j + 1
16: until terminal it or j == jmax
17: for (µ̂J(qt, ht), eµ) ∈ D do
18: Accumulate gradients wrt θ: dθ←dθ +

dH(µ̂J ,eµ)

dθ
19: whereH(·, ·) is the cross-entropy loss
20: if terminal it or t == tmax then
21: Reset episode
22: t← 1
23: Perform asynchronous update of θ using dθ
24: Reset thread update counter j ← 1
25: Reset thread dataset D ← ∅
26: Reset thread network gradients dθ ← 0
27: J ← J + 1
28: until J > Jmax

This section describes how we optimize the parameters
θ of the networks representing the policy µ̂(qt, ht; θ). In
sequential prediction problems, a common concern is the
temporal dependence of the outputs ut on the previous
inputs q0:t. This correlation poses a problem in stochas-
tic gradient descent methods, as the gradient estimated
from the most recent steps may no longer be representa-
tive of the true gradient. Further, the difference between
the state distributions between the expert and the learner
is a common concern in sequential prediction problems.
A naive implementation of supervised learning will have
poor performance because the states and observations en-
countered by the expert will be different than those en-
countered by the policy [14].

Inspired by the Asynchronous Advantage Actor Critic
(A3C) algorithm [15], we develop an asynchronous vari-
ant of the DAgger algorithm [14] that breaks correlation
through asynchronous gradient updates estimated from
independent parallel learners. The pseudo-algorithm
1 describes the developed Asynchronous DAgger algo-
rithm. Each parallel learner executes actions in the simula-
tion, estimates a gradient calculated from its most recent
actions, and applies that gradient asynchronously to the
global neural network. Asynchronous DAgger encoun-
ters the state distribution of its current policy, as opposed
to a mixture of its current and previous policies. This al-
gorithm extends the exploitation of parallel asynchronous
learners to supervised sequential prediction problems.

4 Generalization Ability

We present a technique for determining the generalization ability of various neural network architectures based on the
maximum margin theory of generalization for support vector machines (SVM). The architecture of most deep neural
networks can be broken into two parts: a hierarchy of upstream layers followed by a single readout layer (perceptron)
[16]. A good neural network architecture contains upstream layers that effectively “separate” the various classes with a
large margin, which the last linear readout layer can then easily classify.

Consider a binary classification problem and let Ψ(qi, hi) = (ψ1(qi, hi), . . . , ψD(qi, hi)) be a vector in feature space of
dimension D, andw = (w1, . . . , wD) be the vector of weights determining a hyperplane in this space. We use i instead of
t to emphasize that all actions are aggregated into one data set, effectively ignoring the temporal nature of the sequential
prediction. The VC-dimension η of the maximal margin hyperplanes separating N vectors Ψ(q1, h1) . . .Ψ(qN , hN ) can
be estimated by ηest = R2|w0|2 , where R is the radius of the smallest sphere that contains Ψ(qi, hi) for all i and |w0|
is the norm of the optimal weights [10]. The norm of the weights is related to the optimal margin ∆ = 1

|w0| . Thus
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Model (radius) Measure Down Right Up Left

FF (37.2)

ηest 8,558.6 5,740.4 8,016.7 7,698.9
margin 0.40 0.49 0.42 0.42

nSV 340 432 438 335
Training Err. (%) 6.7 9.0 6.7 9.0

LSTM (4.63)

ηest 165.1 34.8 48.4 170.1
margin 0.36 0.79 0.67 0.36

nSV 39 24 30 38
Training Err. (%) 0.1 0.0 0.0 0.1

DNC LSTM (9.42)

ηest 450.3 659.4 1221.4 386.1
margin 0.44 0.37 0.27 0.48

nSV 33 28 38 26
Training Err. (%) 0.3 0.4 0.4 0.3

regularized
DNC LSTM
(0.94)

ηest 14.1 11.2 11.3 11.9
margin 0.25 0.28 0.28 0.27

nSV 34 17 19 33
Training Err. (%) 0.5 0.0 0.0 0.3

Table 1: VC dimension estimates: Radius is the radius of the
smallest L2 bounding sphere, ηest is the VC-dimension estimate,
nSV is the number of support vectors, and Training Err. is calcu-
lated using the linear SVM.

Model Map Type Success (%) Class. Acc (%) A∗ Ratio

FF Parallel Walls 75.5 65.1 1.041

Cul-de-sac 47.5 58.9 0.375

LSTM Parallel Walls 100.0 76.8 1.660

Cul-de-sac 100.0 84.1 0.891

DNC LSTM Parallel Walls 56.5 65.9 1.781

Cul-de-sac 54.5 69.7 0.892
regularized
DNC
LSTM

Parallel Walls 100.0 100.0 1.000

Cul-de-sac 100.0 99.9 0.994

Table 2: Empirical Test Results: The test maps were generated
with obstacle lengths of 20-120m and test for the network’s abil-
ities to extrapolate.

good generalizability (low VC-dimension) occurs when the margin ∆ is large with respect to R.2 Given a trained neural
network and an evaluation data set, our approach evaluates the generalization ability by training a linear SVM in the
space learned by the network’s upstream layers, and using the above technique to estimate it’s VC-dimension.

5 Results and Analysis

Our experiments have two purposes: (1) determine the effect of incorporating neural network memory architectures in
robot navigation; and (2) evaluate the predictive capacity of our VC dimension estimates on empirical test error. Our
environment is a grid-world involving cul-de-sac obstacles (see Fig. 1). The state xt := (xt, yt)

T is the 2D position of
the robot. The goal is denoted by xgt := (xgt , y

g
t )T . The robot can take four actions (down, right, up, left), and moves a

distance of 1 m at each step. The robot cannot turn in place, and starts oriented toward the goal. The robot is equipped
with a 360◦ field-of-view laser range finder consisting of NB = 144 laser beams with maximum range 5 m that reports
the distance to the closest obstacle along the beam.

We evaluate four network architectures: FF, LSTM, DNC LSTM, and regularized DNC LSTM. The inputs at each time
step are the 144-dimensional LIDAR reading zt, and the 1-dimensional position heading atan2(yt − ygt , xt − xgt ). The FF
and LSTM networks have 3 layers of sizes 128 (fully-connected), 128 (fully-connected), and 128 (fully-connected or LSTM
respectively). The DNC LSTM networks have an additional memory matrix and a fourth fully-connected layer of size
128. 3 The memory matrix is of size 128x32 and has 2 read heads and 1 write head. The regularized DNC LSTM has an
L2 regularization penalty of λ = 0.1 on the parameters that correspond to the external memory or LSTM layers. The last
upstream layer for all 4 models has dimension 128. We use Asynchronous DAgger (Alg. 1) to train the networks. During
the training phase, the obstacles had a width of 2m and length of maximum 20m, and were oriented in 0, 90, 180, and
270 ◦.

We compute three empirical measures of performance: (1) percentage of successful episodes; (2) percentage of correct
action classification; and (3) ratio of path lengths in successful episodes compared to A∗. We also evaluate generalization
ability using the method described in Section 4 following a one-vs-all binary classification framework strategy [10].

The LSTM, DNC LSTM and regularized DNC LSTM all achieve near-perfect training accuracy, but the FF does not, indi-
cating that memory is necessary to navigate cul-de-sacs. Our VC dimension estimates (see Table 1) rank the architectures
in the following order: (1) regularized DNC LSTM; (2) LSTM; (3) DNC LSTM; and (4) FF.

The test set was generated with obstacle lengths of up to 120m, or 6× the maximum training length. The test results
(Table 2) confirm the predictions made by our VC dimension estimates by ranking the architectures in the same order.
The regularized DNC LSTM is able to generalize almost perfectly. The LSTM is able to successfully complete all episodes,
but theA∗ ratio metric indicates that it is turning around before it reaches the end of the obstacle. The DNC LSTM exhibits

2We refer the reader to [10] and [17] for in-depth details and proofs. We refer the reader to [18] for details on solving for radius R.
3Incorporating this last fully-connected layer slightly differs from the original architecture [13], but makes the DNC a linear readout

network.
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similar behavior, but is only able to successfully complete∼55% of the episodes. These results demonstrate that the LSTM
and DNC LSTM have overfit the training set, with the LSTM generalizing slightly better.

This relative degree of overfitting is reasonable, since the DNC LSTM has strictly more “memory parameters” than the
LSTM. Overfitting is expected to occur as our networks are complex, yet the amount of memory to actually navigate
cul-de-sac environments is relatively low. Indeed, we only need 3 states that determine when the end of the obstacle has
been reached, whether the end is closed or open, and when the robot has exited the entrance of the obstacle. It is thus
not surprising that regularization greatly improves the quality of the learned network.

6 Conclusion

This paper considered the problem of learning closed-loop perception-action policies for autonomous robot navigation.
Unlike traditional feedback motion planning approaches that rely on accurate global maps, our approach can infer ap-
propriate actions directly from sensed information by using a neural network policy representation. We argued that
including memory in the network structure is fundamental for summarizing past information and achieving good per-
formance as measured by its ability to separate the correct action from other choices and to generalize to unseen environ-
ments. Our main contribution is a method for evaluating neural network generalization ability through estimating the
VC dimension of an SVM trained in the feature space learned by the networks’ upstream layers. Finally, we proposed
a new parallel training algorithm for supervised learning of closed-loop policies in sequential prediction problems. Our
analysis and results demonstrated the need for and superiority of including external memory when increasing the depth
of the cul-de-sacs present in the environment.
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Abstract
Policy analysts wish to visualize a range of policies for large simulator-defined Markov Decision Processes (MDPs). One visualization
approach is to invoke the simulator to generate on-policy trajectories and then visualize those trajectories. When the simulator
is expensive, this is not practical, and some method is required for generating trajectories for new policies without invoking the
simulator. The method of Model-Free Monte Carlo (MFMC) can do this by stitching together state transitions for a new policy based
on previously-sampled trajectories from other policies. This “off-policy Monte Carlo simulation” method works well when the state
space has low dimension but fails as the dimension grows. This paper describes a method for factoring out some of the state and
action variables so that MFMC can work in high-dimensional MDPs. The new method, MFMCi, is evaluated on a very challenging
wildfire management MDP whose state space varies over more than 13 million state variables. The dimensionality of forestry domains
makes MFMC unrealistic, but factorization reduces the stitching operation to 8 state features. The compact representation allows for
high-fidelity visualization of policies.

Keywords: Visualization, Markov Decision Processes, Model-Free Monte Carlo,
Surrogate Modeling, State Space Factorization
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1 Introduction

As reinforcement learning systems are increasingly deployed in the real-world, methods for justifying their ecological validity become
increasingly important. For example, consider the problem of wildfire management in which land managers must decide when and
where to fight fires on public lands. Our goal is to create an interactive visualization environment in which policy analysts can
define various fire management polices and evaluate them through comparative visualizations. The transition dynamics of our fire
management MDP are defined by a simulator that takes as input a detailed map of the landscape, an ignition location, a stream
of weather conditions, and a fire fighting decision (i.e., suppress the fire vs. allow it to burn), and produces as output the resulting
landscape map and associated variables (fire duration, area burned, timber value lost, fire fighting cost, etc.). The simulator also
models the year-to-year growth of the trees and accumulation of fuels. Unfortunately, this simulator is extremely expensive. It can
take up to 7 hours to simulate a single 100-year trajectory of fire ignitions and resulting landscapes. How can we support interactive
policy analysis when the simulator is so expensive?

Our approach is to develop a surrogate model that can substitute for the simulator. We start by designing a small set of “seed policies”
and invoking the slow simulator to generate several 100-year trajectories for each policy. This gives us a database of state transitions
of the form (st, at, rt, st+1), where st is the state at time t, at is the selected action, rt is the resulting reward, and st+1 is the resulting
state. Given a new policy π to visualize, we apply the method of Model-Free Monte Carlo (MFMC) developed by Fonteneau et al. to
simulate trajectories for π by stitching together state transitions according to a given distance metric ∆. Given a current state s and
desired action a = π(s), MFMC searches the database to find a tuple (s̃, ã, r, s′) that minimizes the distance ∆((s, a), (s̃, ã)). It then
uses s′ as the resulting state and r as the corresponding one-step reward. We call this operation “stitching” (s, a) to (s̃, ã). MFMC is
guaranteed to give reasonable simulated trajectories under assumptions about the smoothness of the transition dynamics and reward
function and provided that each matched tuple is removed from the database when it is used.

Fonteneau et al. (2010) apply MFMC to estimate the expected cumulative return of a new policy π by calling MFMC n times and
computing the average cumulative reward of the resulting trajectories. We will refer to this as the MFMC estimate V πMFMC(s0) of
V π(s0).

In high-dimensional spaces (i.e., where the states and actions are described by many features), MFMC breaks because of two related
problems. First, distances become less informative in high-dimensional spaces. Second, the required number of seed-policy trajecto-
ries grows exponentially in the dimensionality of the space. The main technical contribution of this paper is to introduce a modified
algorithm, MFMC with independencies (MFMCi), that reduces the dimensionality of the distance matching process by factoring out
certain exogenous state variables and removing the features describing the action. In many applications, this can very substantially
reduce the dimensionality of the matching process to the point that MFMC is again practical.

This paper is organized as follows. First, we introduce our method for factoring out exogenous variables. The method requires a
modification to the way that trajectories are generated from the seed policies. Second, we conduct an experimental evaluation of
MFMCi on our fire management problem. We show that MFMCi gives good performance for three different classes of policies and
that for a fixed database size, it gives much more accurate visualizations.

2 Factoring State to Improve MFMC

(a) The standard MDP transition.

(b) MDP transition with exogenous (w)
and Markovian variables (x).

Figure 1: MDP probabilistic graphical models.

We work with the standard finite horizon undiscounted MDP (Bellman 1957; Puter-
man 1994), denoted by the tupleM = 〈S,A, P,R, s0, h〉. S is a finite set of states
of the world; A is a finite set of possible actions that can be taken in each state;
P : S × A × S 7→ [0, 1] is the conditional probability of entering state s′ when
action a is executed in state s; R(s, a) is the finite reward received after performing
action a in state s; s0 is the starting state; and π : S 7→ A is the policy function that
selects which action a ∈ A to execute in state s ∈ S. We additionally define D as
the state transition database.

In this paper, we focus on two queries about a given MDP. First, given a policy π,
we wish to estimate the expected cumulative reward of executing that policy start-
ing in state s0: V π(s0) = E[

∑h
t=0R(st, π(st))|s0, π]. Second, we are interested in

visualizing the distribution of the states visited at time t: P (st|s0, π). In particular,
let v1, . . . , vm be functions that compute interesting properties of a state. For exam-
ple, in our fire domain, v1(s) might compute the total area of old growth Douglas
fir and v2(s) might compute the total volume of harvestable wood. Visualizing the
distribution of these properties over time gives policy makers insight into how the
system will evolve when it is controlled by policy π.

We now describe how we can factor the state variables of an MDP in order to reduce
the dimensionality of the MFMC stitching computation. State variables can be di-
vided into Markovian and Time-Independent random variables. A time-independent
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random variable xt is exchangeable over time t and does not depend on any other random variable (including its own previous values).
A (first-order) Markovian random variable xt+1 depends on its value xt at the previous time step. In particular, the state variable st+1

depends on st and the chosen action at. Variables can also be classified as endogenous and exogenous. The variable xt is exogenous
if its distribution is independent of at′ and st′ \ {x′t} for all t′ ≤ t. Non-exogenous variables are endogenous. The key insight of
this paper is that if a variable is time-independent and exogenous, then it can be removed from the MFMC stitching calculation as
follows.

Let us factor the MDP state s into two vectors of random variables:w, which contains the time-independent, exogenous state variables
and x, which contains all of the other state variables (see Figure 1). In our wildfire suppression domain, the state of the trees from
one time step to another is Markovian, but our policy decisions also depend on exogenous weather events such as rain, wind, and
lightning.

We can formalize this factorization as follows.

Definition 2.1. A Factored Exogenous MDP is an MDP such that the state (x,w) and next state (x′, w′) are related according to

Pr(x′, w′|x,w, a) = Pr(w′)Pr(x′|x,w, a). (1)

This factorization allows us to avoid computing similarity in the complete state space s. Instead we only need to compute the similarity
of the Markov state x. Without the factorization, MFMC stitches (s, a) to the (s̃, ã) in the databaseD that minimizes a distance metric
∆, where ∆ has the form ∆((s, a), (s̃, ã)) 7→ R+. Our new algorithm, MFMCi, makes its stitching decisions using only the Markov
state. It stitches the current state x by finding the tuple (x̃, w̃, a, r, x′) that minimizes the lower-dimensional distance metric ∆i(x, x̃).
MFMCi then adopts (x̃, w̃) as the current state, computes the policy action ã = π(x̃, w̃), and then makes a transition to x′ with reward
r. The rationale for replacing x by x̃ is the same as in MFMC, namely that it is the nearest state from the database D. The rationale
for replacing w by w̃ is that both w and w̃ are exchangeable draws from the exogenous time-independent distribution P (w), so they
can be swapped without changing the distribution of simulated paths.

There is one subtlety that can introduce bias into the simulated trajectories. What happens when the action ã = π(x̃, w̃) is not equal
to the action a in the database tuple (x̃, w̃, a, r, x′, w′)? One approach would be to require that a = ã and keep rejecting candidate
tuples until we find one that satisfies this constraint. We call this method, “Biased MFMCi”, because doing this introduces a bias.
Consider again the graphical model in Figure 1. When we use the value of a to decide whether to accept w̃, this couples w̃ and x̃ so
that they are no longer independent.

Figure 2: Top: A fan chart generated by Monte Carlo
simulations from the expensive simulator. Bottom: A
fan chart generated from the MFMC surrogate model.
The x axis is the time step and the y axis is the value
of the state variable at each time step. Each change in
color shows a quantile boundary for a set of trajectories
generated under policy π. Middle: Error measure is the
distance between the median of the Monte Carlo simula-
tions (left) and the median of the MFMC/MFMCi surro-
gate simulations (right). The error is normalized across
fan charts according toHv(π), which is the Monte Carlo
fan chart height for policy π and variable v.

An alternative to Biased MFMCi is to change how we generate the
database D to ensure that for every state (x̃, w̃), there is always a tuple
(x̃, w̃, a, r, x′, w′) for every possible action a. To do this, as we execute
a trajectory following policy π, we simulate the result state (x′, w′) and
reward r for each possible action a and not just the action a = π(x,w)
dictated by the policy. We call this method “Debiased MFMCi”. This re-
quires drawing more samples during database construction, but it restores
the independence of w̃ from x̃.

Fonteneau et al. (2013; 2014; 2010) derived bias and variance bounds on
the MFMC value estimate V πMFMC(s0). We prove improved bounds for
debiased MFMCi in McGregor et al. (2017a).

3 Experimental Evaluation

In our experiments we test whether we can generate accurate trajectory
visualizations for a wildfire, timber, vegetation, and weather simulator of
Houtman et al. The aim of the wildfire management simulator is to help
US Forest Service land managers decide whether they suppress a wildfire
on National Forest lands. Each 100-year trajectory takes up to 7 hours to
simulate.

The landscape is comprised of approximately one million pixels, each with
13 state variables. When a fire is ignited by lightning, the policy must
choose between two actions: Suppress (fight the fire) and Let Burn (do
nothing). Hence, |A| = 2.

The simulator spreads wildfires with the FARSITE fire model (Finney
1998) according to the surrounding pixel variables (X) and the hourly
weather. MFMCi can treat the weather variables and the ignition location
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as exogenous variables because the decision to fight (or not fight) a fire has no influence on weather or ignition locations. Further,
changes in the Markov state do not influence the weather or the spatial probability of lightening strikes.

After computing the extent of the wildfire on the landscape, the simulator applies a cached version of the Forest Vegetation Simulator
(Dixon 2002) to update the vegetation of the individual pixels. Finally, a harvest scheduler selects pixels to harvest for timber value.

We constructed three policy classes that map fires to fire suppression decisions. We label these policies INTENSITY, FUEL, and
LOCATION. The INTENSITY policy suppresses fires based on the weather conditions at the time of the ignition and the number of
days remaining in the fire season. The FUEL policy suppresses fires when the landscape accumulates sufficient high-fuel pixels. The
LOCATION policy suppresses fires starting on the top half of the landscape, and allows fires on the bottom half of the landscape to
burn (which mimics the situation that arises when houses and other buildings occupy part of the landscape). We selected these policy
classes because they are functions of different components of the Markov and exogenous state.

(a) Visual fidelity errors for a weather intensity policy class.
Fires are suppressed based on a combination of the weather
and how much time is left in the fire season.

(b) Visual fidelity errors for a ignition location policy class.
Fires are always suppressed if they start on the top half of
the landscape, otherwise they are always allowed to burn.

(c) Visual fidelity errors for a fuel accumulation policy
class. Fires are always suppressed if the landscape is at least
30 percent in high fuels, otherwise the fire is allowed to
burn.

Figure 3: Policy classes for the wildfire domain under a va-
riety of distance metrics and sampling procedures.

We seed the database with one trajectory for each of 360 policies whose
parameters are sampled according to a grid over the INTENSITY pol-
icy space. We evaluate MFMCi by generating 30 trajectories for each
policy from the ground truth simulator.

For our distance metric ∆i, we use a weighted Euclidean distance com-
puted over the mean/variance standardized values of 7 landscape fea-
tures. An additional feature, the time step (Year), is added to the dis-
tance metric with a very large weight to ensure that MFMCi will only
stitch from one state to another if the time steps match.

To visualize the trajectories, we employ the visualization tool MDPVIS
(McGregor et al. 2015). The key visualization in MDPVIS is the fan
chart, which depicts various quantiles of the set of trajectories as a
function of time (see Figure 2). To evaluate the quality of the fan charts
generated using surrogate trajectories, we define visual fidelity error in
terms of the difference in vertical position between the true median
as sampled with Monte Carlo trajectories and its position under the
surrogate. Specifically, we define error(v, t) as the offset between the
Monte Carlo location of the median and its MFMCi-modeled location
for state variable v in time step t. We normalize the error by the height
of the fan chart for the rendered policy (Hv(π)). The weighted error

is thus
∑
v∈S

h∑
t=0

error(v,t)
Hv(π)

. This error is measured for 20 variables related

to the counts of burned pixels, fire suppression expenses, timber loss,
timber harvest, and landscape ecology.

3.1 Experimental Results

We evaluated the visual fidelity under three settings: (a) debiased
MFMCi (exogenous variables excluded from the distance metric ∆i;
debiasing tuples included in the database D), (b) MFMC (exogenous
variables included in ∆), and (c) biased MFMCi (exogenous variables
excluded from ∆i and the extra debiasing tuples removed fromD). We
also compare against two baselines that explore the upper and lower
bounds of the visual error. First, we show that the lower bound on vi-
sual error is not zero. Although each policy has true quantile values at
every time step, estimating these quantiles with 30 trajectories is in-
herently noisy. We estimate the achievable visual fidelity by bootstrap
resampling the 30 ground truth trajectories and report the average vi-
sual fidelity error. Second, we check whether the error introduced by
stitching is worse than visualizing a set of random database trajecto-
ries. Thus the bootstrap resample forms a lower bound on the error, and
comparison to the random trajectories detects stitching failure. Figure
3 plots “learning curves” that plot the visualization error as a function
of the size of the database D. The ideal learning curve should show a
rapid decrease in visual fidelity error as |D| grows.
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4 Discussion

For each policy class, we chose one target policy from that class and measured how well the behavior of that policy could be
simulated by our MFMC variants. Recall that the database of transitions was generated using a range of INTENSITY policies. When
we apply the MFMC variants to generate trajectories for an INTENSITY policy, all methods (including random trajectory sampling)
produce an accurate representation of the median for MDPVIS. When the database trajectories do not match the target policy, MFMCi
outperforms MFMC. For some policies, the debiased database outperforms the biased databases, but the difference decreases with
additional database samples. Next we explore these findings in more depth.

INTENSITY Policy. Figure 3a shows the results of simulating an INTENSITY policy that suppresses all late-season moderate intensity
fires (∼60 percent of fires). There are many trajectories in the database that agree with the target policy on the majority of fires. Thus,
to simulate the target policy it is sufficient to find a policy with a high level of agreement and then sample the entire trajectory. This is
exactly what MFMC, MFMCi, and Biased MFMCi do. All of them stitch to a good matching trajectory and then follow it, so they all
give accurate visualizations as indicated by the low error rate in Figure 3a. Unsurprisingly, we can approximate INTENSITY policies
from a very small database D built from other INTENSITY policies.

LOCATION Policy. Figure 3b plots the visual fidelity error when simulating a LOCATION policy from the database of INTENSITY
policy trajectories. When D is small, the error is very high. MFMC is unable to reduce this error as D grows, because its distance
metric does not find matching fire conditions for similar landscapes. In contrast, because the MFMCi methods are matching on the
smaller Markov state variables, they are able to find good matching trajectories. The debiased version of MFMCi outperforms the
biased version for the smaller database sizes. In the biased version the matching operation repeatedly stitches over long distances to
find a database trajectory with a matching action. Debiased MFMCi avoids this mistake. This explains why debiased MFMCi rapidly
decreases the error while biased MFMCi takes a bit longer but then catches up at roughly |D| =40,000.

FUEL Policy. The FUEL policy shows a best case scenario for the biased database. Within 7 time steps, fuel accumulation causes the
policy action to switch from let-burn-all to suppress-all. Since all of the trajectories in the database have a consistent probability of
suppressing fires throughout all 100 years, the ideal algorithm will select a trajectory that allows all wildfires to burn for 7 years (to
reduce fuel accumulation), then stitch to the most similar trajectory in year 8 that will suppress all fires. The biased database will
perform this “policy switching” by jumping between trajectories until the current trajectory always suppresses the fire.

In summary, our experiments show that MFMCi is able to generalize across policy classes and that it requires only a small number
of database trajectories to accurately reproduce the median of each state variable at each future time step. In general, it appears to be
better to create a debiased database than a biased database having the same number of tuples.

Our results allow our forestry stakeholders to interactively explore a range of policies within a visual analytic system. We further
show how these results support interactive policy optimization for user-specified policy functions in McGregor et al. (2017b).
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Abstract
A softmax operator applied to a set of values acts somewhat like the maximization function and somewhat like an average. In
sequential decision making, softmax is often used in settings where it is necessary to maximize utility but also to hedge against
problems that arise from putting all of one’s weight behind a single maximum utility decision. The Boltzmann softmax operator
is the most commonly used softmax operator in this setting, but we show that this operator is prone to misbehavior. In this work,
we study and evaluate an alternative softmax operator that, among other properties, is both a non-expansion (ensuring convergent
behavior in learning and planning) and differentiable (making it possible to improve decisions via gradient descent methods).
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Figure 1: A simple MDP with two states, two actions, and γ = 0.98 . The use of SARSA with Boltzmann softmax policy is not
sound in this simple domain.

1 Introduction

There is a fundamental tension in decision making between choosing the action that has highest expected utility and avoiding
“starving” the other actions. The issue arises in the context of the exploration–exploitation dilemma (Thrun, 1992), non-stationary
decision problems (Sutton, 1990), and when interpreting observed decisions (Baker et al., 2007).

In on-policy reinforcement learning, a typical approach to addressing this tension is the use of softmax operators for value-function
optimization, and softmax policies for action selection. Examples include on-policy value-function-based methods such as SARSA
(Rummery & Niranjan, 1994) or expected SARSA (Sutton & Barto, 1998; Van Seijen et al., 2009), and policy-search methods such
as REINFORCE (Williams, 1992).

An ideal softmax operator is a parameterized set of operators that:

1. has parameter settings that allow it to approximate maximization arbitrarily accurately to perform reward-seeking behavior
2. is a non-expansion for all parameter settings ensuring convergence to a unique fixed point;
3. is differentiable to make it possible to improve via gradient descent; and
4. puts non-zero weights on non-maximizing actions to avoid the starvation of these actions.

Specifically, the Boltzmann softmax operator boltzβ(X) =
∑n
i=1 xi e

βxi
∑n
i=1 e

βxi
, is not a non-expansion. It is, therefore, prone to misbehavior

as will be shown in the next section.

In the following section, we provide a simple example illustrating why the non-expansion property is important, especially in the
context of planning and on-policy learning. We then present a new softmax operator that is similar to the Boltzmann operator yet is
a non-expansion. We prove several critical properties of this new operator and then present empirical results.

2 Boltzmann Misbehaves

We first show that boltzβ can lead to problematic behavior. To this end, we ran SARSA with Boltzmann softmax policy on the MDP
shown on Figure 1(a). The use of Boltzmann softmax policy in SARSA results in an unstable action-value estimation, as shown
in Figure 1(b). As shown in Figure 1(c), there are two distinct fixed points for β ∈ [16.55, 16.78]. The behavior of SARSA with
Boltzmann softmax policy, therefore, results from the algorithm stochastically bouncing back and forth between the two fixed points.

SARSA is known to converge in the tabular setting using ε-greedy exploration (Littman & Szepesvári, 1996), under decreasing
exploration (Singh et al., 2000), and to a region in the function-approximation setting (Gordon, 2001). There are also variants of the
SARSA update rule that converge more generally (Perkins & Precup, 2002; Baird & Moore, 1999; Van Seijen et al., 2009). However,
this example is the first, to our knowledge, to show that SARSA fails to converge in the tabular setting with Boltzmann softmax.

3 Mellowmax Operator

We advocate for an alternative softmax operator defined as follows:

mmω(X) =
log( 1

n

∑n
i=1 e

ωxi)

ω
,

which can be viewed as a particular instantiation of the quasi-arithmetic mean (Beliakov et al., 2016). It can also be derived from
information theoretical principles as a way of regularizing policies toward the uniform distribution with a cost function defined by
KL divergence (Todorov, 2006; Fox et al., 2015).
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We can show that mmω(X), which we refer to as mellowmax, has all four of the desired properties. We prove that mmω is a
non-expansion (Property 2), and therefore, SARSA under mmω is guaranteed to converge to a unique fixed point. The proofs for
other properties are left to the reader.

Let X = x1, . . . , xn and Y = y1, . . . , yn be two vectors of values. Let ∆i = xi − yi for i ∈ {1, . . . , n} be the difference of the
ith components of the two vectors. Also, let i∗ be the index with the maximum component-wise difference, i∗ = argmaxi ∆i. For
simplicity, we assume that i∗ is unique. Also, without loss of generality, we assume that xi∗ − yi∗ ≥ 0. It follows that:∣∣mmω(X)−mmω(Y)

∣∣

=
∣∣ log(

1

n

n∑

i=1

eωxi)/ω − log(
1

n

n∑

i=1

eωyi)/ω
∣∣

=
∣∣ log

∑n
i=1 e

ω
(
yi+∆i

)
∑n
i=1 e

ωyi
/ω
∣∣

≤
∣∣ log

∑n
i=1 e

ω
(
yi+∆i∗

)
∑n
i=1 e

ωyi
/ω
∣∣

=
∣∣ log

eω∆i∗
∑n
i=1 e

ωyi

∑n
i=1 e

ωyi
/ω
∣∣

=
∣∣ log(eω∆i∗ )/ω

∣∣ =
∣∣∆i∗

∣∣ = max
i

∣∣xi − yi
∣∣ ,

allowing us to conclude that mellowmax is a non-expansion.

4 Maximum Entropy Mellowmax Policy

As described, mmω computes a value for a list of numbers. However, it is often useful to actually provide a probability distribution
over the actions such that (1) a non-zero probability mass is assigned to each action, and (2) the resulting expected value equals the
computed value. We address this as a maximum entropy problem (Cover & Thomas, 2006; Peters et al., 2010). We formally define
the maximum entropy mellowmax policy of a state s as:

πmm(s) = argmin
π

∑

a∈A
π(a|s) log

(
π(a|s)

)
(1)

subject to
{ ∑a∈A π(a|s)Q̂(s, a) = mmω(Q̂(s, .))
π(a|s) ≥ 0∑
a∈A π(a|s) = 1 .

Note that this optimization problem is convex and can be solved reliably using any numerical convex optimization library.

Another way of looking for the solution is to use the method of Lagrange multipliers. The solution in this case, which we refer to as
maximum entropy mellowmax policy, has the form:

πmm(a|s) =
eβQ̂(s,a)

∑
a∈A e

βQ̂(s,a)
∀a ∈ A ,

where β is the solution to the following:

∑

a∈A
e
β

((
Q̂(s,a)−mmω

(
Q̂(s,.)

))(
Q̂(s, a)−mmω

(
Q̂(s, .)

))
= 0

The solution can be found easily using any root-finding algorithm. It is also simple to show that a unique root always exists.

This policy has the same form as Boltzmann softmax, but with a parameter β whose value depends indirectly on ω. This mathematical
form arose not from the structure of mmω , but from maximizing the entropy. One way to view the use of the mellowmax operator,
then, is as a form of Boltzmann softmax policy with a parameter chosen adaptively to ensure that the non-expansion property holds.

5 Experiments On MDPs

5.1 Random MDPs

The example in Figure 1 was created carefully by hand. It is interesting to know whether such examples are likely to be encountered
naturally. To this end, we constructed 200 MDPs as follows: We sampled |S| from {2, 3, ..., 10} and |A| from {2, 3, 4, 5} uniformly at
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Figure 2: A simple MDP with two states, two actions, and γ = 0.98 . The use of SARSA with Boltzmann softmax policy is not
sound in this simple domain.

random. We initialized the transition probabilities by sampling uniformly from [0, .01]. We then added to each entry, with probability
0.5, Gaussian noise with mean 1 and variance 0.1. We next added, with probability 0.1, Gaussian noise with mean 100 and variance
1. Finally, we normalized the raw values to ensure that we get a transition matrix. We did a similar process for rewards, with the
difference that we divided each entry by the maximum entry and multiplied by 0.5 to ensure that Rmax = 0.5.

We measured the failure rate of GVI under boltzβ and mmω by stopping GVI when it did not terminate in 1000 iterations. We
also computed the average number of iterations needed before termination. A summary of results is presented in the table below.
Mellowmax outperforms Boltzmann based on the three measures provided in the table.

MDPs, no
terminate

MDPs, > 1
fixed points

average
iterations

boltzβ 8 of 200 3 of 200 231.65
mmω 0 0 201.32

5.2 Multi-passenger Taxi Domain

We evaluated SARSA on the multi-passenger taxi domain introduced by Dearden et al. (1998). One challenging aspect of this
domain is that it admits many locally optimal policies. Note also that Boltzmann softmax performs remarkably well on this domain,
outperforming sophisticated Bayesian reinforcement-learning algorithms (Dearden et al., 1998). As shown in Figure 2, Maximum
entropy mellowmax policy is no worse than Boltzmann softmax, here, suggesting that the greater stability does not come at the
expense of less effective exploration.

6 Related Work

Softmax operators play an important role in sequential decision-making algorithms. In model-free reinforcement learning, they
can help strike a balance between exploration (mean) and exploitation (max). Decision rules based on epsilon-greedy and
Boltzmann softmax, while very simple, often perform surprisingly well in practice, even outperforming more advanced exploration
techniques (Kuleshov & Precup, 2014) that require significant approximation for complex domains. When learning “on policy”,
exploration can (Rummery & Niranjan, 1994) and perhaps should (John, 1994) become part of the value-estimation process itself.

Analyses of the behavior of human subjects in choice experiments very frequently use softmax as it forms an important part of
the most accurate predictor of human decisions in normal-form games (Wright & Leyton-Brown, 2010), quantal level-k reasoning
(QLk). Softmax-based fixed points play a crucial role in this work. As such, mellowmax could potentially make a good replacement
resulting in better behaved solutions.

7 Conclusion and Future Work

We proposed the mellowmax operator as an alternative to the Boltzmann softmax operator. We showed that mellowmax is a
non-expansion, unlike Boltzmann, and that it works favorably in practice. Arguably, mellowmax could be used in place of Boltzmann
throughout reinforcement-learning research.

A future direction is to analyze the fixed point of planning, reinforcement-learning, and game-playing algorithms when using
Boltzmann and mellowmax operators. An interesting analysis could be one that bounds the suboptimality of fixed points found
by value iteration.

8 Acknowledgments

The authors gratefully acknowledge the assistance of George Konidaris.

3

Paper M71 130



References
Baird, Leemon and Moore, Andrew W. Gradient descent for general reinforcement learning. In Advances in Neural Information

Processing Systems, pp. 968–974, 1999.
Baker, Chris L, Tenenbaum, Joshua B, and Saxe, Rebecca R. Goal inference as inverse planning. In Proceedings of the 29th Annual

Meeting of the Cognitive Science Society, 2007.
Beliakov, Gleb, Sola, Humberto Bustince, and Sánchez, Tomasa Calvo. A Practical Guide to Averaging Functions. Springer, 2016.
Cover, T.M. and Thomas, J.A. Elements of Information Theory. John Wiley and Sons, 2006.
Dearden, Richard, Friedman, Nir, and Russell, Stuart. Bayesian Q-learning. In Fifteenth National Conference on Artificial

Intelligence (AAAI), pp. 761–768, 1998.
Fox, Roy, Pakman, Ari, and Tishby, Naftali. Taming the noise in reinforcement learning via soft updates. arXiv preprint

arXiv:1512.08562, 2015.
Gordon, Geoffrey J. Reinforcement learning with function approximation converges to a region, 2001. Unpublished.
John, George H. When the best move isn’t optimal: Q-learning with exploration. In Proceedings of the Twelfth National Conference

on Artificial Intelligence, pp. 1464, Seattle, WA, 1994.
Kuleshov, Volodymyr and Precup, Doina. Algorithms for multi-armed bandit problems. arXiv preprint arXiv:1402.6028, 2014.
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Abstract

Serial stay-or-search decisions are ubiquitous across many domains, including decisions regarding employment, rela-
tionships, and foraging for resources or information. Studies of animal foraging, in which animals decide to harvest
depleting rewards contained within a patch or to leave the patch in search of a new, full one, have revealed a consistent
bias towards overharvesting, or staying in patches longer than is predicted by optimal foraging theory (the Marginal
Value Theorem; MVT) [1]. Yet, the cognitive biases that lead to overharvesting are poorly understood. We attempt to
determine the cognitive biases that underlie overharvesting in rats. We characterized rat foraging behavior in response
to two basic manipulations in patch foraging tasks: travel time between reward sources and depletion rate of the source;
and to two novel manipulations to the foraging environment: proportional changes to the size of rewards and length
of delays, and placement of delays (pre- vs. post-reward). In response to the basic manipulations, rats qualitatively
followed predictions of MVT, but stayed in patches longer than is predicted. In the latter two manipulations, rats devi-
ated from predictions of MVT, exhibiting changes in behavior not predicted by MVT. We formally tested whether four
separate cognitive biases – subjective costs, decreasing marginal utility for reward, discounting of future reward, and
ignoring post-reward delays – could explain overharvesting in the former two manipulations and deviations from MVT
in the latter two. All the biases tested explained overharvesting behavior in the former contexts, but only one bias – in
which rats ignore post-reward delays – also explained deviations from MVT in the latter contexts. Our results reveal that
multiple cognitive biases may contribute to overharvesting, but inaccurate estimation of post-reward delays provided
the best explanation across all contexts.

Keywords: foraging; subjective utility; delay discounting
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1 Introduction

Serial stay-or-search decisions, ones in which an agent must decide to stick with a current resource or to leave it behind to
search for something new, are encountered in many domains, including decisions regarding employment, relationships,
and animal foraging. In animal foraging, specifically patch foraging, animals repeatedly decide to harvest a depleting
reward within a patch, or to search for a new, likely richer one, which comes at the cost of time and/or effort spent
travelling to the new patch. The optimal solution in patch foraging problems is given by the Marginal Value Theorem
(MVT) [1]: leave when the local reward rate within a patch depletes below the global average reward rate for the envi-
ronment. MVT makes two main predictions: i) in patches that contain more reward than average, stay longer to exploit
such reward, and ii) when the cost of searching for a new patch is greater (e.g. the time or effort required to travel to a
new patch is greater), stay longer in all patches. Many animals qualitatively follow predictions of MVT [2]. However, in
most tests, animals tend to overharvest, or stay in patches longer than is predicted by MVT [2–5].

Hypotheses to explain overharvesting include common biases in intertemporal choice, such as i) subjective costs, like an
aversion to leaving the patch [6, 7]; ii) decreasing marginal utility, in which large rewards available in a new patch are
not viewed as proportionally larger than the smaller, depleted rewards available in the current patch [3]; iii) discounting
future rewards, in which the value of large rewards available in a new patch are discounted by virtue of being available
later, above and beyond the time it takes to travel to the new patch [3, 6, 8]; and iv) ignoring post-reward delays, which
causes overestimation of reward rate within the patch due to inaccurate estimation of the time taken to obtain reward
[6, 8–11]. Although overharvesting is widely observed, there have been few direct investigations into the underlying
mechanisms. We characterize rat foraging behavior in response to multiple manipulations in an operant chamber based
patch foraging task, and formally test these hypotheses to rat foraging behavior.

2 Foraging Task

8 adult Long-Evans rats were used. On a series of trials performed in a standard operant chamber, rats decided to
harvest sugar-water reward from a depleting patch by pressing a lever at the front of the chamber, or to travel to a new
full, patch by nosepoking at the back of the chamber. To cue the beginning of a trial, lights above the lever and within
the nosepoke illuminated, indicating that the rat could decide to harvest reward from the current patch (lever press) or
to travel to a new patch (nosepoke). The time from start of the trial to the decision was recorded as decision time (DT).
If the rat pressed the lever to harvest from the activated patch, a cue light turned on in the reward magazine next to the
lever following a short handling time delay (HT, 0.5 s), and liquid sucrose was delivered when the rats head entered the
magazine. An intertrial interval (ITI) began as soon as the rat entered the reward magazine. To control the reward rate
within the patch, the length of the ITI was adjusted based on the DT of the current trial, such that the length of all lever
press trials was equivalent. If the rat nosepoked to leave the patch, the lever retracted for a delay period, simulating the
travel time, after which, the lever on the opposite side of the front of the chamber extended, representing a new patch
from which the rat could harvest.

We performed four manipulations to the foraging environment in four separate experiments. In each experiment, rats
were tested on two conditions in a block design, counterbalanced. In the first experiment, within each condition, rats
encountered three different patch types, which started with varying amount of reward (60, 90, or 120 microliters (µL)),
each depleting at the same rate (8 µL per trial). Between conditions, rats were tested on either a 10 s or 30 s travel time
delay. In the next three experiments, rats encountered a single patch type within each condition. Second, rats were tested
on two different depletion rates (8 or 16 µL per harvest). Next, rats were tested on two environments with equivalent
reward rates, but one environment provided larger rewards with longer delays (starting volume = 90/180 µL, depletion
rate = 8/16 µL, time of trial = 10/20 s; referred to as the scale experiment). Last, rats were tested in two environments in
which the time for each trial and reward rates were equivalent across conditions, but in one condition rats experienced a
longer handling time delay but shorter ITI (HT = 0.5/3.5s with ITI = 10/7 s; referred to as the delay experiment). T-test
and ANOVA were used to compare rat behavior between conditions.

Table 1: Description of timing variables

Abbrev. Variable Description

DT Decision time Latency from start of trial to lever press or nosepoke
HT Handling time Latency from lever press to reward
ITI Intertrial interval Delay from reward to start of next trial
τ Travel time Time from nosepoke to start of next trial, in new patch
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3 Models of Foraging Behavior

All models were constructed as Markov Decision Processes. States were represented as trials within patches. A decision
to stay in the patch (i.e. harvest from the patch) provided reward for staying in state s, rstay,s, and caused transition to
state s + 1. A decision to leave the patch resulted in travel time delay, τ , followed by the first reward in the next patch,
rleave, and associated ITI following the reward, ITIleave. Three of the models were based on MVT: one incorporating a
constant subjective cost (subjective cost), one that accounted for diminishing marginal returns for larger rewards (sub-
jective utility), and one ignoring post-reward delays. A fourth model — a delay discounting model — was not based on
MVT.

For each of the MVT models, the value of staying in state s, Vstay,s, was the local reward rate within the patch,

Tstay,s = DTstay,s +HT + ITIstay,s

Vstay,s =
rstay,s
Tstay,s

and the value of leaving the patch in state s, Vleave,s, was the global reward rate across patches,

Tleave = DTleave + τ + ITIleave

Rs = pstay,s · rstay,s + pleave,s · rleave
Ts = pstay,s · Tstay,s + pleave,s · Tleave

Vleave =

∑
s ps ·Rs∑
s ps · Ts

where Rs and Ts were the average reward and average time for state s, pstay,s was the probability of choosing to stay in
state s, and ps was the probability of being in state s. Optimal behavior was to leave the patch when Vleave >= Vstay,s
(i.e. when the global average reward rate is greater than the local reward rate in the patch). To model rats behavior,
patch leaving distributions were assumed to be normally distributed with respect to Vleave − Vstay,s, with mean = 0 (i.e.
Vleave = Vstay,s) and variance σ, a free parameter.

To account for subjective costs, a constant, c, representing an aversion to leaving the patch, was added to the model,
such that the patch leaving distribution was normally distributed with respect to Vleave − Vstay,s − c. This subjective cost
reduced the reward rate threshold to leave patches.

For the subjective utility model, the utility for taking action a in state s increased monotonically but sublinear to the size
of the reward according to a power utility function, dependent on a free parameter, η: ua,s = rηa,s. Vstay,s and Vleave were
calculated in terms of utility rather than reward. Under this hypothesis, larger rewards available in a new patch are not
valued as proportionally larger to the smaller rewards available in the current patch, resulting in a reduced estimate of
the global average reward rate, reducing the reward rate threshold to leave patches.

For the ignoring post-reward delays model, delays that occur after receiving reward, but before a decision was made on
the next trial (e.g. ITI after reward and DT prior to making next decision), Tpost, were treated differently than time delays
that occurred between the decision and receiving a reward (e.g. HT between lever press and reward, or travel time delay
between nosepoke and first reward in the next patch). We tested multiple functions for how post-reward delays might
have been treated, all in which the perceived time increased monotonically but sublinear to actual time, including a linear
function with slope < 1, a power function, and an exponential function. The exponential function provided the best fit

across all experiments, and was used for further testing: Tpost =
1− e−α(DTa,s+ITIa,s)

α
. Vstay,s and Vleave were calculated

using Tpost in place of DT and ITI. By ignoring, or underestimating, the time between receiving reward and making the
next decision to stay vs. leave, the local reward rate is overestimated. Consequently, it will take longer for the reward
rate in the patch to deplete to global average reward rate.

The delay discounting model was simlar to MVT, in that it optimizes future rewards, but with less weight to rewards
tahat occur further into the future:

d(t, k) = 1/(1 + kt)

Vstay,s = d(HT, k)

[
rstay,s + d(ITIstay,s, k)

∑

s′

p(s′|stay, s)
∑

s′

pa,s′Va,s′

]

Vleave = d(τ, k)

[
rleave + d(ITIleave, k)

∑

s′

p(s′|leave)
∑

s′

pa,s′Va,s′

]

where d(t, k) was a hyperbolic discount function of time t, with a free parameter, k. p(s|a, s) was the conditional probabil-
ity of being in future state s given action awas taken in state s, pa,s was the probability of taking action a in future state s,
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and Va,s was the value of taking action a in future state s. As the discount parameter, k, approached zero (no discounting
of future reward), this model converged to MVT; that is, it sought to maximize all future reward. As k increased, future
rewards were discounted, such that i) the value of large rewards in a new patch are discounted above and beyond the
travel time between patches, and ii) the model sought to maximize reward into the future, but over shorter periods of
time. Since rewards obtained immediately are valued greater than those that come following longer delays (e.g. the
travel time), the value for staying in the patch will be greater relative to the value of leaving the patch.

For all models, one set of parameters was fit to each animal per experiment, to maximize the likelihood of the data from
both conditions in that experiment.

4 Behavioral Results

In the travel time experiment, longer travel time between patches reduced the global average reward rate, thus MVT
predicted that rats should stay longer in all patches when travel time is longer. Consistent with this prediction, rats
stayed for more trials in all patches when travel time was longer (F (1, 7) = 71.4, p < .001; Figure 1A). Also as predicted
by MVT, rats stayed longer in patches that started with larger reward volume (F (2, 14) = 3145, p < .001). However, rats
overharvested, staying in all patches longer than is predicted by MVT.

With quicker reward depletion, the local reward rate depleted to the global average reward rate quicker, so MVT pre-
dicted earlier patch leaving. Rats left patches earlier when they depleted more quickly (t(7) = 15.835, p < .001; Figure
1B), but again, rats overharvested, staying in patches longer than is predicted by MVT.

In the scale experiment (larger rewards and longer delays), the trial-by-trial local reward rate and the global average
reward rate were equivalent across conditions, and MVT predicted no change in behavior. However, rats stayed in
patches longer in the environment that offered larger rewards with longer delays (t(7) = 10.039, p < .001; Figure 1C).

Lastly, in the delay experiment, the total time for each trial was equivalent across conditions, so MVT did not predict
any change in behavior. Yet, rats left patches earlier in the environment with a longer pre-reward delay and shorter
post-reward delay (t(7) = 7.453, p < .001; Figure 1D).

1

4

7

10

13

0.06 0.09 0.12
patch starting volume

h
a

rv
e

s
ts

 p
e

r 
p

a
tc

h

travel time

optimal-10s

optimal-30s

rat-10s

rat-30s

A. Travel Time

1

3

5

7

9

deplete-8 deplete-16

h
a

rv
e

s
ts

 p
e

r 
p

a
tc

h

B. Depletion Rate

1

3

5

7

9

11

single double

h
a

rv
e

s
ts

 p
e

r 
p

a
tc

h

C. Scale

1

3

5

7

9

HT-0 HT-3

h
a

rv
e

s
ts

 p
e

r 
p

a
tc

h

D. Pre- vs. Post-Reward Delay

Figure 1: Behavior in the foraging task. Rat behavior is indicated in black points and lines, MVT optimal behavior in red.
A) Points and error bars are mean± standard error. B-D) Each point and line represents behavior from an individual rat.

5 Model Results

Predictions of the best fitting models for each experiment are presented in Figure 2. The subjective cost model produced a
predicted number of harvests per patch similar to that exhibited by rats in the travel time and depletion rate experiments.
As this model only allows for a constant change in the reward rate threshold to leave patches, it is unlikely to account for
behavior in which rats select a different threshold between conditions, as was the case in the scale and delay experiments.
In both of these experiments, the subjective cost model failed to explain the change in behavior across conditions.

Similarly, the subjective utility model explained overharvesting in the travel time and depletion rate experiments. For
the scale experiment, nonlinear perception of reward provided the possibility that this model could predict greater over-
harvesting in environments with larger rewards, despite equivalent reward rates. However, this model failed to explain
later patch leaving in the scale experiment. As this model is indifferent to the placement of delays, it also failed to explain
earlier patch leaving due to the introduction of a pre-reward delay.

The delay discounting model also accurately predicted overharvesting in the travel time and depletion rate experiments.
In the scale experiment, longer delays resulted in greater discounting of the larger rewards, and this model predicted later
patch leaving when given larger rewards with longer delays. In the delay experiment, qualitatively, the value of reward
within the patch could be reduced by the introduction of a pre-reward delay, thus predicting earlier patch leaving in this
condition. However, quantitatively, this model did not predict earlier patch leaving due to a short pre-reward delay.
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Lastly, as did the other three models, the ignore post-reward delays model accurately predicted overharvesting in the
travel time and depletion rate experiments. Furthermore, in the scale experiment, longer post-reward delays resulted
in greater overestimation of reward rate in the condition which provided larger rewards, and the model accurately
predicted rats woudl spend more time in patches in this condition. In the delay experiment, the condition with a longer
pre-reward delay also had a shorter post-reward delay. The shorter post-reward delay resulted in less overestimation
of reward rate, and the model predicted earlier patch leaving. This model explained rat foraging behavior in all four
experiments.
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Subjective Cost Subjective Utility Delay Discounting Post-Reward Delay

Figure 2: Model predictions for each of the four models for each experiment. For each model, data from the travel time
experiment is in top left panel, depletion rate in top right, scale of reward and delay in bottom left, and pre- vs. post-
reward delay in bottom right. Black points and errorbars represent mean ± standard error. Colored lines indicate model
predictions; the thickness of the line indicates standard error of model predictions.

6 Conclusions

Rats, like other animals, qualitatively followed basic predictions of MVT: stay longer in patches with longer travel time,
and leave patches earlier when they deplete quicker. However, rats deviated from MVT in specific cases: rats were
sensitive to the scale of reward and delay, and they were sensitive to the placement of delays. We found that all four
cognitive biases tested – subjective costs, diminishing marginal utility, discounting of future rewards, and ignoring post-
reward delays – explained overharvesting in general, but only one bias, ignoring post-reward delays, could explain
both overharvesting as well as deviations from MVT in all contexts tested. These results suggest that foraging behavior
may be the result of multiple cognitive biases, but that inaccurate estimation of post-reward delays provided the best
explanation across all contexts tested.
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Abstract

We study the online estimation of the optimal policy of a Markov decision process (MDP). We propose a class of Stochas-
tic Primal-Dual (SPD) methods which exploit the inherent minimax duality of Bellman equations. The SPD methods
update a few coordinates of the value and policy estimates as a new state transition is observed. These methods use
O|S||A| space and has low computational complexity per iteration. We first consider a basic version of SPD that uses
Euclidean projection for both the primal and dual updates. We show that it find an ε-optimal policy regardless of the
initial state, with high probability, using O

(
|S|4|A|2σ2

(1−γ)6ε2
)

iterations/samples for the infinite-horizon discounted-reward

MDP and O
(
|S|4|A|2H6σ2

ε2

)
iterations/samples for the finite-horizon MDP. We then propose an accelerated version of

SDP that uses relative entropy projection in the dual udate. We show that the improved SPD method achieves the
sample/running-time complexity O

(
|S|3|A| log(|S||A|)σ2

(1−γ)4ε2
)

for the general discounted-reward MDPs. For MDPs that are

“sufficiently” ergodic, the improved SPD has sample/running-time complexity O
(
|S||A| log(|S||A|)σ2

(1−γ)2ε2
)
.

Keywords: Markov decision process, stochastic algorithm, duality, sample
complexity
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1 Introduction

Markov decision process (MDP) is one of the most basic model of dynamic programming, stochastic control and Markov
decision processes (MDPs); see the textbook references (Bertsekas, 2007; Bertsekas and Tsitsiklis, 1995; Sutton and Barto,
1998; Puterman, 2014). Given a controllable Markov chain and the distribution of state-to-state transition reward, the
aim is to find the optimal action to perform at each state in order to maximize the expected overall reward. MDP and its
numerous variants are widely applied in engineering systems, artificial intelligence, e-commerce and finance.

We study both the infinite-horizon discounted-reward MDP and the finite-horizon MDP. In both cases, we focus on MDP
problems with a finite state space S and a finite action space A. Suppose that we are given a simulation oracle that
generates random state-to-state transitions and transitional rewards when an initial state and actions are specified. The
algorithmic goal is to estimate the optimal policy of the unknown MDP based on empirical state transitions, without any
prior knowledge or restrictive assumption about the underlying process.

We focus on the model-free learning setting where both transition probabilities and transitional rewards are unknown.
By “model-free” we mean the desired algorithm does not explicitly estimate the transition probabilities of the MDP. We
are interested in model-free learning algorithm whose space complexity is sublinear to the size of the MDP model. This is a critical
difference between our proposed method with the upper-confidence reinforcement learning methods, which keep an
estimate for each possible transition.

In the literature of approximate dynamic programming and reinforcement learning, many methods have been devel-
oped; recent examples including (Ortner and Auer, 2007; Dann and Brunskill, 2015; Lattimore et al., 2013; Lattimore and
Hutter, 2012; Wang and Chen, 2016). Although researchers have made significant progress in the past decade, it remains
unclear whether there is an approach that achieves both theoretical optimality as well as practical scalability (in space
and running time). This is an active area of research.

In this abstract, we present a novel approach which is motivated by the linear programming formulation of the non-
linear Bellman equation, which is based on two recent manuscripts (Chen and Wang, 2016; Wang, 2017). We formulate
the Bellman equation into a stochastic saddle point problem, where the optimal primal and dual solutions correspond
to the optimal value and policy functions, respectively. We propose a class of Stochastic Primal-Dual algorithms (SPD)
for the discounted MDP and the finite-horizon MDP. Each iteration of the algorithms updates the primal and dual solu-
tions simultaneously using noisy partial derivatives of the Lagrangian function. In contrast to existing literatures where
the learned policy is often inferred from the estimated action-value functions (Azar et al., 2011, 2012), the SPD methods
estimate the optimal policy directly. The SPD methods are stochastic analogs of the primal-dual iteration for linear pro-
gramming. They are crafted to take advantages of structures of the Bellman equation, and they also involve alternative
projections onto specially constructed sets. The SPD methods are very easy to implement and exhibit favorable space
complexity. To analyze its sample complexity, we adopt the notion of “Probably Approximately Correct” (PAC), which
means to achieve an ε-optimal policy with high probability using sample size polynomial with respect to the problem
parameters.

2 Stochastic Primal-Dual Methods

In this section, we present the class of stochastic primal-dual reinforcement learning methods. We will focus on the case
of discounted Markov decision processes. The case of finite-horizon MDPs bear the same spirit and is omitted for brevity.

2.1 Preliminaries on MDP

We consider a discounted MDP described by a tupleM = (S,A,P, r, γ), where S is a finite state space,A is a finite action
space, γ ∈ (0, 1) is a discount factor. If action a is selected while the system is in state i, the system transitions to state j
with probability Pa(i, j) and incurs a random reward r̂ija ∈ [0, 1] with expectation rija.

Let π : S 7→ A be a policy that maps a state i ∈ S to an action π(i) ∈ A. Consider the Markov chain under policy π. We
denote its transition probability matrix by Pπ and denote its transitional reward vector by rπ , i.e.,

Pπ(i, j) = Pπ(i)(i, j), rπ(i) =
∑

j∈S
Pπ(i)(i, j)rijπ(i), i, j ∈ S.

The objective is to find an optimal policy π∗ : S 7→ A such that the infinite-horizon discounted reward is maximized,
regardless of the initial state:

max
π:S7→A

Eπ

[ ∞∑

k=0

γkr̂ikik+1π(ik)

]
,
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where γ ∈ (0, 1) is a discount factor, (i0, i1, . . .) are state transitions generated by the Markov chain under policy π, and
the expectation is taken over the entire process. We assume throughout that there exists a unique optimal policy π∗ to the
MDP tupleM = (S,A, P, r, γ). In other words, there exists one optimal action for each state.

We review the standard definitions of value functions.

Definition 1 The value vector vπ ∈ <|S| of a fixed policy π is defined as

vπ(i) = Eπ

[ ∞∑

k=0

γkr̂ikik+1π(ik)

∣∣∣ i0 = i

]
, i ∈ S.

Definition 2 The optimal value vector v∗ ∈ <|S| is defined as

v∗(i) = max
π:S7→A

Eπ

[ ∞∑

k=0

γkr̂ikik+1π(ik)

∣∣∣ i0 = i

]
= Eπ

∗

[ ∞∑

k=0

γkr̂ikik+1π∗(ik)

∣∣∣ i0 = i

]
, i ∈ S.

For the sample complexity analysis of the proposed algorithm, we need a notion of sub-optimality of policies. We give
its definition as below.

Definition 3 We say that a policy π is ε-optimal if

max
i∼p0

E|vπ(i)− v∗(i)| ≤ ε,

where p0 is the initial distribution. We have also another notion of sub-optimality.

Definition 4 We say that a policy π is absolute-ε-optimal if

max
i
|vπ − v∗(i)| ≤ ε,

If a policy is absolute-ε-optimal, it achieves ε-optimal reward regardless of the initial state distribution. We note that the
absolute-ε-optimality is one of the strongest notions of sub-optimality for policies.

2.2 Linear Duality of The Bellman equation

According to the theory of dynamic programming (Bertsekas, 2007), a vector v∗ is the optimal value function to the MDP
if and only if it satisfies the following |S| × |S| system of equations, known as the Bellman equation, given by

v∗(i) = max
a∈A

{
γ
∑

j∈S
Pa(i, j)v∗(j) +

∑

j∈S
Pa(i, j)rija

}
, i ∈ S, (1)

When γ ∈ (0, 1), the Bellman equation has a unique fixed point solution v∗, and it equals to the optimal value function
of the MDP. Moreover, a policy π∗ is an optimal policy for the MDP if and only of it attains the minimization in the
Bellman equation. Note that this is a nonlinear system of fixed point equations. Interestingly, the Bellman equation (1)
is equivalent to the following |S| × (|S||A|) linear programming (LP) problem (see Puterman (2014) Section 6.9. and the
paper by de Farias and Van Roy (2003)):

minimize ξT v
subject to (I− γPa) v − ra ≥ 0, a ∈ A, (2)

where ξ is an arbitrary vector with positive entries, Pa ∈ <|S|×|S| is matrix whose (i, j)-th entry equals to Pa(i, j), I is the
identity matrix with dimension |S| × |S| and ra ∈ <|S| is the expected state transition reward under action a given by
ra(i) =

∑
j∈S Pa(i, j)rija, i ∈ S.

We rewrite the LP program (2) into an equivalent minimax problem, given by

min
v∈<|S|

max
λ≥0

L(v, λ) = ξT v +
∑

a∈A
λTa ((γPa − I)v + ra) . (3)

The primal variable v is of dimension |S|, and the dual variable

λ = (λa)a∈A = (λa,i)a∈A,i∈S

2

Paper M82 139



is of dimension |S| · |A|. Each subvector λa ∈ <|S| is the vector multiplier corresponding to constraint inequalities
(I− γPa) v − ra ≥ 0. Each entry λa,i > 0 is the scalar multiplier associated with the ith row of (I− γPa) v − ra ≥ 0.

In order to develop an efficient algorithm, we modify the saddle point problem as follows

min
v∈<|S|

max
λ∈<|S×A|

{
L(v, λ) = ξT v +

∑

a∈A
λTa ((γPa − I)v + ra)

}
,

subject to v ∈ V, λ ∈ U ,
(4)

where V and U are compact sets that are crafted to take advantages of properties of the Bellman equation. We can show
that v∗ and λ∗ belong to V and U . As a result, the modified saddle point problem (4) is equivalent to the original problem
(3). We can also show that the optimal solution λ∗ to the dual problem (4) corresponds to the optimal policy π∗ of the
MDP. So we only need to find the optimal dual variables to recover the optimal policy.

2.3 The Primal-Dual Algorithm

We are interested in developing algorithms that can find the optimal policies. In particular, we focus on the model-free
learning setting, which is summarized as below.

Model-Free Learning Setting of MDP

(i) The state space S, the action spaces A, the reward upperbound σ, and the discount factor γ (or the horizon H) are known.

(ii) The transition probabilities P and reward functions r are unknown.

(iii) There is a Sampling Oracle (SO) that takes input (i, a) and generates a new state j with probabilities Pa(i, j) and a random
reward r̂ija ∈ [0, σ] with expectation rija.

(iv) The space of the algorithm is sublinear to the space of storing the whole transition probabilities.

We provide a high-level outline of the new algorithms as follows. Details of the algorithms can be found in (Chen and
Wang, 2016; Wang, 2017).

Algorithm 1 Stochastic Primal-Dual Algorithm for Discounted MDP
Input: Sampling Oracle SO, n = |S|, m = |A|, γ ∈ (0, 1), σ ∈ (0,∞)
for k = 1, 2, . . . , T do

Query SO for one state-to-state transition and sample reward.
Formulate the stochastic gradient (g̃v, g̃λ) of the saddle point problem (4) at (v(k−1), λ(k−1))
Update the iterates by

v(k) = argminx∈V
{
< η(k)v g̃v, x > +Φv(x, v

(k−1)
}

λ(k) = argminy∈U
{
< η

(k)
λ g̃λ, y > +Φλ(y, λ(k−1)

}

end for

In Algorithm 1, η(k)v is the stepsize of the v-update at k-th iteration and η(k)λ is the stepsize of the λ-update. The functions
Φv and Φλ are the two Bregman divergence functions with regard to v and λ respectively. We take Φv to be the squared
Euclidean distance and we consider two choices for Φλ: the squared Euclidean distance and some modified Kullback
leiber divergence function (the latter turns out to work better). The algorithm updates the value and policies estimates
by processing one sample state-transition at a time. The algorithm keeps track of the dual variable λ (policy estimate)
and primal variable v (value estimate), which utilizes |A| × |S|+ |S| = O(|A| × |S|) space. In comparison, the dimension
of the discounted MDP is |A|2 × |S|. Thus the space complexity of Algorithm 1 is sublinear with respect to the model
size.

3 Main Results

Let us summarize the main contributions and theoretical results of (Chen and Wang, 2016; Wang, 2017):
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1. We study the basic linear algebra of MDPs. We show that the optimal value and optimal policy are dual to each
other, and they are the solutions to a stochastic saddle point problem. The value-policy duality implies convenient
algebraic structure that may facilitate efficient learning and dimension reduction.

2. We develop a class of stochastic primal-dual (SPD) methods which maintain a value estimate and a policy es-
timate and update their coordinates while processing state-transition data incrementally. The SPD methods
exhibit superior space and computational scalability. They require O(|S| × |A|) space for discounted MDP and
O(|S|×|A|×H) space for finite-horizon MDP. The space complexity of SPD is sublinear with respect to the input
size of the MDP model. For discounted MDP, each iteration updates two coordinates of the value estimate and
a single coordinate of the policy estimate. For finite-horizon MDP, each iteration updates 2H coordinates of the
value estimate and H coordinates of the policy estimate.

3. For discounted MDP, the basic version of SPD (with Φv,Φλ being squared Euclidean distance) yields an absolute-
ε-optimal policy with probability at least 1− δ using the following sample size/iteration number

O
( |S||A|

(1− γ)4ε2
ln

(
1

δ

))
,

where γ ∈ (0, 1) is the discount factor, |S| and |A| are the sizes of the state space and the action space, σ is
a uniform upperbound of state-transition rewards. We obtain the sample complexity results by analyzing the
duality gap sequence and applying the Bernstein inequality to a specially constructed martingale.

4. For finite-horizon MDP, the basic SPD algorithm yields an absolute-ε-optimal policy with probability at least
1− δ using the following sample size/iteration number

O
( |S||A|H4

ε2
ln

(
1

δ

))
,

where H is the total number of periods. The key aspect of the finite-horizon algorithm is to adapt the learning
rate/stepsize for updates on different periods. In particular, the algorithm has to update the policies associated
with the earlier periods more aggressively than update those associated with the later periods.

5. We have also proposed an improved version of SPD that takes Φv to be some modified Kullback Leiber diver-
gence. For discounted MDP, the improved SPD algorithm yields an ε-optimal policy with probability at least 2/3
using the following sample size/iteration number

O
( |S|3|A| log(|S||A|)

(1− γ)4ε2

)
,

where γ ∈ (0, 1) is the discount factor, |S| and |A| are the sizes of the state space and the action space. When the
Markov decision process is “sufficiently ergodic” for all policies, we show that the complexity of SPD improves
to

O
( |S||A| log(|S||A|)

(1− γ)2ε2

)
.

The SPD is a model-free method and applies to a wide class of dynamic programming problems. Within the scope of this
paper, the sample transitions are drawn from a static distribution. We conjecture that the sample complexity results can
be improved by allowing exploitation, i.e., adaptive sampling of actions. The results of this paper suggest that the linear
duality of MDP bears convenient structures yet to be fully exploited. We believe that this line of analysis might motivate
better methods in the future.
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Abstract

When deciding what to do, humans and animals employ (at least) two different decision systems: oftentimes, we rely on
habits, fixed stimulus-response associations, which have been shaped by past rewards, are computationally cheap, and
enable fast responses (”model-free” decision making). But we can also—effortfully—make decisions using planning,
mental simulation of different courses of actions and their outcomes, and selection of the one course that leads to the
desired goal (”model-based” decision making).

Previous research in humans has shown that it is possible to experimentally reduce model-based decision making rel-
ative to model-free decision making, for example by inducing stress (Otto et al., 2013). In the current study, we in-
vestigated whether it is also possible to increase model-based decision making. To do this, we implemented a cognitive
intervention, which engaged participants in forward-planning and mental simulation (model-based condition), habitual,
reward-based processes (model-free condition), or unrelated processes (active control). We assessed decision strategies
using the 2-step task (Daw et al., 2011), and fitted a hybrid model-free/model-based reinforcement learning model to es-
timate participants’ relative weight on each process. In accordance with our pre-registered predictions, we found that the
model-based intervention increased the relative weight of model-based versus model-free decision strategies, whereas
the model-free intervention had no effect.

These results could have important practical benefits not only for vulnerable populations with known difficulties in de-
cision making, but also for healthy persons who fall back to model-free habit under stress or time pressure, with negative
consequences. Nevertheless, more research is needed to investigate the unexpected effect of the control intervention on
decision making.

Keywords: Reinforcement Learning Model-based Model-free Decision Mak-
ing
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1 Introduction

Humans make many decisions habitually: for example, we effortlessly navigate the route we take every day, following
a fixed sequence of actions, and using landmarks to trigger subsequent actions. But humans also make decisions in a
goal-directed way. For example, when we plan how to reach a new destination, we flexibly combine individual pieces
into a new route, using a cognitive map or model of our environment. These two different modes of decision making,
habitual and goal-directed, have long been differentiated in psychology, and form the basis of two different schools
of thought, namely Behaviorism (e.g., Skinner, 1977) and cognitivism (e.g., Tolman, 1948). A parallel differentiation
between decision making strategies exists in reinforcement learning, a branch of machine learning. Here, the distinction
is between model-based (MB; similar to goal-directed) and model-free (MF; similar to habitual) agents. MB agents use a
model of the environment to simulate possible actions and outcomes, and then determine which actions are expected to
lead to the best outcomes. In contrast, MF agents determine the value of actions by accumulating the past reward history
of these actions.

Ever more often, reinforcement learning algorithms are applied in psychological research. This has led to the discovery
that activity in the brain’s dopaminergic ”reward system” (Wise and Rompre, 1989) coincides with the occurrence of
reward prediction errors as specified in MF reinforcement learning (Schultz, Dayan, and Montague, 1997). MB learning,
on the other hand, has been shown to rely on a distinct brain network including frontal cortex and dorsal striatum
(Dolan and Dayan, 2013). Human learning and decision making relies on both MB and MF processes (Daw, Gershman,
Seymour, Dayan, and Dolan, 2011), and a key question is how we arbitrate between the two. Previous studies have
shown that cognitively demanding MB decision making is less prevalent when time or cognitive resources are sparse,
for example during stress (Schwabe and Wolf, 2011) or multi-tasking (Otto, Gershman, Markman, and Daw, 2013). On
the other hand, no situations have yet been identified that increase MB decision making. The only study that has shown
an increase was a pharmacological manipulation of dopamine levels (Wunderlich, Smittenaar, and Dolan, 2012).

In the current study, we therefore sought to investigate whether a cognitive intervention could increase MB decision mak-
ing. Cognitive strategies are influenced by prior cognitive activities (Jaeggi, Buschkuehl, Jonides, and Shah, 2011; Mu-
raven and Baumeister, 2000). Thus, we predicted that we could affect MB decision processes by training participants on
tasks involving forward-planning and mental simulation, whereas training on tasks involving habitual, reward-driven
behavior should affect the MF process. Here, we test this prediction in a behavioral study. The study was pre-registered
on the Open Science Framework prior to data collection (osf.io/nw9vz).

2 Methods and Results

2.1 Study Design and Description of the Tasks

116 participants took part in the two-session experiment. In session 1, all participants first performed the 2-step deci-
sion making task (Daw et al., 2011, see description below; Figure 1B), then received one of three training interventions
designed at testing our hypothesis, then were tested on the 2-step task again (run 2). Participants came back for a third
assessment of the 2-step task 2 days later (run 3; Figure 1A).

Participants were randomly assigned to one of three interventions: model-based (MB), model-free (MF), or control. We
chose tasks that were well established in the literature for engaging cognitive and neural processes corresponding to each
mode of decision making (MB and MF), or for not engaging MB or MF processes (control). For training, MB participants
engaged in two tasks that were closely related to MB decision making: a planning-intensive version of the Tower of
London task (Beauchamp, Dagher, Aston, and Doyon, 2003), and a rule-based category learning task (Maddox and
Ashby, 2004). Both tasks engage model-based planning or cognitive control, and rely on the brain network required for
MB decision making (Dolan and Dayan, 2013). MF participants engaged in tasks targeted at MF processes: a habitual
reward-based task (Tricomi and Lempert, 2015) and an information-integration category learning task (Maddox and
Ashby, 2004). Both tasks engage long-term information integration and habitual behaviors, and rely on brain regions
underlying MF decisions (Dolan and Dayan, 2013). Finally, the control tasks (number comparison task: Piazza, 2010;
orientation discrimination task: Sasaki, Nanez, and Watanabe, 2010) were unrelated to MB or MF decision making.

Participants’ decision strategies were assessed using the 2-step task (Daw et al., 2011; see Figure 1B). On each trial, this
task involves two sequential binary decisions, which are potentially followed by a reward. The first decision determines
with high probability what the second set of choices will be; however, in rare transition cases, the opposite set of choices
is offered instead. This task is designed so that MB and MF strategies are distinguishable. A MF agent learns the values
of a state-one action a1 by accumulating the rewards obtained in trials in which a1 was selected; future choices of a1
are therefore mainly driven by past reward, independently of whether the trial included a common or rare transition
between s1 and s2. A MB agent, on the other hand, selects a1 based on its knowledge of the task structure, taking into
account the transition probabilities between state s1 and s2 when reasoning which action a1 to take. Future actions a1
therefore depend on both past rewards and transition probabilities. Specifically, MB agents tend to repeat a1 upon reward
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Figure 1: Experimental procedure (A) and 2-step task (B). (A) as described in the main text. (B) 2-step task: each trial has
two successive states, s1 and s2. In s1, participants decide between two actions a1 (blue vs pink). One choice (e.g. blue)
is followed by state s2a most of the time (”common transition”), the other one (pink) by state s2b. After deciding between
two actions in state s2, participants receive a reward with probability P (R|a2), which only depends on a2. Reward
probabilities change over time to ensure continued learning.

when the transition was common, but select the alternative a1 upon reward when the transition was rare. The opposite
pattern emerges in unrewarded trials.

2.2 Behavioral Switch-Stay Analysis

We tested 116 participants in this paradigm. Standard procedures were used for data cleaning and exclusion of partici-
pants, resulting in 303 datasets from 114 participants (110 in run 1: 44 MB, 43 MF, 21 control; 103 in run 2: 43 MB, 41 MF,
19 control; and 90 in run 3: 36 MB, 35 MF, 19 control). We first analyzed the 2-step task using logistic regression to assess
the effect of rewards and transitions on future choices (Akam, Costa, and Dayan, 2015; see Figure 2A and B). Participants
repeated rewarded actions more often than unrewarded actions, a sign of MF behavior. This effect was statistically sig-
nificant in all runs in the MF and MB groups, but not in the control group, as revealed by main effects of previous reward
on staying, in logistic mixed-effects regression models controlling for choice repetition and key repetition (control group:
all β′s < 0.12, z′s < 1.61, p′s > 0.11; MB: all β′s > 0.15, z′s > 3.79, p′s < .001; MF: all β′s > 0.18, z′s > 3.41, p′s < .001).
Besides this MF component, participants also showed markers of MB decision making, revealed by significant positive
interactions between reward and transition, in run 2 (control: β = 0.11, z = 2.05, p = .040; MB: β = 0.11, z = 2.54,
p = .011; MF: β = 0.10, z = 2.92, p = .0035). We then tested for differences between groups, using interaction contrasts.
We found no differences in the MF or MB component for any run, shown by non-significant interactions between reward
and group, all χ2(2) < 1.33, p′s > .40, and between reward, transition, and group, all χ2(2) < 1.17, p′s > .56. Lastly, we
found that the model-based component changed over time, as revealed by the interaction between reward, transition,
and run, χ2(4) < 15.07, p = .0046. However, this change over time did not differ by group, as revealed by the non-
significant interaction of this effect with training, χ2(16) < 6.04, p = .99). Thus, it probably reflected practice, rather than
intervention effects.

In summary, the MB and MF groups showed MF characteristics in all runs and additional MB components in run 2.
The control group showed no sign of MF decision making, but MB decisions in run 2. These results were confirmed by
regression models integrating a larger number of previous trials to predict actions (Akam et al., 2015; results not shown).

2.3 RL Modeling Analysis

The previous analyses focus on the influence of a single previous trial on decision making. We followed these analyses up
with computational modeling to assess participants’ decision strategies as a mixture of long-term MB vs. MF reinforce-
ment learning (Akam et al., 2015; Daw et al., 2011; Sutton and Barto, 2017). We specified a hybrid model, in which agents
determine action values by combining MB and MF value estimates. We then fit this model to each participant’s actions
by selecting parameter values that maximized the likelihood of the observed actions under the model. The parameter w,
which determines the weight of MB and MF value estimates, was used to assess participants’ decision strategies.

Our model was similar to previously published models of this task (e.g., Wunderlich et al., 2012). Specifically, agents
update action values Q for actions a2 in the second state s2 by observing the trial outcome (reward R = 1 or R = 0):

Q(s2, a2) = Q(s2, a2) + α2 ·RPE, (1)

where the reward prediction error RPE = R − Q(s2, a2) and α2 is the agent’s learning rate in the second state. The
update of first-state action values Q(s1, a1) differs between MB and MF agents. MF agents use the outcome of a1 to
update Q(s1, a1). The outcome of a1 consists in the value of the action chosen in s2 and the trial’s reward R.

Qmf (s1, a1) = Qmf (s1, a1) + α1 · (V PE + λ ·RPE), (2)
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Figure 2: Results of the 2-step analyses. (A) Participants’ probability of repeating the action a1 taken in the previous trial
(”s1 stay probability”), as a function of reward and transition in the previous trial, including standard errors (SE). (B)
Beta weights of logistic regression predicting staying (repeating previous a1) from previous reward, transition, and their
interaction. Empty circles: p >= 0.05; filled circles: p < 0.05. (C) Means and SE of fitted parameter w.

where the value prediction error V PE = Qmf (s2, a2)−Qmf (s1, a1). The weight of the RPE is determined by λ, a temporal
discounting factor.

MB agents determine Q(s1, a1) based on an internal predictive model, taking into account the transition probability
p(s2, a1, s1) between states s1 and s2 upon choosing a1, and planning to select the best available action a2 thereafter:

Qmb(s1, a1) =
∑

s2

p(s2, a1, s1) ·max(Q(s2, a2)). (3)

Agents combine MB and MF value estimates using a weighted average, Qhyb(s1, a1) = (1 − w) · Qmf (s1, a1) + w ·
Qmb(s1, a1). The parameter w determines the weight of MB versus MF values. Agents select actions a according to a
softmax decision rule, which takes into account the action’s value Q(s, a), but also whether the same action was taken
in the previous trial (choice perseverance p) and whether the same key was used to select it (key perseverance k). The
inclusion of k is an extension of previous models and improved the model fit significantly. We validated our model by
simulating agents with different parameter values and subsequently recovering these parameters (data not shown).

We then aimed to characterize human performance in terms of the model parameters, specifically parameterw indicating
the balance between MB and MF decision making. Model comparison with Bayes Information Criterion (BIC) indicated
that a full hybrid model albeit with fixed future discounting λ = 1 was best (Wilcoxon signed-ranks test, w = 61964,
p < .001). In accordance with the previous analyses, model fitting results (Figure 2B) showed that w increased from
run 1 (before intervention) to run 2 (right after intervention) in the MB group, as revealed by a repeated-measures t-test,
t(36) = 2.25, p = 0.031. This was not the case in the MF or control group (MF: t(36) = 0.80, p = 0.43; control: t(15) = 0.46,
p = 0.65). Nevertheless, no long-term effects of the training were evident (all ts < 0.24, all ps > .81). A mixed-effects
regression model supported these results. We tested for effects of group and run on w (group, contrast of MB versus MF
and control: β = 0.036, p = .039; interaction contrast with run: β = 0.063, p = .033).

3 Conclusion

In this study, we aimed at investigating which factors might influence human decision making. Specifically, we tested
whether the use of MB versus MF strategies depends on previous cognitive activities, such that forward planning and
rule-based category learning would increase MB decision strategies, whereas habitual, reward-driven stimulus-response
behavior would increase MF decision making. In accordance with our hypotheses, we found that decision strategies
became more model-based after the MB intervention involving forward planning and rule-based category learning,
whereas the MF and control interventions had no effect.
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These results support our hypothesis that model-based decision making is closely related to forward-planning and rule-
based category learning. Indeed, forward-planning and model-based decision making both rely on the employment
of cognitive models. We have shown that creating and employing cognitive models in one task facilitates subsequent
model-based reasoning in a completely unrelated task. In other words, humans seem to be able to learn model use on a
highly abstract level. Rather than relying more on one specific model or one kind of models, participants learned to rely
more on cognitive models in general.

Transitioning to rule-based category learning, previous research has already suggested similarities to model-based rea-
soning, both with respect to underlying cognitive processes and brain areas (Maddox & Ashby, 2004). Nevertheless, this
assumption had not yet been tested experimentally. Our findings support the claim that both kinds of cognitive activities
indeed engage similar processes, despite their superficial differences. Future research will be needed to assess the exact
overlap.

Another open question for future research is how the effects of forward-planning and rule-based category learning com-
bined in producing the observed increase in model-based decision making. It is possible that the effects were driven
by just one of the training tasks or that both interacted to produce the results. Having established that it is possible to
increase model-based decision making with a combination of both tasks, future studies will be needed to disentangle the
contributions of either one.

Summing up, research into the manipulation of MB and MF decision strategies is of great relevance. MF decisions are
fast and efficient, but can be suboptimal in the long term (eating the chocolate cake). MB decisions (preparing for an
exam) require more effort but can often lead to better long-term outcomes. Many people, including persons with clinical
conditions such as ADHD, depression, or eating disorders, would benefit from a cognitive intervention that facilitates
MB decision making and trains selecting appropriate decision strategies. Further research is needed to establish the
usefulness of interventions similar to the one presented here in clinical populations.
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Abstract

Recent advances in various fields regarding decision making, especially regarding reinforcement learning (RL), have
revealed the interdisciplinary connections among their findings. For example, actor and critic in computational RL are
shown to play the same roles of dorsal and ventral striatum; goal-directed and habitual learning is strongly relevant to
model-based and model-free computational RL, respectively. Among the different methodologies in those fields, theoret-
ical approach in machine learning community has established the well-defined computational RL framework in discrete
domain and a dynamic programming method known as policy iteration (PI), both of which served as the fundamentals
in computational RL methods. The main focus of this work is to develop such RL framework and a series of PI methods
in continuous domain, with its environment modeled by an ordinary differential equation (ODE). Similar to the discrete
case, the PI methods are designed to recursively find the best decision-making strategy by iterating policy evaluation (as
a role of critic) and policy improvement (as a role of actor). Each proposed one is either model-free corresponding to ha-
bitual learning, or partially model-free (or partially model-based) corresponding to somewhere between goal-directed
(model-based) and habitual (model-free) learning. This work also provides theoretical background and perhaps, the
basic principles to RL algorithms with a real physical task which is usually modeled by ODEs. In detail, we propose on-
policy PI and then four off-policy PI methods—the two off-policy methods are the ideal PI forms of advantage updating
and Q-learning, and the other two are extensions of the existing off-policy PI methods; compared to PI in optimal control,
ours do not require an initial stabilizing policy. The mathematical properties of admissibility, monotone improvement,
and convergence are all rigorously proven; simulation examples are provided to support the theory.
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1 Introduction

Decision making problems have been studied in various disciplines such as machine learning, neuroscience, psychol-
ogy, and optimal control, with a number of different methodologies, e.g., simulation-based, theoretical, biological, and
empirical approaches. Recent advances in those fields regarding decision making, especially regarding reinforcement
learning (RL), have revealed the interdisciplinary connections among their findings. Closely related to this work is
that the actor-critic structure in computational RL presumably exists in a brain mechanism of dorsal (actor) and ventral
(critic) striatum, and that model-based and model-free computational RL are very relevant to goal-directed and habitual
learning in psychology, respectively [5].

Among the different approaches, the theoretical works in machine learning community have established the fundamental
mathematical model of the computational RL frameworks, with its environment represented by a finite Markov decision
process (MDP), and a dynamic programming method known as policy iteration (PI) with its mathematical properties.
Here, PI recursively finds the best decision-making strategy, called the optimal policy, with policy evaluation as a role of
critic and policy improvement as a role of actor [5]. Together with the other dynamic programming methods, PI has served
as a fundamental principle to develop computational RL methods in the MDP framework.

On the other hand, different from the MDP environment, the dynamics of real physical world is usually modeled by
ordinary differential equations (ODEs) in continuous time and space (CTS). In such continuous domain, a similar PI
method has also recently come to be studied in optimal control fields [4]. An interesting point of such a PI method is that
it is partially model-free, lying somewhere on the line between goal-directed (model-based) and habitual (model-free)
learning in psychology. This is a quite different situation from the MDP case, where PI is completely model-based, but
the actor-critic methods developed so far are all model-free and thus thought to be relevant only to habitual behavior [5].
There are also off-policy versions of PI in CTS, each of which is either completely or partially model-free [3]. However, it
is not theoretically straightforward to extend such PI methods in CTS from optimal control to the general RL framework.

In this work, we precisely define the RL framework in CTS, with its environment represented by an ODE, and then
propose a series of PI methods in that framework—one is the extension of integral PI [3, 4], and the other four are its
off-policy versions (two are the ideal PI forms of advantage updating [1, 2] and Q-learning in CTS, and the other two
correspond to the off-policy PI methods in [3]). Similar to PI in the MDP environment, their mathematical properties of
admissibility, monotone improvement, and convergence to the optimal solution are all rigorously proven. As opposed
to the PI methods in optimal control, all of the proposed PI schemes do not require an initial stabilizing policy, by virtue
of discounting, while each one still remains to be either completely or partially model-free. Simulation examples are also
provided to support the theory. Though our PI methods are not online incremental RL algorithms, we believe that this
work provides the theoretical background of and intuition to the RL methods in CTS, e.g., those in [1, 2]. This theoretical
work, lying between the fields of machine learning and optimal control, would also provide some motivational links
in the future between the RL methods and the findings in neuroscience and psychology in CTS, perhaps similar to the
interdisciplinary links between them in discrete time and space. For brevity, all of the Theorem proofs are omitted.

2 RL Problem Formulation in CTS

In the RL problem, X .
= Rn denotes the state space, and the action space U ⊆ Rm is a m-dimensional manifold in Rm

with (or without) boundary; t ≥ 0 denotes a given specific time instant; the environment in CTS is described by an ODE
Ẋτ = f(Xτ , Uτ ), where τ ∈ [t,∞) is the time variable, f : X ×U → X is a continuous function, Xτ ∈ X is the state vector
at time τ with its time-derivative Ẋτ ∈ X , and the action trajectory Uτ ∈ U is a right continuous function over [t,∞). A
continuous function π : X → U is called a (stationary) policy whenever the state trajectory Eπ[Xτ |Xt = x] is uniquely
defined for all τ ≥ t and all x ∈ X , where Eπ[Z|Xt = x] has no stochastic role but means the deterministic value Z when
Xt = x and Uτ = π(Xτ ) for all τ ≥ t. We will denote ∆t > 0 the time difference, t′

.
= t + ∆t, and X ′

t
.
= Xt′ . The RL

problem we consider is to find the optimal policy π∗ that maximizes the value function (VF) vπ : X → R ∪ {−∞}

vπ(x)
.
= Eπ[Gt|Xt = x] with a discounted return Gt

.
=

∫ ∞

t

γτ−tRτ dτ (upper bounded), (1)

where Rτ
.
= R(Xτ , Uτ ) ∈ R is the immediate reward at time τ and γ ∈ (0, 1) is the discount factor. The reward function

R : X × U → R here is continuous and upper-bounded. A policy π (or its VF vπ) is said to be admissible, denoted by
π ∈ Πa or vπ ∈ Va, if vπ(x) is finite for all x ∈ X , where Πa and Va denote the set of all admissible policies and VFs,
respectively. Note that if R is bounded, then every possible policy π is guaranteed to be admissible and has a bounded
value function. In our RL problem, we assume that every vπ ∈ Va has its continuous gradient ∇vπ and that there is an
optimal admissible policy π∗ such that vπ(x) ≤ v∗(x) for any x ∈ X and any policy π, where v∗ is the optimal VF.
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3 Partially Model-Free Policy Iteration

Note that in our CTS case, any vπ ∈ Va satisfies

∀x ∈ X and ∀∆t > 0 :





the Bellman equation: vπ(x) = Eπ

[
Rt + γ∆t vπ(X ′

t)
∣∣∣Xt = x

]
withRt

.
=

∫ t′

t
γτ−t Rτ dτ ;

the boundary condition: limk→∞ γk∆t Eπ[vπ(Xt+k∆t)|Xt = x] = 0.

The policy improvement operation in CTS is defined in the limit ∆t→ 0 as

π′(x) ∈ arg max
Ut∈ U

lim
∆t→0

1

∆t
· E

[
Rt + γ∆t vπ(X ′

t)− vπ(Xt)
∣∣∣Xt = x

]

= arg max
u∈U

(
R(x, u) + v̇π(x, u) + ln γ · vπ(x)

)
∀x ∈ X , (2)

where π′ is the improved policy, and v̇π(x, u) = ∇vπ(x)f(x, u) by chain rule.

Algorithm 1: Partially Model-Free Policy Iteration
Initialize: i← 0, ∆t > 0, and π0 ∈ Πa;
repeat

Policy Evaluation: find vi : X → R such that ∀x ∈ X :

vi(x) = Eπi

[
Rt + γ∆t vi(X

′
t)

∣∣∣Xt = x
]
;

Policy Improvement: find a policy πi+1 such that

πi+1(x) ∈ arg max
u∈U

(
R(x, u)+∇vi(x)fc(x, u)

)
∀x ∈ X ;

i← i + 1;
until convergence is met.

Considering any decomposition: f(x, u) = fd(x)+ fc(x, u),
where fd is an unknown drift dynamics and fc is a known
input coupling dynamcs, and noting that any addition or
subtraction of u-independent terms does not change the
maximization process with respect to u ∈ U , one can express
(2) in terms of fc as

π′(x)
.
= arg max

u∈U

(
R(x, u) +∇vπ(x)fc(x, u)

)
(3)

which we call partially model-free policy improvement.
Algorithm 1 is our partially model-free PI which finds the
optimal solution without knowing the drift dynamics fd. It
starts with an initial admissible policy π0; in each i-th step,
it finds a function vi satisfying the Bellman equation (pol-
icy evaluation), and then using vi and fc, the next policy
πi+1 is updated by “(3) with π′ = πi+1 and vπ = vi” (policy
improvement). This process is recursively done until convergence. Our main theorem is as follows.
Assumption 1. (Policy improvement condition) for each π ∈ Πa, there is a policy π′ such that (3) holds.

Assumption 2. (Boundary condition) ∀i ∈ Z+: if πi is admissible, then limk→∞ γk∆t Eπi [vi(Xt+k∆t)|Xt = x] = 0 ∀x ∈ X .
Assumption 3. (Uniqueness of optimality) there is one and only one element w∗ ∈ Va over Va that satisfies

the Hamilton-Jacobi-Bellman equation: 0 = max
u∈U

(
R(x, u) + ẇ∗(x, u) + ln γ · w∗(x)

)
∀x ∈ X (in fact, w∗ = v∗).

Theorem 1. The sequences {πi}∞i=0 and {vi}∞i=0 generated by Algorithm 1 under Assumptions 1–3 satisfy the followings.

(P1) πi+1 ∈ Πa and vi = vπi
∈ Va for all i ∈ N ∪ {0};

(P2) the policy is monotonically improved, i.e., vπ0
(x) ≤ vπ1

(x) ≤ · · · ≤ vπi
(x) ≤ vπi+1

(x) ≤ · · · ≤ v∗(x) for all x ∈ X ;
(P3) vi → v∗ with respect to some metric d : Va × Va → [0,∞), i.e., limi→∞ d(vi, v∗) = 0;
(P4) vi → v∗ pointwisely on X and uniformly on any compact subset of X if:

(a) the limit function v̂∗
.
= limi→∞ vi belongs to Va;

(b) for every compact subset Ω ⊂ X , the policy iteration mapping vπ 7→ vπ′ is continuous with respect to

the uniform pseudometric dΩ(v, w)
.
= supx∈Ω

∣∣v(x)− w(x)
∣∣ (v, w ∈ Va).

4 Extensions to Off-Policy Policy Iteration
PI shown in Algorithm 1 can be extended to a series of its off-policy versions that use the behavior policy µ than the
target policy πi to generate the state trajectory Xτ (and the reward Rτ ). To describe µ, we extend the concept of a policy
established in Section 2. A function µ : [t,∞) × X → U is called a (non-stationary) policy if: 1) µ(τ, ·) is continuous for
each fixed τ ≥ t and µ(·, x) is right continuous for each fixed x ∈ X ; 2) for each x ∈ X , the state trajectory Ex

µ[Xτ ] is
uniquely defined for all τ ≥ t. Here, Ex

µ[Z] means the deterministic value Z when Xt = x and Uτ = µ(τ, Xτ ) ∀τ ≥ t. A
function µ : [t,∞)× X × U0 → U is said to be an AD policy over U0 ⊆ U if for each fixed u ∈ U0, µ(·, ·, u) is a policy and
µ(t, x, u) = u holds for all x ∈ X and all u ∈ U0. For an AD policy µ, we denote Ex

µ(·,·,u)[Z] by E(x,u)
µ [Z].

2

Paper M86 150



By replacing policy evaluation and improvement, we propose four different off-policy PI methods—Advantage PI (API),
QPI, Explorized PI (EPI), and Common PI (CPI). In policy evaluation of API, the advantage function aπ defined as
aπ(x, u)

.
= R(x, u) + v̇π(x) + ln γ · vπ(x) [1, 2] is estimated, along with vπ and the constraint aπ(x, π(x)) = 0. In QPI, the

Q-function qπ so-defined in CTS as qπ(x, u) = κ · vπ(x) + aπ(x, u) for some κ ̸= 0 is estimated in policy evaluation with
the discounting β

.
= γ · eκ > 0 that should be different from γ ∈ (0, 1). Here, β determines κ in qπ , and the extremely

large |κ|may result in a significant performance degradation or extremely slow Q-learning [1]. Both aπ in API and qπ in
QPI replace the policy improvement (3) with the respective model-free ones. EPI is the direct extension of PI with respect
to the behavior policy µ without introducing any other function than vπ . CPI is the model-free modification of EPI when

(C1) fc(x, u) = Fc(x)u for a continuous function Fc : X → Rn×m (input-affine dynamics);
(C2) U is convex and the reward R is given by R(x, u) = R0(x) − S(u) for a continuous upper-bounded function R0

and a strictly convex function S, with its gradient ∇S : U → R1×m that is continuous and has its inverse ∇S−1

on the interior of the action space domain U .

The key idea of CPI is to estimate the C-function cπ(x)
.
= FT

c (x)∇vT
π (x) in policy evaluation and then use it in policy

improvement under (C1) and (C2) above. Here, note that the maximization (3) (and thus policy improvement of PI, EPI,
and CPI) can be dramatically simplified under (C1) and (C2) as π′(x) = σ(FT

c (x)∇vT
π (x)) = σ(cπ(x)) with σT .

= ∇S−1.

The policy evaluation and improvement of the off-policy methods are summarized in Table 1, where we used the compact
notations Rπi

.
= R(·, πi(·)), aπi

i
.
= ai(·, πi(·)), qπi

i
.
= qi(·, πi(·)), fπi

c
.
= fc(·, πi(·)), ξπi

τ
.
= Uτ − πi(Xτ ), and

Iα(Z)
.
=

∫ t′

t
ατ−tZ(Xτ , Uτ ) dτ and Dα(v)

.
= v(Xt)− α∆tv(X ′

t)

for brevity. For example, the policy evaluation of Algorithm 1 can be expressed as Ex
πi

[Dγ(vi)] = Ex
πi

[Iγ(R)]. As shown
in Table 1, API, QPI, and CPI are model-free while EPI requires the full-knowledge of an input-coupling dynamics fc to
run. On the other hand, while API and QPI explore the whole state-action space X ×U to learn their respective functions
(vπ, aπ) and qπ for all (x, u) ∈ X × U , EPI and CPI search only the significantly smaller spaces X and X × {uj}mj=0,
respectively. This is because EPI and CPI both learn no AD function like aπ and qπ (see the last column of Table 1). In CPI,
u0, u1, · · · , um ∈ U in the search space X × {uj}mj=0 are any vectors in U such that span{uj − uj−1}mj=1 = Rm. Denote
vi

.
= qi(·, πi(·))/κ in the QPI case. Then, all of the four off-policy PI satisfy the following theorem.

Theorem 2. The sequences {πi}∞i=0 and {vi}∞i=0 generated by any of the four off-policy PI under Assumptions 1, 2, and 3 satisfy
(P1)–(P4) in Theorem 1. Moreover, for all i ∈ N ∪ {0}: ai = aπi

(API), qi = qπi
(QPI), and ci = cπi

(CPI).

Table 1: Details about the (Partially) Model-Free Off-policy PI methods (API, QPI, EPI, and CPI)

Name Policy Evaluation Policy Improvement Constraint(s) Search
Space

Fnc(s) to be
Estimated

API E(x,u)
µ

[
Dγ(vi)

]
= E(x,u)

µ

[
Iγ

(
R − ai + aπi

i

)]
πi+1(x) ∈ arg maxu∈U ai(x, u) aπi

i (x) = 0 X × U vπ and aπ

QPI E(x,u)
µ

[
Dβ

(
qπi

i

)]
= κ · E(x,u)

µ

[
Iβ (R − qi)

]
πi+1(x) ∈ arg maxu∈U qi(x, u) (none) X × U qπ

EPI Ex
µ

[
Dγ(vi)

]
= Ex

µ

[
Iγ

(
Rπi − ∇vi (fc − fπi

c )
)]

exactly same as that in Alg. 1 (none) X vπ

CPI E(x,u)
µ

[
Dγ

(
vi

)]
= E(x,u)

µ

[
Iγ

(
Rπi − ci ξπi·

)]
πi+1(x) = σ(ci(x)) (C1) & (C2) X ×{uj} vπ and cπ

5 Simulation Examples: Applications to a Swing-up Pendulum Task

We simulated the proposed PI methods with the 2nd-order inverted-pendulum model (n = 2 and m = 1): θ̇τ = wτ and
Jẇτ = −ϱwτ + mgl sin θτ + Uτ , where θτ and wτ are state variables representing the angular position and velocity of the
pendulum at time τ ≥ 0, and Uτ is the external torque input to the pendulum at time τ limited as |Uτ | ≤ Umax for Umax = 5
[N·m]. The physical parameters were set to ϱ = 0.01, m = l = 1, g = 9.81, and J = ml2 = 1. The state and action spaces
in this example are X = R2 and U = [−Umax, Umax]; the state vector is Xτ

.
= [ θτ wτ ]T ∈ X ; f in the dynamics is given by

f(x, u) = fd(x) + Fc(x)u with fd(x) = [ x2 (mgl sin x1 − ϱx2)/J ]T and Fc(x) = [ 0 1/J ]T and thus satisfies (C1), where
x = [ x1 x2 ]T ∈ X . Note that this inverted pendulum setting is exactly same to that in [2]; since the maximum torque
Umax is smaller than mgl, the policy has to swing the pendulum several times to reach the upright position.

Our learning objective in the simulation is to make the pendulum swing up and eventually settle down at the upright
position θfinal = 2πk for some integer k. The reward R to achieve such a goal under the torque limit |Uτ | ≤ Umax was set to
R(x, u) = R0(x)−S(u) with R0(x) = 102 cos x1 and S(u) = limv→u

∫ v

0
σ−1(ξ) dξ, where σ(ξ) = Umax tanh(ξ/Umax) is a sig-

moid function that saturates at±Umax. Notice that our setting satisfies (C1) and (C2) both of which are necessary to simu-
late CPI with its simple policy improvement πi+1(x) = σ(ci(x)); both also simplify the policy improvement of PI and EPI
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(a) v̂10(x) (EPI) (b) v̂10(x) (CPI) (c) v̂10(x) (API) (d) q̂10(x, π̂10(x))/κ (QPI)

Figure 1: The estimates of vi|i=10 (≈ v∗) done by the off-policy PI methods over the region Ωx; the horizontal and vertical
axes correspond to the values of the angular position x1 and the velocity x2 of the pendulum; v̂i, q̂i, and π̂i denote the
estimates of vi, qi, and πi obtained by running each method. Note that vi = qi(·, πi(·))/κ in QPI.

as πi+1(x) = σ(FT
c (x)∇vT

i (x)), but not of API and QPI at all. By integration by parts and tanh−1(u/Umax) = 1
2 ln(u+/u−),

where u±
.
= 1± u/Umax, the action penalty S(u) is explicitly expressed as S(u) = (U2

max/2) · ln
(
u

u+

+ · u
u−
−

)
which is finite

over U and has its minimum (= 0) at u = 0 and its maximum (≈ 17.3287) at u = ±Umax. This establishes the boundedness
of the reward R over X × U and thereby, admissibility and boundedness of vπ for any policy π (see Section 2).
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(a) Eπ̂10 [θτ |X0 = x0], the trj. of the angular position θτ

0 1 2 3 4 5 6
−4

−2

0

2

4

6

A
m
p
li
tu
d
e

T ime [s]

 

 

wτ (EPI)

wτ (CPI)

wτ (API)

wτ (QPI)

(b) Eπ̂10 [wτ |X0 = x0], the trj. of the angular velocity wτ

Figure 2: State trjs. under x0 = [ 1.1π 0 ]T and π̂10.

The initial policy π0 and the parameters in all of the methods were
set to π0 = 0, γ = 0.1, ∆t = 10 [ms], and in QPI, β = 1. The be-
havior policy µ used in the off-policy simulations was µ = 0 (EPI)
and µ(t, x, u) = u (API, QPI, and CPI). In API and QPI, the next tar-
get policy πi+1 is given by πi+1(x) ≈ σ(yi(x)), where yi(x) is the
output of a radial basis function network (RBFN) to be trained by
policy improvement using ai and qi, respectively. The functions vi,
ai, qi, and ci were all approximated by RBFNs as well. Instead of
the whole spaces X and X ×U , we considered their compact regions
Ωx

.
= [−π, π]× [−6, 6] and Ωx × U ; since our inverted-pendulum sys-

tem and the VF are 2π-periodic in the angular position x1, the state
value x ∈ X was normalized to x̄ ∈ [−π, π] × R whenever input to
the RBFNs. Further details about the RBFNs and the implementation
methods are all omitted for brevity; the result of PI (Algorithm 1) is
also omitted since it is almost exactly same to that of EPI.

Fig. 1 shows the estimated values of vπi
over Ωx at i = 10. Here,

vπi
can be considered to be approximately equal to the optimal one

v∗ after convergence. As shown in Fig. 1, the landscapes of the final
VF estimates generated by different PI methods are all consistent and
approximately equal to each other. The same goes for the state trajec-
tories in Fig. 2 generated under the estimated policy π̂i of πi finally
obtained at i = 10 by each off-policy method. They also all achieved
the learning objective with θfinal = 2π at around t = 3 [s]. Note that in
our case, the initial policy π0 = 0 was not asymptotically stabilizing
while it should be in the PI methods under the optimal control setting
(without discounting) to achieve such learning objective [3, 4].
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Abstract

What is the optimal way to make a decision given that your time is limited and your cognitive resources are bounded?
To address this question, we formalized the bounded optimal decision process as the solution to a meta-level Markov
decision process whose actions are costly computations. We approximated the optimal solution and evaluated its pre-
dictions against human choice behavior in the Mouselab paradigm, which is widely used to study decision strategies.
Our computational method rediscovered well-known heuristic strategies, such as Take-The-Best (TTB), and it also dis-
covered a novel, previously unknown heuristic that integrates TTB with satisficing (SAT-TTB). An experiment using the
Mouselab paradigm confirmed that people do indeed use SAT-TTB on a non-negligible fraction of problems—especially
when the stakes are low. Furthermore, our model made three predictions about when people should use which kind of
decision strategy: First, our model predicts that people should use fast-and-frugal heuristics more frequently when one
outcome is much more likely than the others. Second, our model predicts that people should use simple heuristics, like
TTB, SAT-TTB, and random choice, primarily when the stakes are low. Third, our model predicts that when the stakes
are high people should invest more time and effort to reap a higher fraction of the highest possible expected payoff. Our
participants’ clicks and decisions in the Mouselab experiment confirmed all three of these predictions. These findings
are a proof-of-concept that optimal cognitive strategies can be automatically derived as the rational use of finite time and
bounded cognitive resources.

Keywords: risky choice; heuristics; bounded rationality; meta-decision mak-
ing; meta-level reinforcement learning
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1 Introduction and Background

People and robots have to make decisions in a limited amount of time and with bounded cognitive resources. Given
that these resources are scarce, which strategy should a decision-maker employ to use its resources most effectively? The
theory of bounded optimality and rational metareasoning (Russell & Wefald, 1991; Russell & Subramanian, 1995) was
developed to answer this question for rational agents with limited performance hardware. It frames this problem as se-
lecting computations so as to maximize the sum of the rewards of resulting decisions minus the costs of the computations
involved.

Concretely, the problem of choosing computations optimally can be formulated as a meta-level Markov decision process
(meta-level MDP; Hay, Russell, Tolpin, & Shimony, 2012). A meta-level MDP

Mmeta = (B, C, Tmeta, rmeta) (1)

is a Markov decision process whose actions C are cognitive operations, its states B represent the agent’s beliefs, and the
transition function Tmeta models how cognitive operations change the agent’s beliefs. In addition to a set of computations
C that update the agent’s belief, the cognitive operations also include the meta-level action⊥ that terminates deliberation
decides based on the current belief bt. The belief state bt encodes the agent’s probabilistic beliefs about the domain it is
reasoning about. The meta-level reward function rmeta captures the cost of thinking (Shugan, 1980) and the reward r the
agent expects to receive from the environment when it stops deliberating and takes action. The computations C do not
yield any external reward. Their only effect is to update the agent’s beliefs. Hence, the meta-level reward for performing
a computation c ∈ C is rmeta(bt, c) = −cost(c). By contrast, terminating deliberation and taking action (⊥) does not update
the agent’s belief. Instead, its value lies in the anticipated reward for taking action, that is rmeta(bt,⊥) = arg maxab

(µ)
t (a),

where b(µ)t (a) is the expected reward of taking action a according to the belief bt.

Consistent with rational metareasoning, people flexibly adapt their decision processes to the structure of the problem
they face. Concretely, Payne, Bettman, and Johnson (1988) found that people use fast-and-frugal heuristics, like Take-
The-Best (TTB, which chooses the option favored by the most predictive attribute and ignores all other attributes), more
frequently under time pressure and when one outcome is much more likely than the others. In this research, participants
choose between the gambles g1, · · · , gn which are defined by the payoffs they assign to each of four possible outcomes
with known probabilities (P (O)). Participants could inspect a payoff matrix Vo,g with one row for each outcome o and
one column for each gamble g. Critically, each payoff is only revealed when the participant clicks on the corresponding
cell of the payoff matrix using a mouse; this task is hence referred to as the Mouselab paradigm (see Figure 1).

The adaptiveness of people’s strategy choices in the Mouselab paradigm suggests that their decision processes are ef-
ficient and effective. But it is difficult to test whether they are optimal, because it is unclear what it means to decide
optimally when one’s time is valuable and one’s cognitive resources are limited. To clarify this, the following section
develops a normative theory of resource-bounded decision making in the Mouselab paradigm.

2 Boundedly-optimal decision-making

To model the meta-decision problem posed by the Mouselab task, we characterize the decision-maker’s belief state bt
by probability distributions on the expected values e1 = E[vO,g1 ], · · · en = E[vO,gn ] of the n available gambles g1, · · · , gn.
Furthermore, we assume that for each element vo,g of the payoff matrix V there is one computation co,g that inspects
the payoff vo,g and updates the agent’s belief about the expected value of the inspected gamble according to Bayesian
inference. Since the entries of the payoff matrix are drawn from the normal distribution N (v̄, σ2

v), the resulting posterior
distributions are also Gaussian. Hence, the decision-maker’s belief state bt can be represented by bt = (bt,1, · · · , bt,n) with

bt,g =
(
b
(µ)
t,g , b

(σ2)
t,g

)
, (2)

where b(µ)t,g and b
(σ2)
t,g are the mean and the variance of the probability distribution on the expected value of gamble g of

the belief state bt. Given the set Ot of the indices (k
(1)
o , k

(1)
g ), · · · , (k(t)o , k

(t)
g ) of the t observations made so far, the means

and variances characterizing the decision-maker’s beliefs are given by

b
(µ)
t,g =

∑

(o,g)∈O
p(o) · vo,g +

∑

(o,g)/∈O
p(o) · v̄ (3)

b
(σ2)
t,g =

∑

(o,g)/∈O
p(o)2 · σ2

v . (4)

The meta-level transition function T (bt, co,g, bt+1) encodes the probability distribution on what the updated means and
variances will be given the observation of a payoff value Vo,g sampled from N (v̄, σ2

v). The meta-level reward for per-
forming the computation co,g ∈ C encodes that acquiring and processing an additional piece of information is costly. We

1

Paper M88 154



assume that the cost of all such computations is an unknown constant λ.The meta-level reward for terminating delibera-
tion and taking action is rmeta(bt,⊥) = maxg b

(µ)
t (g).

2.1 Approximating the optimal meta-level policy: Bayesian value function approximation

Unfortunately, computing the optimal policy for the meta-level MDP defined above is intractable. However, it can
be approximated using methods from reinforcement learning. We initially used the semi-gradient SARSA algorithm
(Sutton & Barto, 1998) with limited success. We therefore developed a new algorithm that replaces the gradient descent
component of that algorithm by Bayesian linear regression.

Our algorithm learns a linear approximation to the meta-level Q-function

Qmeta(b, c) ≈
∑

k

wk · fk(b, c), (5)

whose features f include a constant, features of the belief state bt, and features of the computation ct. The features of
the belief state were the expected value of the maximum of the gambles’ expected values (E [maxg Eg|bt]), the decision-
maker’s uncertainty about it (

√
Var[maxg Eg|bt]), the largest posterior mean (maxg b

(µ)
t,g ) and its associated uncertainty

(
√
µ
(σ2)
t,g? where g? = arg maxg b

(µ)
t,g ), the second largest posterior mean and the decision-maker’s uncertainty about it,

and the expected regret E [regret(g)|bt] that the decision-maker would experience if they chose based on their current
belief (where regret(g) = maxg Eg − maxg b

(µ)
t,g for Ei ∼ N (b

(µ)
t,i , b

(σ)
t,i ) for all gambles i). The features of the compu-

tation co,g were its myopic value of computation (VOC(bt, co,g); see Russell & Wefald, 1991), the current uncertainty
about the expected value of the inspected gamble (b(σ)t,g ), the probability of the inspected outcome P (o), the difference
between the largest posterior mean and the posterior mean of the inspected outcome, a binary variable indicating
whether the computation acquired a new piece of information, and the expected reduction in regret minus its cost
E
[
E[regret(arg maxg b

(µ)
t,g )|Bt+1]− E[regret(arg maxg b

(µ)
t,g )|bt]

]
− λ, where the random variable Bt+1 denotes the belief

state resulting from performing computation co,g .

The weights w are learned by Bayesian linear regression of the bootstrap estimate Q̂(b, c) of the meta-level value function
onto the features f . The bootstrap estimator is

Q̂(bt, ct) = rmeta(bt, ct) + ŵ′t · f(bt+1, ct+1), (6)

where ŵt is the posterior mean on the weights w given the observations from the first t trials, and f(bt+1, ct+1) is the
feature vector characterizing the subsequent belief state bt+1 and the computation ct+1 that will be selected in it.

Given the learned posterior distribution on the feature weights w, the next computation c is selected by contextual
Thompson sampling (Agrawal & Goyal, 2013). Specifically, to make the tth meta-decision, a weight vector w̃ is sampled
from the posterior distribution of the weights given the series of meta-level states, selected computations, and the result-
ing value estimates experienced so far, that is w̃ ∼ P (w|(b1, c1, Q̂(b1, c1)), · · · , (bk−1, ck−1, Q̂(bk−1, ck−1))). The sampled
weight vector w̃ is then used to predict the Q-values of each available computation c ∈ C according to Equation 5. Finally,
the computation with the highest predicted Q-value is selected.

2.2 Application to Mouselab experiment

As a proof of concept, we applied our approach to the Mouselab experiment described below. The experiment comprises
50% high-stakes problems (reward range: $0.01−$9.99) and 50% low-stakes problems (reward range: $0.01−$0.25). Since
participants are informed about the stakes, we learned two separate policies for high-stakes and low-stakes problems,
respectively. Half of each of those problems had nearly uniform outcome probabilities (“low dispersion”) and for the
other half one outcome was much more likely than all others combined (“high dispersion”). The parameters of the
simulated environment were exactly equal to those of the experiment described below. Our model assumed that people
play each game as if they receive the payoff of the selected gamble. We estimated the cost per click to be about λ = 3
cents. This value was selected to roughly match the average number of acquisitions observed in the experiment. To
approximate the optimal meta-decision policy for this task, we ran our feature-based value function approximation
method for 4000 low-stakes training trials and 4000 high-stakes training trials, respectively.

2.3 Model predictions

The optimal solution approximated by our method optimally trades off decision quality against the (time) cost of reach-
ing the decision. This is why the learned policy prioritizes probable outcomes over less probable outcomes and invests
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more computation when the stakes are high. Our method automatically discovered strategies that people are known
to use in the Mouselab paradigm as well as a novel strategy that has not been reported yet. Our method rediscovered
TTB, Weighted-Additive Strategy (WADD, which computes all gambles expected values based on all possible payoffs),
and the random choice strategy. In addition, it discovered a new hybrid strategy that combines TTB with satisficing
(SAT-TTB). Like TTB, SAT-TTB inspects only the payoffs for the most probable outcome. But unlike TTB and like SAT,
SAT-TTB terminates as soon as it finds a gamble whose payoff for the most probable outcome is high enough. On aver-
age, this value was about $0.15 when the payoffs ranged from $0.01 to $0.25 (i.e., low-stakes trials). Figure 1 illustrates
this strategy.

Figure 1: The Mouselab paradigm, showing an example se-
quence of clicks generated by the SAT-TTB strategy, which
was discovered through meta-level RL.

Furthermore, our model makes intuitive predictions
about the contingency of people’s choice processes on
stakes and outcome probabilities. First, our model pre-
dicts that people should use fast-and-frugal heuristics
more frequently in high-dispersion trials. Concretely, our
model generated TTB as the strategy of choice for 100%
of the high-dispersion problems with low-stakes, but for
low-dispersion problems with low-stakes the model con-
sidered the random choice strategy to be optimal in the
majority (56%) of cases; it used the SAT-TTB hybrid strat-
egy for 24% of such trials, and it indicated the TTB strat-
egy for the remaining 20%. Second, our model predicts
that people should use simple heuristics, like TTB, SAT-
TTB, and random choice, primarily when the stakes are
low. Our model used these heuristics for 100% of the
low-stakes problems. But for high-stakes problems, the
model never used any of these or other frugal strategies.
Instead, the model typically inspected the vast majority of all cells (24.8/28 for low-dispersion problems and 23.7/28
for high-dispersion problems). Third, our model predicts that when the stakes are high people should invest more
time and effort (F (1, 396) = 9886.8, p < 0.0001) to reap a higher fraction of the highest possible expected payoff
(F (1, 339) = 135.24, p < 0.0001).

3 Experimental test of novel predictions

To test the predictions of our model, we conducted a new Mouselab experiment that manipulated the stakes and disper-
sion of outcome probabilities within subjects in an identical manner to the model simulations.

3.1 Methods

We recruited 200 participants on Amazon Mechanical Turk. The experiment took about 30 minutes and participants
received base pay of $1.50 and one of their twenty winnings was selected at random and awarded as a bonus (mean
bonus = $3.53). Participants performed a variation of the Mouselab task (Payne et al., 1988). They played a series of
20 games divided into two blocks. Figure 1 shows a screenshot of one game. Every game began with a 4 × 7 grid of
occluded payoffs: there were seven gambles to choose from (columns) and four possible outcomes (rows). The occluded
value in each cell specified how much the gamble indicated by its column would pay if the outcome indicated by its row
occurred. The outcome probabilities were described by the number of balls of a given color in a bin of 100 balls, from
which the outcome would be drawn. For each trial, participants were free to inspect any number of cells before selecting
a gamble, with no time limit. The value of each inspected cell remained visible onscreen for the duration of the trial.
Upon selecting a gamble, the resulting reward was displayed.

The experiment used a 2 × 2 within subjects design. Each block of ten trials was either low-stakes or high-stakes, with
block order randomly counterbalanced across participants. In games with low-stakes, the possible outcomes ranged
from $0.01 to $0.25, while in high-stakes games, outcomes ranged from $0.01 to $9.99. Within each block, there were five
low-dispersion trials and five high-dispersion trials, ordered randomly. In low-dispersion trials, the probability of each
of the four outcomes ranged from 0.1 to 0.4, whereas in high-dispersion trials, the probability of the most likely outcome
ranged from 0.85 to 0.97.

We identified six different decision strategies, in humans and in simulations, using the following definitions: TTB was
defined as inspecting all cells in the row corresponding to the most probable outcome and nothing else. SAT occurs
when one gamble’s payoffs are inspected for all four outcomes, potentially followed by the inspection of all outcomes of
another gamble, and so on, but leaving at least one gamble unexamined. The hybrid strategy, SAT-TTB, was defined as
inspecting the payoffs of 1 to 6 gambles for the most probable outcome and not inspecting payoffs for any other outcome.
WADD was defined as inspecting all 28 cells column by column. Random decisions mean zero samples were taken.
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3.2 Results

Our process tracing data confirmed that people do indeed use the SAT-TTB strategy discovered by our model. Table 1
shows the frequency of various decision strategies, for each of the four different types of trials. Out of 4000 trials across
all participants, TTB was the most common strategy overall, accounting for 25.3% of all trials. SAT-TTB was the second
most common strategy among those we examined: participants employed this strategy on 10.7% of all trials. In 8.0%
of trials participants chose randomly without making any observations—mostly during low-stakes games. Interestingly,
we also observed a second novel strategy that we call Take-The-Best-Two (TTB2). This strategy inspects all gambles’
payoffs for the two most probable outcomes (and nothing else), and was used in 6.3% of trials. The WADD strategy
occurred in 4.5% of trials. Finally, the SAT strategy was used in 3.1% of games.

Consistent with our model’s first prediction, people used TTB more frequently when the dispersion was high (χ2(1) =
897.9, p < 0.0001). Consistent with our model’s second prediction, participants used simple heuristics more frequently
when the stakes were low: the frequency of the random choice—the simplest heuristic—increased significantly from
4.2% on high-stakes problems to 19.9% on low-stakes problems (χ2(1) = 88.2, p < 0.0001), and so did the frequency of
the second simplest heuristic, SAT-TTB (χ2(1) = 86.3, p < 0.0001), and the third simplest heuristic, TTB (χ2(1) = 20.0, p <
0.0001). An increase in frequency of SAT from high- to low-stakes games was nearly significant (χ2(1) = 3.4, p = 0.07).
Finally, consistent with our model’s third prediction, the frequency of the most effortful and most accurate strategy,
WADD, increased with the stakes (χ2(1) = 19.3, p < 0.0001).

4 Conclusion

Frequency
Strategy Total HS-HD HS-LD LS-HD LS-LD
TTB 1012 392 64 449 107
SAT-TTB 412 68 54 140 150
Random 320 41 42 111 126
TTB2 251 34 94 25 98
WADD 178 33 84 19 42
SAT 89 14 22 23 30

HS-HD = High-stakes, high-dispersion HS-LD = High-stakes, low-dispersion
LS-HD = Low-stakes, high-dispersion LS-LD = Low-stakes, low-dispersion

Table 1: Frequency of strategy types for each type of trial.

In summary, our resource-rational theory of multi-
alternative risky choice predicted some of the main strate-
gies people use in the Mouselab paradigm and the con-
ditions under which they are selected. In addition to au-
tomatically discovering known strategies and contingen-
cies, our computational approach also discovered a novel,
previously unknown heuristic that integrates TTB with
satisficing (SAT-TTB), and our experiment confirmed that
people do indeed use SAT-TTB on a non-negligible frac-
tion of problems—especially when the stakes are low.

Tajima, Drugowitsch, and Pouget (2016) solved meta-level
MDPs to derive boundedly optimal drift-diffusion mod-
els. The strategy discovery method presented here gen-
eralizes this approach to more complex decision mecha-
nisms that can process and generate evidence in many different ways.

One limitation of the current work is that we do not know how closely our algorithm approximated the optimal policy,
and it is possible that a more accurate approximation would yield somewhat different predictions. Future work will
systematically evaluate the accuracy of our approximation method on smaller problems for which the optimal meta-
level policy can be computed exactly.

Our proof-of-concept study suggests that formulating the problem of making optimal use of finite time and limited
cognitive resources as a meta-level MDP is a promising approach to discovering cognitive strategies. This approach
can be leveraged to develop more realistic normative standards of human rationality. This might enable future work to
systematically evaluate the extent to which people are resource-rational. In the long term, our approach could be used
to improve human reasoning and decision-making by discovering rational heuristics and teaching them to people.
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Abstract

Imitation learning aims at training agents to reproduce a teachers policy based on a set of demonstrated states and actions.
However, attempting to reproduce actions without learning about the environment can lead the agent to situations that
are unlike the ones encountered as part of the provided demonstrations, making it more likely for the agent to make
a mistake. In this work we present State Aware Imitation Learning (SAIL), an algorithm for imitation learning which
augments the supervised approach to imitation learning by explicitly trying to remain in states that are similar to the
states seen as part of a demonstration and in which the agent knows what action to choose. The algorithm achieves this
goal by maximizing the joint likelihood over states and actions at each time step. Based on existing work by Morimura
et al. [6], we show that an update rule similar to online temporal difference learning can be used to learn the gradient
of said joint distribution which allows us to perform gradient ascent. The resulting policy allows the agent to remain
close to states in which it knows what to do which prevents errors from accumulating over time. Naturally, learning this
gradient requires additional information about the world which can be obtained through unsupervised interactions with
the environment. However, it does not require further input from the teacher. While the algorithm proposed in this paper
can be used with any kind of state space, we evaluate our approach on a simple race track domain with 7425 discrete states.
Using a tabular representation combined with randomness makes it impossible to train a policy in a purely supervised
way such that it behaves near optimally in states that have not been encountered as part of a demonstration. We show
that using unsupervised sample transitions with our approach allows the agent to learn a reasonable policy outside of the
set of observed states and show that SAIL outperforms a purely supervised learning approach on this task.

Keywords: Imitation Learning, Learning from Demonstration, Temporal Dif-
ference Learning, Policy Evaluation
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1 Introduction

Learning to act in an unknown environment can be considered a primary focus in the field of Artificial Intelligence and
has been approached from many different directions. Solutions in the field of imitation learning are attempting to solve
this problem by learning from a teacher and have, among others, been successfully applied in domains such as robotics[2]
or decision making in games (e.g. [10]). A common and straight-forward approach is to train a control policy using a
supervised Learning from Demonstration (LfD) approach. In this approach a mapping from states to actions is learned
directly with supervised learning. However, this relies on the learning algorithm to be able to generalize to all the states
the agent might possibly see and errors can accumulate when the agents actions lead it away from the demonstrated
trajectories[7, 8]. In this work we aim to alleviate this problem and present State Aware Imitation Learning (SAIL), an
algorithm which, based on sample roll-outs, learns how to stick to states that are similar to the demonstrated ones while
simultaneously learning to reproduce the teachers actions in those states. In short, the goal is for the agent to find states
in which it knows what to do and then do it. To achieve this, we find the parameters θ of a parametric policy πθ by
maximizing the likelihood maxθ p(s1, a1, s2, a2, . . . |θ) of the demonstrated trajectories (consisting of states s1, s2, . . . and
actions a1, a2, . . . ). We make the assumption that the policy leads to a stationary distribution over states and simplify
the learning problem by assuming independence between time steps. The learning problem is then given by

θ̂ = argmaxθp(s1, a1, s2, a2, . . . |θ) = argmaxθ

N∑

i=0

log p(ai|si, θ) + log p(si|θ) (1)

for N demonstrated transitions. Note that the first part of this sum corresponds to regular maximum likelihood based
supervised learning and that p(ai|si) is given by the policy πθ(ai|si). The additional term p(si|θ) guides the agent towards
the desired states and, under the above mentioned simplifying assumptions, is modeled by the stationary distribution
dπθ (s). To maximize this log joint likelihood by gradient descent we now need to estimate ∇θ log dπθ (s). Note that this
gradient is based on reproducing states and thus requires the agent to learn about the environment. Thus, if no transition
model is given, additional sample roll-outs will be necessary to learn this gradient. We base our approach on the work
of Morimura et al.[6] who introduce a least squares temporal difference approach to estimating this gradient and utilize
it to derive a policy gradient approach in the reinforcement learning setting. We first extend this approach by arguing
convergence for an online update rule and then use the learned gradient for imitation learning.

2 Related Works

The key problem with purely supervised approaches to imitation learning is that the agent may visit states unlike the ones
seen during demonstration. Prior approaches to solving this problem are SMILe[8] and, building on it, DAGGER[9]. Ross
et al. address the issue at hand by iteratively collecting roll-outs from the trained policy and collecting new demonstrations
on the observed states. They show that their approach minimizes the classification error under the distribution of states
seen by the agent when executing the learned policy as opposed to the distribution of states demonstrated by the teacher
which ensures that the agent knows how to act in the states it will see during execution. However, while this algorithm
works well and comes with theoretical guarantees, acquiring new demonstrations online during execution is often not
possible. This is especially true if the demonstrations have been acquired by observation or if demonstrating the optimal
action forces the agent to take that action during training. In this paper we aim to address the problem of visiting states
without demonstrations when given a fixed set of demonstrations up front.

The second main approach related to SAIL is Inverse Reinforcement Learning (IRL). IRL methods use demonstrations in
order to learn a reward function. Learning a reward function can either be an end on its own or be used to train a policy
that may exhibit good behavior in states that supervised approaches cannot generalize to. IRL approaches have several
similarities with SAIL. First of all, IRL methods use sample roll-outs or knowledge of the domains transition model in
order to act in the presumed interest of the teacher, even in states for which the teacher has not provided demonstrations.
Furthermore, many IRL approaches such as the popular Maximum Entropy Inverse Reinforcement Learning[12] explicitly
reason over the distribution of states in order to learn a reward function. Note that the majority of IRL approaches
require that a transition model is given but approaches based on sample roll-outs exist (e.g. [1, 5, 4]). However, despite
the mentioned similarities, the policy learned by apprenticeship learning with IRL maximizes a different objective compared
to the objective function considered in this paper. Also note that reward functions are not isomorphic to policies; multiple
reward functions can yield the same policy and disambiguating between different possible reward functions is often a major
focus of IRL approaches. Furthermore, and perhaps most importantly, IRL methods are limited by the representation of
the reward function whose choice is usually further limited by the chosen IRL algorithm. SAIL does not need to explicitly
represent the reward function and while the gradient still needs to be learned and represented, it is more similar to the
representation of the policy and can be modeled by any differentiable parametric function.
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Algorithm 1 State Aware Imitation Learning

1: function SAIL(θ, ω, αθ, αω, αµ, s0, a0, . . . , sT , aT )
2: µ← 0
3: for k ← 0..#Iterations do
4: for i← 0..#UnsupervisedSteps do
5: s, a, s′ ← CollectTransition()
6: ω ← ω + αω (fω(s) +∇θ log πθ(a|s)− fω(s′))∇ωf(s′)
7: µ← (1− αµ)µ+ αµf(s′)

8: for t← 0 . . . T do
9: θ ← θ + αθ (∇θ log πθ(at|st) + (f(st)− µ))

return θ

3 Approach

In this section we describe State Aware Imitation Learning in detail. We first summarize the findings of Morimura et
al.[6] in section 3.1, argue that convergence can be achieved for a stochastic gradient descent based temporal difference
algorithm (in the linear case) in 3.2 and describe the full algorithm for imitation learning in 3.3.

3.1 Estimating ∇θ log dπθ (s) via temporal differences learning

Estimating the gradient of the logarithmic stationary state distribution based on a temporal-difference approach has first
been proposed by Morimura et al.[6]. Based on the definition of the stationary state distribution, they derive a temporal
difference equation. For all states s′, we have:

∇θdπθ (s′) = ∇θ
∫
dπθ (s)πθ(a|s)p(s′|s, a)ds, a

⇒ dπθ (s′)∇θ log dπθ (s′) =

∫
p(s, a, s′) (∇θ log dπθ (s) +∇θ log πθ(a|s)) ds, a

⇒ 0 =

∫
p(s, a|s′) (∇θ log dπθ (s) +∇θ log πθ(a|s)−∇θ log dπθ (s′)) ds, a

Note that this is an expected temporal difference error over the backwards transition probabilities p(s′|s, a) and can be
written as

δ(s, a, s′) := ∇θ log dπθ (s) +∇θ log πθ(a|s)−∇θ log dπθ (s′)

Morimura et al. show that the expected sum of the temporal difference errors using this backwards Markov chain is equal
to the expected sum of the temporal difference errors on the original, forward Markov chain defined by the transition
probabilities p(a, s′|s) = π(a|s)p(s′|s, a):

∞∑

t=0

E[δ(st, at, st+1)|p(at, st+1|st)] =

∞∑

t=0

E[δ(st, at, st+1)|p(at, st|st+1)]

This fact is then used to derive a least squares estimator of ∇θ log dπθ (s) using samples collected from the forward Markov
chain. Note that in order to avoid ambiguity, an additional constraint has to be enforced which ensures that

Es[∇θ log dπθ (s)] = 0 (2)

which is derived from the constraint
∫
dπθ (s)ds = 1.

3.2 Estimating ∇θ log dπθ (s) with online temporal difference updates

Using the temporal difference error described above, we use modified online temporal difference learning to approximate
∇θ log dπθ (s). This increases computational efficiency of the algorithm and allows it to be applied to larger and higher
dimensional state spaces. Let fω(s) be the current approximation of ∇θ log dπθ (s), the update equation will be analogous
to the common temporal difference update and is given by

ωk+1 = ωk + α∇ωf(s′) (f(s) +∇θ log π(a|s)− f(s′))

To enforce the constraint Es[f(s)] = 0, we run the algorithm until convergence and then project f onto the set of functions
satisfying the specified constraint.
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(a) (b)

Figure 1: a) Sum of probabilities of taking the optimal action. b) Reward (+/ − 2σ) obtained during 5000 iterations of
training

Convergence in the Linear Case We now consider the case of linear function approximation, we define fω(s) = φ(s)Tω
for a feature function φ(s). The update equation is then given by:

ωk+1 = ωk + αφ(s′)
(
φ(s)Tωk +∇θ log π(a|s)− φ(s′)Tωk

)

The first thing we will point out is the relation to the established temporal difference learning algorithm in the average
reward case. In this case a value function V (s) is estimated based on observed rewards r(s, a) using samples and an estimate
of the mean reward E[r(s, a)] ≈ µ. The update is then given by ωk+1 = ωk +α∇ωVω(s) (Vωk(s) + r(s, a)− µk − Vωk(s′)).
In our scenario, the reward is replaced by ∇θ log π(a|s) where s and a are sampled from the forward Markov chain. Note
that E[∇θ log π(a|s)] = 0 and thus the average “reward” is 0. Convergence of average reward temporal difference learning
has been thoroughly studied [11] and the only thing left to show is convergence properties are unchanged when sampling
from the backwards Markov chain. This is easy to see as the proof by Tsitsiklis et al.[11] reduces the update to their
steady state expectation, i.e. the expectation over dπ(s). Morimura et al.[6] show that the stationary state distribution,
assuming it exists, is the same for the forward and the backwards Markov chain. Thus the algorithm converges to an
approximation f(s) ≈ ∇θ log dπ(s) + c where c is a constant vector of the same dimension as θ.

3.3 SAIL

Now we can use this learned and projected approximation of ∇θ log dπθ to maximize the joint distribution over demon-
strated states and actions. Given a set of demonstrations, the full algorithm iteratively collects roll-outs, performs the
temporal difference update described in section 3.2 and then follows the gradient to maximize the joint likelihood over all
seen states and actions:

∇θ log p(s0, a0, s1, a1, . . . |θ) =
T∑

t=0

∇θ log πθ(at|st) +

(
fω(st)−

T∑

t′=0

fω(st′)

)
(3)

See algorithm 1 for a complete overview of SAIL.

4 Evaluation

In this section we evaluate the performance of an agent trained with SAIL compared to a supervised Learning from
Demonstration approach. We use a variation of the racetrack domain introduced by Boularias et al.[1] in which the agent
has to go around a track while managing momentum and the associated randomness. The randomness of this domain
ensures that the agent will randomly visit states that have not been part of any demonstrations while its tabular nature
ensures that it cannot use similarity between states to learn how to complete the task anyway. In order to reliably complete
laps around the track, the agent has to learn how to recover when getting off the track. The domain consists of 33 by 9
possible positions, each of which have 25 states associated with it in order to describe the velocity (+2, +1, 0, -1 or -2)
along both directions of the x-y-plane. This leads to a total of 7425 discrete states. The agent navigates in this domain
by accelerating or decelerating, leading to 5 different actions: changing the velocity along the horizontal or the vertical
axis by +1 or -1 and doing nothing. Randomness is introduced to the domain in the form of a possibility for failure in
which case the velocities remain the same. Probability for failure is high (80%) if one of the velocities is +2 or -2 and
low (10%) otherwise. The goal of the agent is to complete a lap while staying on track where being off track is defined as
x = 0, y = 0, x > 31 or y > 6 as well being inside an inner rectangle defined by 2 < x < 31 and 2 < y < 6.
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The agent learns to complete laps based on demonstrations given to it by an oracle. This oracle is defined by the optimal
policy according to a reward of 5 for completing a lap, −5 for crossing the finish line the wrong way and −0.1 for being
off track. We also use this reward to evaluate the performance of SAIL and the supervised LfD baseline. Note, however,
that the reward is not being used in training SAIL or the LfD baseline and is not generally available when doing imitation
learning. Supervised Learning from Demonstration in a tabular domain without noise works by first taking the same
action as demonstrated in states where a demonstration exists and second taking actions according to a prior in states
that haven’t been part of a demonstration, e.g. in this case choosing actions uniformly. We compare this against SAIL
after 5000 iterations where 20 trajectories are collected in an unsupervised way for each iteration. The temporal difference
update is done with plain stochastic gradient descent and a learning rate of 0.1 whereas the gradient descent update on
the policy is using a learning rate of 0.01. Figure 1b compares the average reward obtained by SAIL, supervised LfD
and the optimal baseline and shows that, over time, the policy learned by SAIL approaches the reward obtained by the
optimal policy and outperforms pure supervised learning alone meaning that the agent spends far less time off-track. As
an additional evaluation, we compare on how many states the policies learned by SAIL and the baseline agree with the
optimal policy. We measure this “agreement” by taking the sum of the probabilities of the optimal action as given by
the policy we are evaluating over all states. We can see in figure 1a that the policy learned by SAIL agrees with the
optimal policy in more states than the supervised policy. However, we can also see that there is still a larger number of
states for which the policy hasn’t converged to the optimal policy yet. This is because the majority of states are hit very
infrequently and the agent usually only needs to learn the correct action for a small number of states to recover.

5 Conclusion

In this work we showed a way for an agent to reproduce states in the setting of imitation learning and show that this
can help the agent reproduce demonstrations more accurately than pure supervised learning. In the future, we would like
to evaluate our approach in more complex state spaces using nonlinear function approximators. Second, note that in the
current formulation temporal difference learning is used to learn a function that has as many outputs as the policy has
parameters. We would like to approximate this function in a more compact way to address scalability when using function
approximators that have a high number of parameters. Approaches that learn gradients for deep neural networks with
many parameters exist (including, but not limited to synthetic gradients [3]) but typically make assumptions based on
the nature of the loss function that do not apply to our objective function. We also aim to improve the convergence rate
by using off-policy updates and to compare the resulting algorithm more directly to IRL methods. We believe that this
approach will be a flexible and powerful alternative to existing imitation learning approaches.
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Abstract

It is well established that learning can occur without external feedback, yet normative reinforcement learning theories
have difficulties explaining such instances of learning. Recently, we reported on a confidence-based reinforcement learn-
ing model for the model case of perceptual learning (Guggenmos, Wilbertz, Hebart, & Sterzer, 2016), according to which
the brain capitalizes on internal monitoring processes when no external feedback is available. In the model, internal
confidence prediction errors – the difference between current confidence and expected confidence – serve as teaching
signals to guide learning. In the present paper, we explore an extension to this idea. The main idea is that the neural
information processing pathways activated for a given sensory stimulus are subject to fluctuations, where some pathway
configurations lead to higher confidence than others. Confidence prediction errors strengthen pathway configurations
for which fluctuations lead to above-average confidence and weaken those that are associated with below-average con-
fidence. We show through simulation that the model is capable of self-reinforced perceptual learning and can benefit
from exploratory network fluctuations. In addition, by simulating different model parameters, we show that the ideal
confidence-based learner should (i) exhibit high degrees of network fluctuation in the initial phase of learning, but re-
duced fluctuations as learning progresses, (ii) have a high learning rate for network updates for immediate performance
gains, but a low learning rate for long-term maximum performance, and (iii) be neither too under- nor too overconfident.
In sum, we present a model in which confidence prediction errors strengthen favorable network fluctuations and enable
learning in the absence of external feedback. The model can be readily applied to data of real-world perceptual tasks in
which observers provided both choice and confidence reports.

Keywords: Reinforcement learning, perceptual learning, confidence,
feedback, exploration
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1 Introduction

A well-established form of learning without external feedback is perceptual learning – the ability to improve sensory in-
formation processing through training or repeated exposure. Previous models of perceptual learning have successfully
used principles from reinforcement learning to explain perceptual learning, but they were limited to cases of external
feedback (Kahnt, Grueschow, Speck, & Haynes, 2011; Law & Gold, 2008). Recently, we introduced a novel percep-
tual learning model, in which learning was guided by internal confidence-based reinforcement signals (Guggenmos,
Wilbertz, Hebart, & Sterzer, 2016). Using an associative reinforcement learning rule – a combination of Hebbian learn-
ing and confidence prediction errors – the model tuned network weights to improve perception. The model successfully
explained perceptual learning behavior in human participants and found dopaminergic source and target regions as neu-
ral correlates of confidence-based learning signals, further corroborating a reinforcement learning account of perceptual
learning in the absence of external feedback.

However, a simplifying assumption of this previous model was that the variability of confidence reports given constant
stimuli was modeled as noise. Here we offer a different treatment of this aspect with the key idea that variability in con-
fidence reports is directly related to network fluctuations in the processing of a stimulus. More specifically, we propose
that sensory processing networks employ slightly different pathways configurations for repeated presentations of the
same stimulus, where some configurations lead to higher perceptual confidence than others. In the brain, such fluctua-
tions may arise either due to the probabilistic nature of neural information processing or due to an explicit exploratory
capacity of neural circuits. Learning in our model is guided by confidence prediction errors that serve to strengthen
pathway configurations for which fluctuations led to above-average confidence and to weaken those associated with
below-average confidence outcomes. The aim of this work is to introduce the formulation of such a model, to assess its
learning behavior and to investigate the influence of key model parameters.

2 Model

We consider a classic perceptual learning task, in which observers have to identify whether a noisy Gabor stimulus is
oriented counterclockwise (ccw) or clockwise (cw) with respect to a reference axis. The model consists of two sensory
input nodes, which represent energy detectorsEccw andEcw and two decisional output nodesAccw andAcw. These input
and output layers are fully connected with signal weights wccw,ccw and wcw,cw connecting input and output nodes with
same orientations and noise weights wccw,cw and wcw,ccw connecting nodes of opposing orientations. Importantly, the
specific processing of a given stimulus is subject to trial-to-trial fluctuations. Fluctuations are implemented by means of a
trial-dependent multiplicative (balancing) factor b. For instance, the output activitiesAccw andAcw for a counterclockwise
stimulus are:

Accw = Eccwbwccw,ccw + Ecwwcw,ccw (1)

Acw = Ecwwcw,cw + Eccw(2− b)wccw,cw (2)

The factor b thus shifts the balancing between counterclockwise stimulus energy being processed via the signal pathway
(wccw,ccw) or the noise pathway (wccw,cw).

Confidence c is computed as the absolute value of the difference between Accw and Acw:

c = λ|Accw −Acw| (3)

where λ is the confidence sensitivity parameter. Learning is guided by a confidence prediction error δ, defined as the
difference between current confidence c and expected confidence c:

δ = c− c (4)

Expected confidence is estimated via a Rescorla-Wagner learning rule:

c← c+ αcδ (5)

Finally, weights are updated by means of an associative learning reinforcement learning rule:

wij ← wij + αwEiAjδ (6)
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To prevent unlimited growth of the weights, synaptic normalisation is performed:

wij ←
wij

1
2 (wij + wjj)

(7)

Choices are based on a softmax action selection rule:

p(ccw) = 1 +
1

1 + e−β(Accw−Acw)
(8)

A key feature for empirical application (e.g., model fitting to behavioral data) is that the trial-by-trial balancing factor b
can be computed from confidence reports by solving Equation (3) for b. For counterclockwise stimulus presentation, the
analytic derivation for b is as follows:

b =
2Eccwwccw,cw + Ecw(wcw,cw − wcw,ccw)± c

λ

Eccw(wccw,cw + wccw,ccw)
(9)

Caused by the absolute value in Equation (3), a single ambiguity remains for b in the term ±c/λ. As a heuristic, we
recommend to choose whichever sign produces a b with the smallest deviation from 1, thus slightly biasing the model
towards a smaller influence of the balancing component.

3 Simulation results

To assess the behavior of the model and its dependence on parameters, we repeatedly confronted the model with 5000
trials of clockwise or counterclockwise stimulus presentations. Each parameter combination was simulated for 10000
runs. Stimuli were a mixture of the designated and the opposing stimulus orientation with a ratio of 3:1. To make the
orientation discrimination task challenging, white Gaussian noise was added. The balancing factor b was drawn from
the following uniform distribution:

b ∼ [1− vb
2
; 1 +

vb
2
] (10)

where vb determined the magnitude of trial-to-trial weight fluctuations.

Figure 1: Behavior of the confidence-based
perceptual learning model. Learning is
achieved by an increase of signal weights and
a decrease of noise weights. As a consequence
of the weight tuning, performance (proportion
correct responses), confidence and expected
confidence increase until saturation is reached.

For all simulations, if not otherwise specified, the following parameters were
chosen: vb = 0.5, = 1, αw = 0.2, αc = 0.2, β = 3. Signal weights were
initialized with 1.25, noise weights with 0.75, and initial expected confidence
was set to 0.

3.1 Successful perceptual learning in the absence of external feedback

Figure 1 shows the the behavior of the model with the above default param-
eters. Within the first 2000 trials, signal weights have increased and noise
weights have decreased to their respective saturation level. As expected
from such a tuning of the network, the proportion of correct responses in-
creased as a consequence (from around 0.59 to 0.78). Since confidence was
computed from the output activities of the model, confidence and expected
confidence likewise showed an increase during learning. Overall, this simu-
lation demonstrated that the model was capable of learning, achieved by an
increase of signal weights and a decrease of noise weights.

3.2 Model parameters affect learning speed and saturation performance

Three parameters directly influenced learning: the magnitude of weight
fluctuations (determined by vb), the weight-related learning rate αw and
the confidence sensitivity parameter λ, which represented the under/over-
confidence of the observer. In the following, we discuss the learning behav-
ior of the model in dependence of each of these parameters.
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3.2.1 Magnitude of weight fluctuations

The parameter vb was the degree to which the network explored different weight configurations. In the initial phase
of learning (trials 1-1000), learning was fastest for intermediate values (vb ∼ 1) (Figure 2A). Too low values of vb led
to slower learning as the exploration of weight configurations was negligible and thus had no noticeable positive effect.
Too high values of vb often induced counterproductive weight configurations, erroneously leading to high confidence for
wrong choices. While there was thus a certain sweet spot of vb for the initial phase of learning, saturation performance
generally decreased with higher vb, as the explorativeness became a disadvantage once the network had learned.

3.2.2 Weight-related learning rate

The parameter αw determined how much the network learned from confidence prediction errors. In the initial phase of
learning, higher learning rates generally led to faster learning (Figure 2B). However, in the long run high learning rates
led to suboptimal saturation performance, implying a long-term advantage for slow but steady learners.

3.2.3 Confidence sensitivity

The parameter λ determined the degree of confidence for a given activation difference between counterclockwise and
clockwise output activities. In the initial phase of learning, fastest learning was achieved for intermediate values (λ ∼ 3)
(Figure 2C). Too high values of λ implied overconfidence and led to overhasty, often disadvantageous, updates of the
network. Too low values of λ led to tiny confidence-based learning signals and thus reduced learning. Yet, long-term
performance levels were almost unaffected by λ.

Figure 2: Performance in dependence of
model parameters. Left panels show the
proportion of correct responses across tri-
als for different parameter settings. In right
panels, the mean across parameters was
subtracted, for better illustration.
(A) Magnitude of weight fluctuations vb.
(B) Weight-related learning rate αw.
(C) Confidence sensitivity λ.

4 Conclusions

Here we introduced a novel computational model for perceptual learning in the absence of external feedback, utilizing
network fluctuation in combination with confidence prediction errors.

We showed through simulation that the model was capable of learning by increasing signal weights and decreasing noise
weights. Importantly, we found that the exploratory network component, implemented as trial-to-trial fluctuations of
the weight matrix, was able to boost perceptual learning in the initial phase of learning. However, once the network
has reached a stable level, large network fluctuations became a disadvantage and an ideal observer should thus decrease
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network exploration. This pattern of results mirrors the classic exploration-exploitation dilemma, in which ideal agents
have to balance exploration and exploitation depending on their outcomes and the dynamics of the environment.

We further showed that ideal confidence-based learners should neither be too underconfident nor too overconfident
for optimal initial learning, while under/overconfidence had little effect on long-term performance levels. By contrast,
for the weight-related learning rate, initial gains in performance due to high learning rates came at the cost of reduced
long-term performance.

In the future, we plan to apply the model to real-world perceptual learning datasets of human participants in order (i) to
assess the model evidence in comparison to prior models, and to (ii) investigate potential individual differences related
to the degree of network fluctuations, and how those relate to learning.
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What is the nature of decision noise in random exploration? 
 

 

 

      Siyu Wang                             Robert C. Wilson 

Department of Psychology                      Department of Psychology 

University of Arizona                             University of Arizona 

Tucson, AZ 85721                           Tucson, AZ 85721 

                                       sywangr@email.arizona.edu                          bob@arizona.edu 

 

 

Abstract 

The explore-exploit tradeoff is a fundamental behavioral dilemma faced by all adaptive organisms. Should 
we explore new options in the hopes of finding a better meal, a better house or a better mate, or should we 
exploit the options we currently believe to be best? Striking the right balance between exploration and 
exploitation is hard computational problem and there is significant interest in how humans and other 
animals make explore-exploit decisions in practice. One particularly effective strategy for solving the 
explore-exploit dilemma is choice randomization [1].  In this strategy, the decision process is corrupted by 
noise meaning that high value “exploit” options are not always chosen and exploratory choices are 
sometimes made by chance. In theory, such “random exploration”, can be surprisingly effective in explore-
exploit problems and, if implemented correctly, can come close to optimal performance. Recent work 
suggests that humans actually use random exploration to solve simple explore-exploit problems [2].  
Despite this progress a number of questions remain about the nature of random exploration as there are a 
number of ways in which seemingly stochastic choices could be generated. In one strategy, that we call the 
“external noise strategy”, participants could rely on stochasticity in the world and allow irrelevant features 
of the stimulus to drive choice. In another strategy called “internal noise strategy”, people could rely on 
stochastic processes within their own brains.  In this work, we modified our recently published “Horizon 
Task” in such a way as to distinguish these two strategies. Using both a model-free and model-based 
analysis of human behavior we show that, while both types of noise are present in explore-exploit decisions, 
random exploration is dominated by internal noise. This suggests that random exploration depends on 
adaptive noise processes in the brain which are subject to (perhaps unconscious) cognitive control.  

 

Keywords: explore-exploit, decision noise, random exploration, hierarchical Bayesian analysis 
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1 Introduction 

The explore-exploit tradeoff is a fundamental behavioral dilemma faced by all adaptive organisms. Should 
we explore new options in the hopes of finding a better meal, a better house or a better mate, or should we 
exploit the options we currently believe to be best? Striking the right balance between exploration and 
exploitation is hard computational problem and there is significant interest in how humans and other 
animals make explore-exploit decisions in practice. One particularly effective strategy for solving the 
explore-exploit dilemma is choice randomization [1]. In this strategy, the decision process between 
exploration and exploitation is corrupted by “decision noise”, meaning that high value “exploit” options are 
not always chosen and exploratory choices are sometimes made by chance.  In theory, such “random 
exploration”, is surprisingly effective and, if implemented correctly, can come close to optimal performance 
[10].  
Recently we showed that humans actually use random exploration and that they actively adapt their 
decision noise to solve simple explore-exploit problems in the lab [2].  However, a key limitation of this 
work was that it was that it was that the source of the decision noise used for exploration is unknown. Of 
particular interest is whether the adaptive decision noise that is linked to exploration is generated internally, 
within the brain, or arises externally, in the input from the world. Previous work makes a strong case for 
both types of noise being relevant to behavior. For instance, external, stimulus-driven noise is thought to be 
a much greater source of choice variability in perceptual decisions than internal noise [3]. Conversely 
internal, neural noise is thought to drive exploratory singing behavior in song birds [4] and the generation 
and control of this internal noise has been linked to specific neural structures.  
In this paper, we investigate which source of noise, internal vs external, drives random exploration in 
humans in a simple explore-exploit task adapted from our previous work [2]. To distinguish between the 
two types of noise, we had people make the exact same explore-exploit decision twice. If decision noise is 
purely externally driven, then people choices should be identical both times, that is their choices should be 
consistent since the stimulus is the same both times. Meanwhile, if noise is internally driven, the extent to 
which their choices are consistent should be determined by the level of the internal noise. By analyzing 
behavior on this task in both a model-free and model-based way, we were able to show that, while both 
types of noise are present in explore-exploit decisions, the contribution of internal noise to random 
exploration far exceeds that contributed by the stimulus. 

2 Methods 

2.1 Participants 

78 Participants (37 male, 41 female, ages 17-25) from the UA subject pool, played the task.  27 were excluded 
on the basis of performance (using the same exclusion criterion as in [2]) leaving 51 for the analysis. 

2.2  Behavioral task 

Participants played a series of games of a sequential two-armed bandit gambling task. In each game they 
made repeated decisions between two options. Each option paid out a random reward between 0 and 100 
points sampled from a Gaussian distribution with a fixed standard deviation of 8 points. The means of the 
underlying Gaussian were different for the two bandit options, remained the same within a game, but 
changed with each new game. Participants were instructed to maximize the points earned over the entire 
task. The number of games participants play depends on how well they perform, the better they perform, 
the sooner the task will end. On average, participants play 128 games.  
The first four trials of each game were forced-choice trials, in which only one of the options was available 
for the participant to choose. We used these forced-choice trials to manipulate the relative ambiguity of the 
two options, by providing the participant with different amounts of information about each bandit before 
their first free choice. The four forced-choice trials set up two uncertainty conditions: unequal uncertainty(or 
[1 3]) in which one option was forced to be played once and the other three times, and equal uncertainty(or 
[2 2]) in which each option was forced to be played twice. After the forced-choice trials, participants made 
either 1 or 6 free choices (two horizon conditions).  
The crucial additional manipulation in this task is repeated games. Each of the set of forced-choice trials 
appeared twice in the game. For each pair of repeated games, they share the exact same set of forced-choice 
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trials. But for free-choice trials, each game in the repeated pair sampled independently from the underlying 
Gaussian distribution using the same underlying set of parameters (the mean of the Gaussian for both 
bandits). In order not to let the participants notice that games are repeated, we randomize the order of 
games so that each repeated pair is at least five games away from each other.  

2.2 Model-free analysis 

As in our previous paper [2], the influence of information bias is measured as the probability of choosing 
the more informative option, i.e. the bandit with only 1 outcome in [1 3] condition; decision noise is 
measured as the probability of choosing the low mean option in [2 2] condition. 
In addition, whether participants make consistent choices in repeated games is used as a model-free 
measure of internal noise, since in repeated trials, external noise should be identical on both trials. So only 
internal noise can differ and drive the choice inconsistency. The degree to which people make consistent 
choices in repeated trials can reflect the internal noise.  

2.3 Model-based analysis 

As with our model-free analysis, the model-based analysis focuses only on the first free-choice trial since 
that is the only free choice when we have control over the information bias between the two bandits. To 
model participants’ choices on this first free-choice trial, we assume that they make decisions by computing 
the difference of value Δ𝑄 between the two options: 

Δ𝑄 =  Δ𝑅 + 𝐴 Δ𝐼 + 𝑏 + 𝜖 + 𝑛 
Where, the experimentally controlled variables are Δ𝑅 = 𝑅௧ − 𝑅௧ , difference between the mean of 
rewards shown on the forced trials, and Δ𝐼, the difference information available for playing the two options 
on the first free-choice trial (for simplicity we define Δ𝐼 to be +1, -1 or 0: +1 if one reward is drawn from the 
right option and three are drawn from the left in the [1 3] condition, -1 if one from the left and three from 
the right, and in [2 2] condition, Δ𝐼 is 0). 
The subject-and-condition-specific parameters are: the spatial bias, b, which determines the extent to which 
participants prefer the option on the right, the information bonus A, which controls the level of directed 
exploration, 𝜖 denotes the external, external noise, which is identical on the repeat versions of each game, 
and n denotes internal noise, which is uncorrelated between repeat plays. For repeated games, the set of 

FIGURE 1 – Hierarchical Bayesian model 
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forced-choice trials are exact the same, so the external noise should be the same, but the free decision noise 
may be different. This is exactly how we distinguish external noise from internal noise. In symbolic terms, 
for repeated games i and j,  𝜖 = 𝜖 𝑎𝑛𝑑 𝑛 ≠ 𝑛. 
The decision model assumes that participants choose right if Δ𝑄 > 0, otherwise the participant will choose 
the left option. 
We used hierarchical Bayesian analysis to fit the parameters (see Figure 1 for an graphical representation of 
the model in the style of [5]). In particular, we fit values of the information bonus A, spatial bias B, internal 
noise n variance, σn and external noise ε variance, σε for each participant in each horizon and uncertainty 
condition. The mean and standard deviation of information bonus A and spatial bias B are sampled from a 
Gaussian prior and an exponential prior respectively. The variance for both type of noises were sampled 
from a gamma distribution, and the group-level parameter k and 𝜆 for the gamma distribution are sampled 
from exponential priors. At the game level, we sampled one stimulus driven noise for each pair of repeated 
games and we sampled two free decision noises for each individual game in the pair.  The model in Figure 1 
is fitted using the MATJAGS and JAGS [6]. 

3  Results 

We show that both internal and external noise contribute to the behavioral variability in random 
exploration. Using hierarchical Bayesian analysis, we also show that the effect of internal noise is the main 
source of noise in random exploration. 

3.1  Model free analysis demonstrates the existence of internal and external noise. 

In line with previous findings, both directed and random exploration increase with horizon (See Figure 2. A, 
B). In addition, choice inconsistency between repeated games was non-zero in both horizon conditions, 
suggesting that not all of the noise was stimulus driven.  In addition, choice inconsistency was higher in 
horizon 6 than in horizon 1 for both [1 3] and [2 2] condition (See Figure 2.C), suggesting that at least some 
of the horizon dependent noise is internal. 

  

FIGURE 2 – Both direct (P < 0.001) and random exploration (P < 0.001) increases with horizon. Choice 
consistency in both [1 3] and [2 2] condition increases with horizon(P[13] < 0.001, P[22]<0.001). 

3.2 Model-based analysis shows that internal noise is the main source of noise in exploration 

To more precisely quantify the size of internal and external noise in this task, we turned to model fitting. 
Both external(P<0.001) and internal noise (P<0.001) increase with horizon (See Figure 3). In both horizon 1 
and horizon 6, internal noises are significantly higher than internal noises (for both horizon 1 and horizon 6, 
P < 0.001). 
Figure 3 also demonstrates the existence of both external noise and internal noise. Hierarchical Bayesian 
analysis provides us a way to quantify the magnitude of external and internal noise respectively, from the 
result, internal noise is the main source of random exploration. 
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4  Discussion 

In this paper, we investigated whether random exploration is driven by internal noise, putatively arising in 
the brain, or external noise, 
arising from the environment.  
We find horizon dependent 
changes in both internal and 
external sources of noise, but that 
the effect of internal noise is 
much greater.  
One limitation of this work is in 
the interpretation of the different 
noises as being internal and 
external. In particular, while we 
controlled many aspects of the 
stimulus across repeated games 
(e.g. the outcomes and the order 
of the forced trials), we could not perfectly control all stimuli the participant received which, for example, 
would vary based on where they were looking.  Thus, our estimate of external noise is likely a lower bound. 
Likewise, our estimate of internal noise is likely an upper bound as these “missing” sources of stimulus 
driven noise would be interpreted as internal noise in our model. Despite this, the sheer magnitude of the 
difference between internal and external noise (internal noise is 2-3 times the size of external noise, Figure 3), 
suggests that our interpretation may be safe as an awful lot of external noise would have to be explained by 
variables not relevant to the task.   
The horizon-dependent increase in internal noise is consistent with the idea that random exploration is 
driven by intrinsic variability in the brain. This is in line with work in the bird song literature in which song 
variability during song learning has been tied to neural variability arising from specific areas of the brain. In 
addition, this work is consistent with a recent report from Ebitz et al [7] in which behavioral variability in an 
“explore” state was also tied to internal rather than external sources of noise. Whether such a noise-
controlling area exists in the human brain is less well established, but one candidate theory [4] suggests that 
norepinephrine (NE) from the locus coeruleus may play a role in modulating internal levels of noise.  While 
there is some evidence that NE plays a role in explore-exploit behavior [8], this link has been questioned [9]. 
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Abstract

Humans and learning machines need to make decisions together in increasingly complex environments. The way the
world is presented to a machine learner, termed its representation of the world, is a critical part of this shared decision-
making process. One representative case is that of robotic prostheses attached to the human body to help mitigate the
loss of limb function due to amputation, injury, or illness. With advances in functionality and available sensor data,
prosthetic devices are now faced with a growing stream of real-time sensorimotor data that they must interpret to ex-
ecute the motor intentions of their human users. This decision making must be rapid, accurate, and performed with
the limited computational resources of a wearable robot. Reinforcement learning is therefore a natural choice to learn
predictions and policies that map situations to human intent and control outcomes. Critical to all existing approaches
for reinforcement learning in prosthesis control is the time efficient and effective representation of an increasing senso-
rimotor data stream to a reinforcement learning control system. In this study, we present a first look into the impact
of increased prosthetic sensorimotor information on the computation time and prediction performance of two different
linear representations: the widely used tile coding and a novel modification of Kanerva coding, selective Kanerva coding.
Our results not only confirm potential limitations to tile coding as the number of sensory input dimensions increase, but
also show evidence that selective Kanerva coding can provide an effective representation within a limited computational
time budget. This is, in part, possible because the dimensionality of the state space does not affect the size of the rep-
resentation selective Kanerva coding provides. This study therefore takes a first step towards efficiently representing
complex, high-dimensional data streams to machine learning control systems.

Keywords: Reinforcement Learning, Sates Representations, Human-Machine
Interaction, Real-time machine learning

Acknowledgements

This research was undertaken, in part, thanks to funding from the Canada Research Chairs program, the Canada Foun-
dation for Innovation, and was supported by the Alberta Machine Intelligence Institute (Amii), Alberta Innovates –
Technology Futures (AITF), the Government of Alberta, and the Natural Sciences and Engineering Research Council
(NSERC).

Paper M103 173



Figure 1: The upper-limb research
prosthesis used in this study (the
Bento Arm [3]).

Figure 2: Example of the position,
velocity, load, and temperature sen-
sor signals generated during its op-
eration on a simple repetitive task.

1 INTRODUCTION

Prosthetic limbs and other assistive rehabilitation technologies rely on their sensors to respond appropriately to the
intentions and needs of their human users. The use of machine learning approaches such as pattern recognition allow
available sensors to be further leveraged to increase the number of functions controllable by a user [2]. There is now
convincing evidence that machine learning control approaches such as pattern recognition can enable patients with
amputations to sequentially control a device with a robotic elbow, wrist, and hand with multiple discrete grasp patterns—
far more degrees of control than were previously possible with conventional control solutions [1, 2]. This increase in
function can be attributed both to an increase in the number of sensors deployed within a prosthetic socket, and the
efficient use and synthesis of the information provided by these sensors. The combination of sensorimotor signals into a
useful summary of a system’s state, termed a state representation, has become increasingly important to the performance
of prosthetic devices, especially those that leverage pattern recognition, regression, or real-time machine learning [1]. If
used carefully, these signals present a valuable window into the intent of a human user and their prosthesis’s interactions
with a changing, daily-life environment.

A prosthesis must be able to approximate and react to its sensor inputs within a short window of time in order to remain
effective [4]. If a representation can be formed for a control system in an efficient way, even in the face of high-dimensional
sensor data, it can readily be computed, stored, and used in real time on the computationally limited hardware embedded
within wearable prosthetic devices.

Previous work by our group has explored in detail the use of real-time machine learning methods for prosthetic control—
we have to date performed a wide range of prosthetic prediction and control studies wherein subjects with and without
amputations used different techniques from the field of reinforcement learning (RL) to operate a robotic arm, e.g., [5–11].
In all of these studies we exclusively relied on the linear representation method known as tile-coding (c.f., [12]) to provide
our RL prediction and control systems with a view into the available space of prosthesis- and user-derived sensorimotor
signals. These linear representations were chosen because they are highly efficient in both computation and data usage
for a fixed (small) number of input signals. However, as prosthetic devices improve and the number of sensors available
to the system increases, it remains unclear how standard linear representations like tile-coding are affected, and if more
scalable representations exist which would be more aptly suited for use in prosthetic limbs and other wearable assistive
rehabilitation technologies.

Finding a good representation of input signals in complex, high-dimensional, and continuous environments is a difficult
problem faced not just in the adaptive control of prosthetic limbs, but in a wide range domains where designers seek
to deploy machine learning for real-world control tasks; notable examples range from speech recognition to self-driving
vehicles. However, unlike enterprise scale applications with access to vast computational resources, the prosthetic setting
requires that all computation be limited to run on small, power efficient processors that can be installed in a self-contained
way within the chassis of a prosthetic device. The representation of high-dimensional continuous state information
therefore needs to be done in a computationally efficient fashion.

In this work we therefore contribute a first study on the effects of increasing the dimensionality of prosthetic sensory
data in terms of computation time and prediction accuracy of on policy general value functions (GVFs) using linear tile-
coding representations (the dominant function approximation approach used in RL) and propose a novel modification
of a competitor coding approach that promises to scale accurately and efficiently as the number of sensory dimensions
increases on an assistive device [11, 13].

1
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2 REPRESENTATION USING LINEAR METHODS

Approximating a value function using linear methods is considered a standard approach because of the ease of comput-
ing the gradient of the value function with respect to the learned parameters or weights [12]. This leads to a particularly
simple form of the gradient-descent update with the guarantee that any convergence to a local optimum is a convergence
to a global optimum. On top of their theoretical results, linear methods can excel in terms of computation and data effi-
ciency but this depends critically on how the dimensions of states are represented in terms the representation’s feature
vector, φ.

2.1 Tile Coding

Tile coding (TC) is a linear representation that is often chosen in RL for it’s efficiency in online learning. Tile coding splits
up the d-dimensional state space into m overlapping and offset partitions called tilings and each tiling is split into a set
of n tiles. Each tile represents a binary (0 or 1) feature that is activated when the state lies within the tile. A binary feature
vector φ of length nm, can then be constructed by concatenating all n features for all m tilings. Since only m features are
activated, tile coding has an advantage when choosing a constant step-size parameter, α, as the number of active features
is independent of the state. For example, a reasonable step-size parameter might be α = 0.1/m.

In order to capture the interaction between dimensions, tilings must span the state space so that each tile represents
a small d-dimensional hyper-cube. This leads to exponentially many features (dim(φ) = m ∗ nd). For small dimen-
sions found in common control tasks, tile coding provides an easily implementable representation with clear benefits.
However, as the dimension of the task grows, so does the memory cost.

2.2 Selective Kanerva Coding

Kanerva coding is the application of sparse distributed memory as a representation in reinforcement learning. Unlike
tile coding, the number of features in Kanerva coding does not grow with the number of dimensions. This can lead
to dramatic savings in necessary memory resources. However, a common issue when using Kanerva coding in RL
is choosing an appropriate number of prototypes and activation radius and although several researchers have shown
improved performance by moving the prototypes around the representation space or by growing the representation
using experience from the learner, these methods add extra memory and computational complexity to the algorithm
[15,16]. Additionally, as other work has shown that Kanerva coding may successfully be applied to continuous domains,
the computational cost of high-dimensional continuous states has not yet been explored [17].

We propose Selective Kanerva Coding (SKC) to address these issues. The idea is to remove the activation radius and simply
find the c closest prototypes to the state of the system using Hoare’s quickselect which can be used to find the c shortest
distances in an array of distances [18]. One way of choosing a good c is to choose a small ratio, η such that c = bKηc. Not
only does this method still have the same O(K) complexity as computing how many prototypes are within an activation
radius, but it shares with tile coding the guarantee of the same number of activated features along with the associated
benefits, e.g., in selecting learning step sizes. Utilized alongside True Online TD(λ), SKC promises to be an efficient,
reliable representation for computing GVFs [14].

3 EXPERIMENT

A robotic arm designed to be worn as a research prosthesis (the Bento Arm of Dawson et al., [3], Fig. 1) was controlled
in a sorting exercise where three different objects were picked up from the same location, carried, and then dropped at
different locations assigned by their weight.The goal of the prediction task was then to predict what angle the shoulder
angle sensor would report over the next 10 timesteps (∼0.3 seconds into the future). Predictions were made through the
use of an on-policy general value function learned via true online temporal-difference learning. In order to predict 10
timesteps into the future, γ = 0.9 was used in specifying the GVF. Learning rate and the eligibility trace parameters were
empirically set to α = 0.001 and λ = 0.99, respectively.

To examine the effect of the number of sensor dimensions on prediction performance and computation time, three dif-
ferent sensor combinations were used—representations were constructed with 2, 8, and 12 sensory input signals. In
the 2-dimensional setting, only the elbow angle and load were given as part of the representation, whereas in the 8-
dimensional setting, the angle, load, temperature, and velocity of both the elbow and the wrist rotator were given.
Finally, the angle, load, temperature, and velocity of the elbow, the wrist rotator, and the wrist flexor were given in
the 12-dimensional task. Exactly 248 different combinations of tiles and tilings were used to generate a wide range of
tile coding configurations and thus a wide range of features for each dimensional setting, ranging from 128 to 331776
features. One reasonable method of offsetting each tiling is to deterministically shift each tiling using a knight’s-move

2
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Figure 3: Key result: comparison of prediction error and computation time for tile coding and SKC as their number of
features increases, including (a) the mean absolute prediction error on the last 10% of the combined data for SKC and
tile coding on 2, 8, and 12 dimensions; and (b) the mean computation time of the combined data for SKC and tile coding
on 2, 8, and 12 dimensions. The maximum features computable in a 100ms timestep is shown in both plots by blue lines
and the points I, II, II, and IV for SKC12, SKC8, SKC2, and TC2/8/12, respectively.

pattern.1 Although this knight’s pattern is deterministic, by using the five different long streams of data generated by
shuffling the trials, a more representative distribution of online learning performance was calculated.

For selective Kanerva coding, 5 different seeds were used to generate prototypes ranging from 1000 to 20000 where each
prototype was a point in the 2, 8, or 12 dimensional space. Euclidean distance was used to measure how close each
prototype was to the observed state. A constant ratio η = 0.025 of features (rounded down) were active at anytime. The
prediction performance and the computation time per timestep was recorded. To reveal the relation between the number
of features that could be calculated and the calculation time per timestep, the number of features that could be calculated
within 100 ms was also recorded.

4 RESULTS

Figure 3 compares the variation in both prediction error and computation time for tile coding and SKC as their number
of features increases, up to a maximum computation time per step cutt-off of 100ms (selected in this study as the upper
limit for real-time prosthesis control, c.f., [4]). After removing poor performing outliers due to small representations from
the tile coding data which were orders of magnitude worse than the trend seen in Fig. 3, the data indicates that both tile
coding and SKC have improved performance as the number of features increases up until an optimum point at which
the error increased or the representation took too long to compute. The maximum number of features calculated within
100 ms for the 12, 8, and 2 dimensional settings for SKC are represented as points I, II, and III, respectively. The mean
number of features that can be calculated within 100 ms using tile coding had little variation on the log scale presented
in Fig. 3, and is represented by a single point IV.

The 100 ms processing limit had the effect that 8 and 12 dimensional settings of tile coding did not improve beyond what
the 2 dimensional setting was able to, despite the possibility of improved prediction performance if more computation
was allowed. TC was quite unlike SKC, which not only had similar performance trends across different dimensions but
utilized the additional dimensions of the state space to have statistically significant improvements in performance using
the same number of prototypes and thus features. The best performance in terms of error across all conditions was found
to be SKC at 8000 prototypes for all three different dimensionality conditions, with 12D SKC at 8000 features demonstrat-
ing the overall best performance on the entire experiment. Additionally, both tile coding and SKC had increased time
step duration as the number of features increased.

1Similar to that in chess, the knight’s pattern used here shifted the tilings over and up by an increasing amount for each new tiling,
as per Miller and Glanz [19].
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5 CONCLUSIONS

As the number of sensors available on prosthetic devices grows with their capabilities, an appropriate synthesis of sen-
sorimotor signals into a useful representation becomes essential to the performance of these devices’ machine learning
control systems. If such a representation can remain computationally efficient, it can readily be used on the computation-
ally limited systems residing within wearable prosthetic technology. The presented results reaffirm previous findings
about tile coding’s increasing computational requirements on high dimensional data and further show that selective
Kanerva coding has better accuracy on an upper-limb robotic prediction task than tile coding. We note that selective
Kanerva coding takes additional time to compute a representation, but also show that not only are there significant gains
in prediction performance with additional features but that there is a performance gradient for a fixed activation ratio,
η. These findings suggest that selective Kanerva coding merits further study, and as such, this work contributes a sig-
nificant step towards accurately representing the high-dimensional data of assistive technologies to a machine learning
control system such as a reinforcement learning agent.
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Abstract

Expectation for the emergence of higher functions is getting larger in the framework of end-to-end comprehensive re-
inforcement learning using a recurrent neural network. However, the emergence of “thinking” that is a typical higher
function is difficult to realize because “thinking” needs non fixed-point, flow-type attractors with both convergence and
transition dynamics. Furthermore, in order to introduce “inspiration” or “discovery” in “thinking”, not completely ran-
dom but unexpected transition should be also required.

By analogy to “chaotic itinerancy”, we have hypothesized that “exploration” grows into “thinking” through learning
by forming flow-type attractors on chaotic random-like dynamics. It is expected that if rational dynamics are learned
in a chaotic neural network (ChNN), coexistence of rational state transition, inspiration-like state transition and also
random-like exploration for unknown situation can be realized.

Based on the above idea, we have proposed new reinforcement learning using a ChNN. The positioning of exploration
is completely different from the conventional one. Here, the chaotic dynamics inside the ChNN produces exploration
factors by itself. Since external random numbers for stochastic action selection are not used, exploration factors cannot
be isolated from the output. Therefore, the learning method is also completely different from the conventional one.

One variable named causality trace is put at each connection, and takes in and maintains the input through the connection
according to the change in its output. Using these causality traces and TD error, the connection weights except for the
feedback connections are updated in the actor ChNN.

In this paper, as the result of a recent simple task to see whether the new learning works appropriately or not, it is shown
that a robot with two wheels and two visual sensors reaches a target while avoiding an obstacle after learning though
there are still many rooms for improvement.

Keywords: thinking, chaotic neural network (ChNN), exploration, reinforcement learning (RL), function emergence

Acknowledgements

This research has been supported by JSPS KAKENHI Grant Numbers JP23500245, JP15K00360 and many our group
members

∗http://shws.cc.oita-u.ac.jp/˜shibata/home.html

Paper T3 178



1 Introduction
Expectation for the emergence of artificial intelligence is growing these days triggered by the recent results in reinforce-
ment learning (RL) using a deep neural network (NN)[1, 2]. Our group has propounded for around 20 years that end-to-
end RL from sensors to motors using a recurrent NN (RNN) plays an important role for the emergence[3, 4]. Especially,
different from “recognition” whose inputs are given as sensor signals or “control” whose outputs are given as motor
commands, higher functions are very difficult to design by human hands, and the function emergence approach through
end-to-end RL is highly expected. Our group has shown that not only recognition and motion, but also memory, predic-
tion, individuality, and also similar activities to those in monkey brain at tool use emerge[4]. We have also shown that a
variety of communications emerge in the same framework[5]. However, the emergence of what can be called “thinking”
that is one of the typical higher functions has not been shown yet. In this paper, the difficulty of emergence of “thinking”
is discussed at first. Then our hypothesis that “exploration” grows into “thinking” through learning is introduced[6]. To
realize the hypothesis, the use of a chaotic NN (ChNN) in RL and new deterministic RL for it are introduced[6]. Finally,
it is shown that the new RL works in a simple task[7] though that cannot be called “thinking” yet and there are still many
rooms for improvement. No other works with a similar direction to ours have not been found.

2 Difficulty in Emergence of “Thinking”
The definition of “Thinking” must be varied depending on the person. However, we can “think” even when we close
our eyes and ears, and what we think does not change randomly, but logically or rationally. Therefore, we hope many
ones can agree that in order to realize “thinking”, rational multi-stage or flow-type state transition should be formed.

As a kind of dynamic functions, we have shown that a variety of memory-required functions emerge in an RNN in simple
tasks[4]. It is not so difficult to form memories as fixed-point convergence dynamics if the initial feedback connection
weights are set such that the transition matrix for the connection is the identity matrix or close to it when being linearly
approximated. That can also solve the vanishing gradient problem in error back propagation. However, state transition
needs not only convergence dynamics for association, but also transition dynamics from one state to another.

Then, we employed a multi-room task in which an agent moves and when it pushes a button, one of the doors opens
and then the agent can move to another room. The sensor signals are the inputs of the agent’s RNN, and the RNN was
trained based on RL from a reward when it reached the goal. We expected that the internal state changed drastically
between before and after the door open though the difference in the sensor signals was not so large. After learning, a
large change in the internal state could be observed in some degree, but the learning was very difficult[8].

Furthermore, when we “think”, “inspiration” or “discovery”, which is a kind of unexpected but not completely random
and rational transition, must be also essential. The convergence and transition dynamics seem contradict at a glance, and
it seems very difficult to form both dynamics from scratch in a regular RNN.

3 Chaos and Hypothesis: Growth from “Exploration” to “Thinking” through Learning
Suppose we are standing at a forked road as shown in Fig. 1. Usually, we choose one from two options: going right and
going left. We do not care many other possible actions such as going straight and dancing. It is not motor(actuator)-level
lower exploration, but higher exploration supported by some prior or learned knowledge[9]. Furthermore, at a fork, we
may wonder such that “this path looks more rough, but that way looks to go away from the destination”. This can be
considered as a kind of “exploration” and also as a kind of “thinking”. The place where the wave in mind occurs is inside
the process before making a decision, and learning should be reflected largely on the exploration. The author’s group
has thought that exploration should be generated inside of a recurrent NN (RNN) that generates motion commands[10].
“Exploration” and “thinking” are both generated as internal dynamics as shown in Fig. 2. “Exploration” is more random-

Figure 1: Lower or higher exploration
at a fork.
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Figure 2: “Exploration” and “thinking” are both a kind of
internal dynamics and deeply related with each other.
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Figure 3: Rough schematic diagram of the combination of attractors and chaotic dynamics. See text in detail.

like state transitions. On the other hand, “thinking” is more rational or logical state transition, and sometimes higher
exploration or unexpected but rational state transition such as inspiration or discovery occurs in it.

Analogy to such dynamics can be found in chaotic dynamics. In regular associative memory, fixed-point attractor (basin)
is formed around each memorized or learned pattern as shown in the upper left part in Fig. 3. However, when a
ChNN is used in it, transition dynamics among the memorized patters called “Chaotic Itinerancy”[11] can be seen as
the green arrows in the lower left part in Fig. 3. If rational or logical state transitions are learned, it is expected that
flow-type attractors are formed as the red or black arrows in the lower right part in Fig. 3. It is also expected that
as the green arrows, (1)inspiration or discovery emerges as irregular transitions among the attractors but reflecting the
distance, (2)higher exploration emerges at branches of the flow, and (3)in unknown situations, no attractor is formed,
and remaining random-like chaotic dynamics appears until return to a known situation. Skarda et al. reported that the
activities on the olfactory bulb in rabbits become chaotic for unknown stimuli[12]. Osana et al. have shown the difference
of chaotic property between known and unknown patterns on an associative memory using a ChNN, and also after an
unknown pattern is learned, association to the pattern is formed as well as the other known patterns[13]. From the above
discussion, we have hypothesized that “exploration” grows into “thinking” through learning by forming flow-type
attractors on chaotic random-like dynamics and that can be realized on reinforcement learning using a ChNN.

4 New Reinforcement Learning (RL) Using a Chaotic Neural Network (ChNN)

In order to realize the above idea, our group has proposed new reinforcement learning using a ChNN[6]. The positioning
of exploration in learning is completely different from the conventional one. Here, the chaotic dynamics inside the
ChNN produces exploration factors by itself. Since external random numbers for stochastic action selection are not used,
exploration factors cannot be isolated from the output. Then the learning method has to be completely different from the
conventional one.

Assuming that the motions are continuous, actor-critic type reinforcement learning architecture is employed. Here, to
isolate the chaotic dynamics from the critic, the actor is implemented in a ChNN and the critic is implemented in another
regular layered NN as shown in Fig. 5. The inputs are the sensor signals for the both networks. Here, only the learning
of actor ChNN that is largely different from the conventional reinforcement learning is explained comparing with the
conventional one using Fig. 4. In our conventional works, as shown in Fig. 4(a), by adding a random number (noise)
rndj,t to each actor output, the agent explores. The actor network is trained by BPTT (Back Propagation Through Time)
using the product of the random number and TD error as the error for each output of the RNN.

In the proposed method, there is no external random numbers added to the actor outputs. The network is a kind of RNN,
but by setting each feedback connection to a large random value, it can produce chaotic dynamics internally. Because
the learning of recurrent connections does not work well, only the connections from inputs to hidden neurons and from
hidden neurons to output neurons are trained. One variable Cji named causality trace is put on each connection, and
takes in and maintains the input through the connection according to the change in its output as

C
[l]
ji,t = (1 − |∆x

[l]
j,t|)C

[l]
ji,t−1 + ∆x

[l]
j,tx

[l−1]
i,t (1)

where x
[l]
j,t: output of the j-th neuron in the l-th layer at time t, ∆xt = xt − xt−1.

2

Paper T3 180



+ + + +

TD errorTD error

causality
traces

(a) conventional RL
sensor

(b) proposed RL

rnd rnd
continuous

motion commands
TD error

causality
traces

hidden
output

input

propagated
error TD error

continuous
motion commands

sensor

chaotic
neural

network

exploration

T
exploration

external random

TD error

internal
dynamics

regular
recurrent
network

signal flow
for learning

signal flow
for output

rnd : external random
number generator

c

r r

r

r

c
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Using the causality trace Cji and TD error r̂t, the weight w
[l]
ji from the i-th neuron in (l−1)-th layer to the j-th neuron in

the l-th layer is updated with a learning rate η as

∆w
[l]
ji,t = ηr̂tC

[l]
ji,t. (2)

5 Learning of Obstacle Avoidance
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Figure 5: Learning of obstacle avoidance for a robot
with two wheels and two sensors using a ChNN.

Since the learning is completely different from the conventional
one, it is necessary to show whether the learning works appropri-
ately in a variety of tasks or not. It was already applied to sev-
eral tasks[6][9]. In this paper, the result of a recent task in which
a robot has two wheels and two visual sensors is shown[7]. As
shown in Fig. 5, there is a 20×20 size of field, and its center is
the origin of the field. What the robot has to do is to reach a goal
while avoiding an obstacle. The goal is put on the location (0, 8)
with radius r=1.0, and a robot (r=0.5) and an obstacle (r=1.5) are
put randomly at each episode. The orientation of the robot is also
decided randomly. Each of the two omnidirectional visual sensors
has 72 cells, and catches only goal or obstacle respectively. Total of
144 sensor signals are the inputs of both critic and actor networks,
and the right and left wheels rotate according to the two actor out-
puts. When the robot comes in the goal area, a reward is given,
and when it collides with the obstacle, a small penalty is given.
One episode is defined as until arrival to the goal or 1000 steps
from start. The both NNs have three layers including input layer.
The number of hidden neurons is 10 for critic network and 100 for
actor ChNN.

The learning results are shown in Fig. 6. Fig. 6(a) shows learning
curve and the vertical axis indicates the number of steps to the
goal. The blue line shows its average over each 100 episodes. It
can be seen that according to the number of episodes, the number
of steps decreases. Fig. 6(b) and (c) show the robot trajectories
before and after learning respectively. Actually, the goal location
is fixed and initial robot location is varied. But to see the initial robot orientation, the robot is on the center of the field,
and its orientation is for upper-side initially on the figure. Relatively, the goal location is varied. The size of the obstacle
in the figure shows the area where the robot collides with the obstacle and then is larger than the actual size. Before
learning, the robot explored almost randomly, but after learning, it could reach the goal while avoiding the obstacle. In
conventional learning, randomness of action selection is often decreased as learning progresses, but here, it can be seen
that exploration factors decreased autonomously according to learning. However, there are some strange behaviors such
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(a) Learning curve (Number of steps) (d) Lyapunov exponent during learning

(c) Trajectories after learning

obstacle

obstacle

goal

start

start

(b) Trajectories before learning

goal

average over 100 episodes

Figure 6: Learning results[7]. In (b) and (c), the initial robot location is on the center and its initial orientation is for
upper-side in the figure. Actually, the goal is located at the same place, but on this figure the location is varied relatively.

that the robot changes its direction suddenly. It was observed that the actor hidden neurons were likely to have a value
around the maximum 0.5 or minimum -0.5. There is still a large space to improve the learning method.

Fig. 6(d) shows Lyapunov exponent to see the chaotic property of this system including the environment. The robot
is located at one of the 8 locations in Fig. 6(c), and the obstacle is also located at one of 8 locations. For each of the
8 × 8 = 64 combinations, a small perturbation vector with the size dbefore is added to the internal states of hidden
neurons, and the distance dafter in the internal states at the next time between the cases of no perturbation and addition
of the perturbation is compared. The average of ln(dafter/dbefore) is used as the exponent here. From the figure, it can be
seen that Lyapunov exponent is gradually decreased, but since the value is more than 0.0, it is considered that the chaotic
property is maintained. In [6], it was observed that when the environment changed, Lyapunov exponent increased again.
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Abstract

One of the most remarkable aspects of the human mind is its ability to improve itself based on experience. Such learning
occurs in a range of domains, from simple stimulus-response mappings, motor skills, and perceptual abilities, to problem
solving, cognitive control, and learning itself. Demonstrations of cognitive and brain plasticity have inspired cognitive
training programs. The success of cognitive training has been mixed and the underlying learning mechanisms are not
well understood. Feedback is an important component of many effective cognitive training programs, but it remains un-
clear what makes some feedback structures more effective than others. To address these problems, we model cognitive
plasticity as metacognitive reinforcement learning. Here, we develop a metacognitive reinforcement learning model of
how people learn how many steps to plan ahead in sequential decision problems, and test its predictions experimentally.
The results of our first experiment suggested that our model can discern which reward structures are more conducive to
metacognitive learning. This suggests that our model could be used to design feedback structures that make existing en-
vironments more conducive to cognitive growth. A follow-up experiment confirmed that feedback structures designed
according to our model can indeed accelerate learning to plan. These results suggest that modeling metacognitive learn-
ing is a promising step towards building a theoretical foundation for promoting cognitive growth through cognitive
training and other interventions.

Keywords: Decision-Making; Planning; Metacognitive Reinforcement Learn-
ing; Cognitive Training
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1 Introduction and background

How do we learn to think better, and what can we do to promote such metacognitive learning? Demonstrations of
cognitive and brain plasticity have inspired cognitive training programs. Yet, the success of cognitive training has been
mixed and the underlying learning mechanisms are not well understood (Owen et al., 2010; Morrison & Chein, 2011).
Feedback is an important component of many effective cognitive training programs, but it remains unclear what makes
some feedback structures more effective than others, and there is no principled method for designing optimal feedback
structures.

Here, we propose that cognitive growth proceeds through metacognitive reinforcement learning. We apply this theory
to model how people learn how far to plan ahead, test its predictions experimentally, and apply it to design feedback
structures that accelerate metacognitive learning.

Planning problems are commonly formulated as a Markov decision process (MDP), M = (S,A, T, γ, r, P0), where S is the
set of states, A is the set of actions, T (s, a, s′) is the probability that the agent will transition from state s to state s′ if
it takes action a, 0 ≤ γ ≤ 1 is the discount factor, r(s, a, s′) is the reward generated by this transition, and P0 is the
probability distribution of the initial state S0 (Sutton & Barto, 1998). A policy π : S 7→ A specifies which action to take
in each of the states. The expected sum of discounted rewards that a policy π will generate in the MDP M starting from
a state s is known as its value function V πM (s) = E [

∑∞
t=0 γ

t · r (St, π(St), St+1)]. The optimal policy π?M maximizes the
expected sum of discounted rewards, that is π?M = argmaxπ E [

∑∞
t=0 γ

t · r (St, π(St), St+1)] .

Solving large planning problems is often intractable. However, planners can save a substantial amount of time and effort
by finding the plan that maximizes their expected reward over the next one, two, or three steps, instead of over a lifetime.
Since cutting corners in the decision process is both necessary and problematic, good decision-making requires knowing
when that is admissible and when it is not. Previous work suggests that this metacognitive skill can be learned through
trial and error (Lieder & Griffiths, 2015), which can be understood in terms of reinforcement learning (Sutton & Barto,
1998). While certain reinforcement learning algorithms can, in principle, learn to solve arbitrarily complex problems,
reinforcement learning can also be very slow—especially when rewards are sparse and the optimal policy is far from
the learner’s initial strategy. A common approach to remedy this problem is to give the algorithm pseudo-rewards for
actions that do not achieve the goal but lead in the right direction (Ng, Harada, & Russell, 1999).

2 Deciding how to decide

People can use many different decision strategies. This poses the problem of deciding how to decide (Boureau, Sokol-
Hessner, & Daw, 2015). Previous research on meta-decision-making has focused on the arbitration between habits versus
planning (Keramati, Dezfouli, & Piray, 2011; Dolan & Dayan, 2013). While this is an important meta-control problem,
it is only one part of the puzzle because people are equipped with more than one goal-directed decision-mechanism.
Hence, when the model-based system is in charge, it has to be determined how many steps it should plan ahead. Ideally,
the chosen planning horizon should achieve the optimal tradeoff between expected decision quality versus decision time
and mental effort (Shenhav et al., 2017).

Here, we make the simplifying assumption that people always choose the action that maximizes their sum of expected
rewards over the next h steps, for some value of h that differs across decisions. Under this assumption, the meta-decision
problem is to select a planning horizon h from a set H = {1, 2, · · · , }, execute the plan, select a new planning horizon,
and so on. More formally, this problem can be formalized as a meta-level MDP (Hay, Russell, Tolpin, & Shimony, 2012).
In our task, the meta-level MDP is Mmeta = (Smeta,H, Tmeta, rmeta), where the meta-level state m ∈ Smeta = {0, 1, 2, 3, 4}
encodes the number of remaining moves, and the meta-level action h ∈ H = {1, 2, 3, 4} is the planning horizon used
to make a decision. The meta-level reward function rmeta integrates the cost of planning with the return of the resulting
action: rmeta(mk, hk) = −cost(hk) +

∑h
t=1 r(st,plan(k,hk)

t ), where plan(k,h)
t is the tth action of the plan formed by looking

h steps ahead in the meta-level state mk. The meta-decision-maker receives this reward after the plan has been executed
in its entirety. This happens multiple times within each problem unless the meta-decision maker chooses to plan l or
more steps ahead at the beginning of an l-step problem. The cost of planning cost(hk) is determined by the branching
factor b, the length of the plan h, and the planning cost per planning step (λ), that is cost(hk) = λ · bhk · hk.

3 Metacognitive reinforcement learning

Solving the problem of deciding how to decide optimally is computationally intractable but the optimal solution can be
approximated through learning (Russell & Wefald, 1991). We propose that people use reinforcement learning (Sutton &
Barto, 1998) to approximate the optimal solution to the meta-decision problem formulated above.

Our model of metacognitive reinforcement learning builds on the semi-gradient SARSA algorithm (Sutton & Barto,
1998) that was develop to approximately solve MDPs with large or continuous state spaces. Specifically, we assume that
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people learn a linear approximation to the meta-level Q-function Qmeta(mk, hk) ≈
∑7
j=1 wj · fj(mk, hk), whose features

f comprise one indicator variable for each possible planning horizon h (f1 = 1(h = 1), · · · , f4 = 1(h = 4)), one indicator
variable for whether or not the agent planned all l steps until the end of the task (f5 = 1(h = l)), the number of steps
that were left unplanned (f6 = max{0, l − h}), and the number of steps the agent planned too far (f7 = max{0, h − l}).
The semi-gradient SARSA algorithm learns the weights of these features by gradient descent. To bring it closer to human
performance, our model replaces its gradient descent updates by Bayesian learning. Concretely, the weights w are
learned by Bayesian linear regression of the bootstrap estimate Q̂(mk, hk) of the meta-level value function onto the
features f . The bootstrap estimator Q̂(mk, hk) = rmeta(mk, hk) + 〈µt, f(m′, h′)〉 is the sum of the immediate meta-level
reward and the predicted value of the next meta-level state m′. The predicted value of m′ is the scalar product of the
posterior mean µt of the weights w given the observations from the first t actions (where t =

∑k
n=1 hn) and the features

f(m′, c′) of m′ and the planning horizon h′ that will be selected in that state.

We assume that the prior on the feature weights reflects that it is beneficial to plan until the end (P (f5) = N (µ = 1, σ =
0.1)), although planning is costly (P (f1) = P (f2) = P (f3) = P (f4) = N (µ = −1, σ = 0.1)), and that planning too much
is more costly than planning too little (P (f7) = N (µ = −1, σ = 0.1) and P (f6) = N (µ = 0, σ = 0.1)).

Given the learned posterior distribution on the feature weights w, the planning horizon h is selected by Thompson
sampling. Specifically, to make the kth meta-decision, a weight vector w̃ is sampled from the posterior distribution of
the weights given the series of meta-level states, selected planning horizons, and resulting value estimates experienced
so far, that is w̃k ∼ P (w|Ek), where the set Ek = {e1, · · · , ek} contains the meta-decision-maker’s experience from the
first k meta-decisions; to be precise, each meta-level experience ej ∈ Ek is a tuple

(
mj , hj , Q̂(mj , cj ;µj)

)
containing a

meta-level state, the computation selected in it, and the bootstrap estimates of its Q-value. The sampled weight vector
w̃ is then used to predict the Q-values of each possible planning horizon h ∈ H. Finally, the planning horizon with the
highest predicted Q-value is used for decision-making.

By proposing metacognitive reinforcement learning as a mechanism of cognitive plasticity, our model suggests that re-
ward and feedback are critical for cognitive growth. Conceptualizing metacognitive reinforcement learning as a regres-
sion problem suggests that some reward structures should be more conducive to cognitive growth than others. Here,
we apply our model to predict how quickly people can learn that more planning leads to better results from the reward
structure of the practice problems. According to the model, learning should be fastest when the reward increases deter-
ministically with the planning horizon both within and across problems. By contrast, learning should be slower when
this relationship is degraded by additional variability in the rewards that is unrelated to planning. The following experi-
ments test this prediction and illustrate the model’s utility for designing feedback structures that promote metacognitive
learning.

4 Experiment 1: Reward structures can help or hinder learning to plan

4.1 Methods

We recruited 304 adult participants from Amazon Mechanical Turk. The task took about 25 minutes, and participants
were paid $2.50 plus a performance-dependent bonus of up to $2.00. Participants played a series of flight planning games.
The environment consisted of six different cities, each connected to two other cities. Participants began each trial at a
given city, and were tasked with planning a specified number of flights. Each flight was associated with a known gain or
loss of money, displayed onscreen. Thus, the participants’ task was to plan a route that would maximize their earnings
or minimize their losses, based on the number of planning steps required for that game.

The experiment comprised thirteen trials in total: a sequence of three practice problems which required planning 2, 3,
and 3 steps ahead, respectively, followed by ten 4-step problems. Participants were assigned randomly to one of two
conditions: environments with reward structures designed to promote learning (“diagnostic rewards”), or environments
with reward structures designed to hinder learning (“non-diagnostic rewards”).

The problems of the diagnostic rewards condition were automatically generated to exhibit four characteristics:

1. If the number of moves is l then planning h < l steps ahead generates l − h suboptimal moves. In other words,
each myopic planner makes the maximum possible number of mistakes.

2. When the number of moves is l, then planning l steps ahead yields a positive return, but planning h < l steps
ahead yields a negative return.

3. The return increases monotonically with the planning horizon from 1 to the total number of moves.

4. Each starting position occurs at least once.
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The reward structures used for the non-diagnostic rewards condition were created by shifting the diagnostic reward
structures so as to degrade the correlation between planning horizon and reward.

4.2 Results

Both model simulations and human behavior demonstrated enhanced learning in environments with diagnostic rewards.
Figure 1 shows the mean performance of the metacognitive reinforcement learning model, and the mean performance
of human participants. Here, performance is measured as relative reward Rrel = (R − Rmin)/(Rmax − Rmin), where R
is the total reward received during the trial, and Rmin and Rmax are the highest and lowest possible total reward on that
trial, respectively.

To measure the effects of condition and trial number on performance in human participants, we ran a repeated-
measures ANOVA. This revealed a significant effect of both trial number (F (9, 2989) = 3.44, p < 0.001) and condition
(F (9, 3029) = 15.26, p < 0.0001), such that participants improved over time, and participants with diagnostic feed-
back performed better than those without. To measure learning in each group, we ran a simple linear regression of the
relative reward on the trial number. This revealed a significant correlation for participants who received diagnostic re-
wards (F (2, 302) = 11.28, p < 0.01), with an R2 of 0.59, but not for participants who received non-diagnostic rewards
(F (2, 302) = 3.51, p > 0.05), with an R2 of 0.31, suggesting that improvement in performance occurred with diagnostic
rewards, but not without.

Figure 1: Model predictions (averaged over 500 simulation)
and human performance in Experiment 1 ±1SEM.

We performed a multinomial logistic regression of
whether or not each participant chose the optimal route
on trial number and group. This revealed significant ef-
fects of trial number (p < 10−6) and group (p < 0.0001).

In addition, we found that participants interacting with a
diagnostic reward structure learned to plan significantly
further ahead than participants interacting with the non-
diagnostic reward structure. When there were four steps
left, the average planning horizon was 2.96 with diagnos-
tic rewards compared to 2.65 with non-diagnostic rewards
(t(596) = 2.94, p < 0.01). When the rewards were diagnos-
tic of good planning, participants’ choices in the first step
of the 4-step problems accorded 10.3% more frequently
with 4-step planning (t(302) = 3.57, p < 0.001). For 3 re-
maining steps there was a significant increase in choices
according with optimal 1-step (p < 0.01), 2-step (p < 0.01)
and 4-step planning (p < 0.01). For 2 remaining steps,
there was a significant increase in choices according with
optimal 1-step planning (p < 0.0001) without a decrease in
agreement with other planning horizons. Finally, on the
last move participants’ choices in the environment with
diagnostic rewards corresponded 5.8% more frequently

with optimal 1-step planning (t(302) = 3.71, p < 0.001), and significantly less frequently with 2-step and 3-step plan-
ning (p < 0.01 and p < 0.001). In summary, diagnostic rewards led to better agreement between the planning horizon
and the number of remaining steps.

5 Experiment 2: Using feedback to promote learning to plan

In Experiment 2, we tested whether providing feedback may be an effective alternative approach to accelerating learning.

5.1 Methods

324 adult participants played twenty trials of the flight planning game described above. Participants in the feedback
condition were told their apparent planning horizon at the end of every trial and penalized with a timeout that reflected
the amount of planning they had eschewed. Concretely, we set the durations of the timeouts such that the cost of short-
sighted decisions was proportional to the amount of necessary planning the participant had eschewed: cost = 2l−ĥ,
where l is the number of moves for that trial, ĥ is the participant’s apparent planning horizon, and 2 is the branching
factor. The participant’s planning horizon was estimated by the number of consecutive moves consistent with the optimal
policy, beginning with the last move. At the end of each trial participants in the feedback group were penalized with a
timeout delay for sub-optimal routes, calculated as 7 · (cost−1) seconds. The control group received no feedback on their
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apparent planning horizon and had to wait 8 seconds at the end of every trial, to control the overall timeout duration
across groups.

5.2 Model Predictions

We applied the metacognitive reinforcement learning model described above to the problem of learning how many steps
one should plan ahead. We simulated a run of the experiment described above with 1000 participants in each condition.
The simulations predicted a gradual increase in the relative return from the first 3-step problem to the last one. With
feedback, the relative return increased faster and reached a higher level than without feedback.

5.3 Results

The pattern of qualitative and quantitative results in Experiment 2 followed a similar pattern as in Experiment 1: a
significant effect of feedback (F (9, 4521) = 8.54, p < 0.01) and trial number (F (9, 4521) = 1.85, p < 0.05) on relative
reward; and a significant regression equation for the feedback group (F (2, 322) = 5.28, p = 0.05, R2 = 0.40) but not the
control group (F (2, 322) = 1.57, p > 0.05, R2 = 0.16), suggesting learning with, but not without, feedback.

As predicted by our model, a multinomial logistic regression of whether or not each participant chose the optimal route
on trial number and feedback, revealed significant effects of trial number (p < 0.0001) and feedback (p < 0.01).

Feedback appeared to increase people’s planning horizons: when there were two remaining moves, the choices of the
feedback group accorded 4% less often with myopic choice (t(1398) = −2.17, p < 0.05), 7% more often with optimal
2-step planning (t(1398) = 3.44, p < 0.001), and 4% more often with optimal 3-step planning (t(1398) = 2.43, p < 0.05).

6 Discussion

In this article, we have introduced a computational model of how people learn to decide better. Its central idea is that
learning how to think can be understood as metacognitive reinforcement learning. Our model extends previous research
on strategy selection learning (Lieder et al., 2014; Lieder & Griffiths, 2015) by capturing that choosing cognitive operations
is a sequential decision problem with potentially delayed rewards rather than a one-shot decision. The new model
correctly predicted the effects of reward structure and feedback on learning to plan: Experiment 1 suggested that our
model captures the effect of reward structures on the speed of metacognitive learning. We then applied our theory to
design feedback for people’s performance in environments whose reward structure is not diagnostic of good planning.
Experiment 2 confirmed the model’s prediction that this intervention would be effective. We hope that our theory of
metacognitive reinforcement learning will be a step towards establishing a scientific foundation for designing feedback
for cognitive training and other interventions for promoting cognitive growth.
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Abstract

In the context of hierarchical reinforcement learning, the idea of hierarchies of abstract machines (HAMs) is to write a partial
policy as a set of hierarchical finite state machines with unspecified choice states, and use reinforcement learning to learn
an optimal completion of this partial policy. Given a HAM with potentially deep hierarchical structure, there often exist
many internal transitions where a machine calls another machine with the environment state unchanged. In this paper,
we propose a new hierarchical reinforcement learning algorithm that automatically discovers such internal transitions,
and shortcircuits them recursively in the computation of Q values. We empirically confirm that the resulting HAMQ-
INT algorithm outperforms the state of the art significantly on the benchmark Taxi domain and a much more complex
RoboCup Keepaway domain.
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1 Introduction

Hierarchical reinforcement learning (HRL) aims to scale reinforcement learning (RL) by incorporating prior knowledge
about the structure of good policies into the algorithms [Barto and Mahadevan2003]. Popular HRL solutions include the
options theory [Sutton et al.1999], the hierarchies of abstract machines (HAMs) framework [Parr and Russell1998], and the
MAXQ approach [Dietterich1999]. This paper describes a new HRL algorithm taking advantage of internal transitions
introduced by the input hierarchical structure, following the framework of HAMs. It is our observation that a HAM
with deep hierarchical structure, where there are many calls from a parent machine to one of its child machines over
the hierarchy, induces many internal transitions. An internal transition is a transition over the joint state space, where
only the run-time stack changes, but not the environment state. Internal transitions always come with zero rewards and
deterministic outcomes in the resulting SMDP. It is usually the case that there could be many such internal transitions in
a HAM with arbitrary structure for a complex domain. In the setting of concurrent learning when multiple HAMs are
running concurrently, as shown in [Marthi et al.2005], there are even more opportunities of having internal transitions
over the resulting joint SMDP.

The resulting HAMQ-INT algorithm identifies and takes advantage of internal transitions within a HAM for efficient
learning. HAMQ-INT recursively shortcircuits the computation of Q values whenever applicable. We empirically confirm
that HAMQ-INT outperforms the state of the art significantly on the benchmark Taxi domain and a much more complex
RoboCup Keepaway domain. The two contributions of this paper is that 1) we develop the novel HAMQ-INT algorithm,
and 2) we apply it successfully to the RoboCup Keepaway domain, which, to the best of our knowledge, is the first
application of the HAM framework to a very complex domain.

2 The HAM Framework

The idea of HAM is to encode a partial policy for an agent as a set of hierarchical finite state machines with unspecified
choice states, and use RL to learn its optimal completion. We adopt a different definition of HAM, allowing arbitrary call
graph, despite the original notation of [Parr and Russell1998] which requires that the call graph is a tree. Formally, a HAM
H = {N0,N1, . . . } consists of a set of Moore machinesNi, whereN0 is the root machine which serves as the starting point
of the agent. A machine N is tuple 〈M,Σ,Λ, δ, µ〉, where M is the set of machine states, Σ is the input alphabet which
corresponds to the environment state space S, Λ is the output alphabet, δ is the machine transition function with δ(m, s)
being the next machine state given machine state m ∈ M and environment state s ∈ S, and µ is the machine output
function with µ(m) ∈ Λ being the output of machine state m ∈M . There are 5 types of machine states: start states are the
entries of running machines; action states execute an action in the environment; choose states nondeterministically select
the next machine states; call states invoke the execution of other machines; and, stop states end current machines and
return control to calling machines. A machine N has uniquely one start state and one stop state, referred as N .start and
N .stop respectively. For start and stop states, the outputs are not defined; for action states, the outputs are the associated
primitive actions; for call states, the outputs are the next machines to run; and, for choose states, the outputs are the sets
of possible choices, where each choice corresponds to a next machine state.

To run a HAMH, a run-time stack (or stack for short) is needed. Each frame of this stack stores run-time information such
as the active machine, its machine state, the parameters passing to this machine and the values of local variables used by
this machine. Let Z be the space of all possible stacks given HAMH. It has been shown that an agent running a HAMH
over an MDPM yields a joint SMDP H ◦M defined over the joint space of S and Z . The only actions of H ◦M are the
choices allowed at choice points. A choice point is a joint state (s, z) with z.Top() being a choose state. This is an SMDP
because once a choice is made at a choice point, the system — the composition ofH andM— runs automatically until the
next choice point is reached. An optimal policy of this SMDP corresponds to an optimal completion of the input HAM,
which can be found by applying a HAMQ algorithm [Parr and Russell1998]. HAMQ keeps track of the previous choice
point (s, z), the choice made c and the cumulative reward r thereafter. Whenever it enters into a new choice point (s′, z′),
it performs the SMDP Q update as follows: Q(s, z, c) ← (1 − α)Q(s, z, c) + α (r + γτ maxc′ Q(s′, z′, c′)), where τ is the
number of steps between the two choice points. As suggested by the language of ALisp [Andre and Russell2002], a HAM
can be equivalently converted into a piece of code in modern programming languages, with call-and-return semantics and
built-in routines for explicitly updating stacks, executing actions and getting new environment states. The execution of a
HAM can then be simulated by running the code itself.

3 The Main Approach

3.1 Internal Transitions within HAMs

In general, the transition function of the resulting SMDP induced by running a HAM has the form T (s′, z′, τ |s, z, c) ∈
[0, 1], where (s, z) is the current choice point, c is the choice made, (s′, z′) is the next choice point, and τ is the number
of time steps. Given a HAM with potentially a deep hierarchy of machines, it is usually the case that there is no real
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QUpdate(s′ : state, z′ : stack, r : reward, t′ : current time,
P : evaluated predicates):

if t′ = t then
ρ[P,P(s), z, c]← z′

else
QTable(s, z, c)← (1− α) QTable(s, z, c)
+α(r + γt

′−t maxc′ Q(s′, z′, c′) )

(t, s, z)← (t′, s′, z′)

Q(s : state, z : stack, c : choice):
if ∃P s.t. 〈P,P(s), z, c〉 ∈ ρ.Keys() then

q ← −∞
z′ ← ρ[P,P(s), z, c]
for c′ ∈ µ(z.Top()) do

q ← max(q, Q(s, z′, c′) )

return q
else

return QTable(s, z, c)

Figure 1: The HAMQ-INT algorithm.

actions executed between two consecutive choice points, therefore the number of time steps and the cumulative reward
in-between are essentially zero. We call this kind of transitions internal transitions, because the machine state changes,
but not the environment state. Formally, a transition is a tuple 〈s, z, c, r, s′, z′〉with r being the cumulative reward. For an
internal transition, we must have s′ = s and r = 0. In addition, because the dynamics of the HAM after a choice has been
made and before an action is executed is deterministic by design, the next choice point (s, z′) of an internal transition is
deterministically conditioned only on 〈s, z, c〉. Let ρ(s, z, c) be the Z component of the next choice point. If 〈s, z, c〉 leads
to an internal transition, we must have T (s, ρ(s, z, c), 0|s, z, c) = 1. Therefore, we have

Q(s, z, c) = V (s, ρ(s, z, c)) = max
c′

Q(s, ρ(s, z, c), c′). (1)

So, we can store the rules of internal transition as 〈s, z, c, z′〉 tuples, where z′ = ρ(s, z, c). They can be used to recursively
compute Q values according to Equation 1 when applicable. The size of the set of stored rules can be further reduced, be-
cause the machine transition function δ of a HAM is usually determined by a set of predicates defined over environment
state s, rather than the exact values of all state variables. Suppose 〈s1, z, c〉 leads to an internal transition with (s1, z

′)
being the next choice point. Let the set of predicates used to determine the trajectory in terms of active machines and ma-
chine states from z.Top() to z′.Top() be P = {P1, P2, . . . }. Let the value of P given state s be P(s) = {P1(s), P2(s), . . . }.
It can be concluded that the transition trajectory induced by P depends only on P(s1), after choice c is made at choice
point (s1, z). On the other hand, if the set of predicates P over state s2 (s2 6= s1) has the same value as of state s1, namely
P(s2) = P(s1), and the same choice c is made at choice point (s2, z), then the followed transition trajectory before reach-
ing the next choice point must also be the same as of 〈s1, z, c〉. In other words, 〈s2, z, c〉 leads to an internal transition such
that ρ(s1, z, c) = ρ(s2, z, c).

Thus, the rule of internal transition 〈s1, z, c, z′〉 can be equivalently stored and retrieved as 〈P,P(s1), z, c, z′〉, which auto-
matically applies to 〈s2, z, c, z′〉, if P(s2) = P(s1). Here, z′ is the stack of the next choice point such that z′ = ρ(s1, z, c) =
ρ(s2, z, c). The size of the joint space of encountered predicates and their values is determined by the HAM itself, which
is typically much smaller than the size of the state space. For example, for a problem with continuous state space (such
as the RoboCup Keepaway domain we considered), this joint space is still limited. In summary, we can have an efficient
way of storing and retrieving the rules of internal transition by keeping track of the predicates evaluated between two
choice points.

3.2 The HAMQ-INT Algorithm

The idea of HAMQ-INT is to identify and take advantage of internal transitions within a HAM. For this purpose, HAMQ-
INT automatically keeps track of the predicates that are evaluated between two choice points, stores the discovered rules
of internal transition based on predicates and the corresponding values, and uses the learned rules to shortcircuit the
computation of Q values whenever it is possible. To detect internal transitions, a global environment time t is maintained.
It is incremented by one only when there is an action executed in the environment. When the agent enters a choice point
(s′, z′) after having made a choice c at choice point (s, z), and finds that t is not incremented since the previous choice
point, it must be the case that s′ = s and 〈s, z, c〉 leads to an internal transition. Let P be the set of predicates that
have been evaluated between these two choice points. Then a new rule of internal transition 〈P,P(s), z, c, z′〉 is found.
The agent can conclude that for any state x, if P(x) = P(s), then 〈x, z, c〉 leads to an internal transition as well. In the
implementation, the agent uses a hash table ρ to store the learned rules, such that ρ[P,P(s), z, c] = z′, if 〈P,P(s), z, c, z′〉
is a rule of internal transition. One thing to note is that, because z′ is deterministically conditioned on 〈P,P(s), z, c〉 for
an internal transition, the value of ρ[P,P(s), z, c] will not be changed after it has been updated for the first time.

When the agent needs to evaluate a Q function, say Q(s, z, c), and finds that 〈s, z, c〉 leads to an internal transition ac-
cording to the current learned rules, Equation 1 is used to decompose Q(s, z, c) into the Q values of the next choice
points, which are evaluated recursively in the same way, essentially leading to a tree of exact Bellman backups. In fact,
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(a) (b)

Figure 2: The Taxi domain (a) and the experimental result (b).

Root(s : environment state):
while not s.Terminate() do

m← Choose1(Get, Put)
s← Run(m, s)

return s

Get(s : environment state):
s← Navigate(s, s.Passenger())
s←Execute(Pickup, s)
return s

Put(s : environment state):
s← Navigate(s, s.Destination())
s←Execute(Putdown, s)
return s

Navigate(s : environment state, w : target):
while s.Taxi() 6= w do

m← Choose2(North, East, South, West)
n← Choose3(1, 2)
for i ∈ [1, n] do

s← Execute(m, s)

return s

Figure 3: The HAM in pseudo-code for Taxi.

only the terminal Q values of this tree needs to be learned, enabling efficient learning for the agent. Figure 1 gives the
pseudo-code of the HAMQ-INT algorithm. Here, the QTable function returns the stored Q value as request. It can be
implemented in either tabular or function approximation ways. The Q function evaluates the Q value of (s, z, c) tuple. It
first checks whether (s, z, c) subjects to any learned internal transition rule. This is done by checking whether there exists
an encountered set of predicates P , such that 〈P,P(s), z, c〉 ∈ ρ.Keys(). The uniqueness of transition trajectory for an
internal transition ensures that there will be at most one such P . If there is such P , Q uses the retrieved rule to recursively
decompose the requested Q value according to Equation 1; otherwise, it simply returns the stored Q value.

The QUpdate function performs the SMDP Q update. It is called once the agent enters a new choice point. The caller has
to keep track of the current state s′, the current stack z′, the evaluated predicates P on state since the previous choice
point and the cumulative reward r in-between. If the current time t′ equals to the time t of the previous choice point, it
must be the case that 〈s, z, c, 0, s, z′〉 is an internal transition. Thus, a new rule 〈P,P(s), z, c〉 is learned, and the ρ table
is updated accordingly. If t′ 6= t, meaning there are some actions executed in the environment, it simply performs the Q
update. Finally, it uses the current (t′, s′, z′) tuple to update the (global) previous (t, s, z) tuple, so the function will be
prepared for the next call.

4 Experiments

4.1 The Taxi Domain

On the Taxi domain, a taxi navigates in a grid map to pick up and deliver a passenger [Dietterich1999]. There are 6 prim-
itive actions for the taxi: a) 4 navigation actions: North, West, South and East; b) the Pickup action; and c) the Putdown
action. Each navigation action has probability 0.2 of moving into perpendicular directions. At each time step, unsuccess-
ful Pickup and Putdown have a reward of -10, successful Putdown has a reward of 20, and all other actions have a reward
of -1. Figure 3 shows the HAM written in pseudo-code for this experiment. It is worth noting that Choose3 is used for
encouraging the discovery of temporally-extended action and creating more opportunities of internal transitions. The in-
ternal transition happens after a choice is made within the Root machine. For example, when a Get machine is selected
at the choice point Choose1 within the Root machine, the next choice point must be Choose2 within the Navigate
machine. We compare HAMQ-INT with HAMQ, MAXQ-0 and MAXQ-Q algorithms. The standard task graph for Taxi
is used for MAXQ-0 and MAXQ-Q algorithms. MAXQ-Q is additionally encoded with a pseudo-reward function for the
Navigation sub-task, which gives a reward of 1 when successfully terminated. Comparing with MAXQ algorithms, one
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(a) (b)

Figure 4: The RoboCup Keepaway domain (a) and the experimental result (b).

Keeper(s : environment state):
while not s.Terminate() do

if s.BallKickable() then
m← Choose1(Pass, Hold)
s← Run(m, s)

else if s.FastestToBall() then
s← Intercept(s)

else
m← Choose2(Stay, Move)
s← Run(m, s)

return s

Move(s : environment state):
d← Choose5(0◦, 90◦, 180◦, 270◦)
v ← Choose6(Normal, Fast)
i← s.TmControlBall()
while i = s.TmControlBall() do

v ←Run(Move, d, v)
return s

Pass(s : environment state):
k ← Choose3(1, 2, . . .)
v ← Choose4(Normal, Fast)
while s.BallKickable() do

s← Run(Pass, k, v)
return s

Hold(s : environment state):
s← Run(Hold)
return s

Intercept(s : environment state):
s← Run(Intercept)
return s

Stay(s : environment state):
i← s.TmControlBall()
while i = s.TmControlBall() do

s←Run(Stay)
return s

Figure 5: The HAM for RoboCup Keepaway.

advantage of HAM is that the Get and Put machines are encoded with the right order of calling other machines, while
MAXQ algorithms have to learn this order by themselves. Figure 2b shows the experimental result averaged over 400
runs. It can be seen from the result that MAXQ-Q outperforms MAXQ-0 as expected, HAMQ outperforms MAXQ-Q at
the early stage of learning, and HAMQ-INT outperforms HAMQ significantly.

4.2 The RoboCup Keepaway Domain

The RoboCup Keepaway problem is a sub-task of RoboCup soccer simulation 2D challenge [Stone et al.2005,
Bai et al.2015]. In Keepaway, a team of keepers tries to maintain the ball possession within a limited field, while a team
of takers tries to take the ball. Figure 4a shows an instance of Keepaway with 3 keepers and 2 takers. The system has
continuous state and action spaces. A state encodes positions and velocities for the ball and all players. At each time step
(within 100 ms), a player can execute a parametrized primitive action, such as turn(angle), dash(power) or kick(power,
angle), where the turn action changes the body angle of the player, the dash action gives an acceleration to the player, and
the kick action gives an acceleration to the ball if the ball is within the maximal kickable area of the player. All primitive
actions are exposed to noises. Each episode begins with the ball and all players at fixed positions, and ends if any taker
kicks the ball, or the ball is out of the field. The cumulative reward for the keepers is the total number of time steps for
an episode. Instead of learning to select between primitive actions, the players are provided with a set of programmed
options including: 1) Stay() remaining stationary at the current position; 2) Move(d, v) dashing towards direction d with
speed v; 3) Intercept() intercepting the ball; 4) Pass(k, v) passing the ball to teammate k with speed v; and 5) Hold() re-
maining stationary while keeping the ball kickable. In our experiments, the taker is executing a fixed policy. It holds the
ball if the ball is kickable, otherwise it intercepts the ball. This policy is commonly used in the literature. The goal is then
to learn a best-response policy for the keepers given fixed takers. We develop a HAM policy from the perspective of a
single keeper, and run multiple instances of this HAM concurrently for each keeper to form a joint policy for all keepers.
To run multiple HAMs concurrently, they have to be synchronized, such that if any machine is at its choose state, the
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other machines have to wait; if multiple machines are at their choose states, a joint choice is made instead of indepen-
dent choice for each machine. For this purpose, players have to share their learned value functions and the selected joint
choice. A joint Q update is developed to learn the joint choice selection policy as an optimal completion of the resulting
joint HAM. Figure 5 outlines the HAM written in pseudo-code for a single keeper. Here, Keeper is the root machine. The
Runmacro runs a machine or an option with specified parameters. BallKickable, FastestToBall, TmControlBall
are predicates used to determine the transition inside a machine. It is worth noting that the Move machine only considers
4 directions, with direction 0◦ being the direction towards the ball, and so on. There are many internal transitions within
this single HAM. For example, when the Pass machine is selected at the choice point Choose1 of the Keeper machine,
the next 2 consecutive choice points must be Choose3 and Choose4 within the Pass machine. When multiple HAMs are
executing concurrently, there are even more internal transitions in the resulting joint HAM. For example, in a scenario of
the 3 vs. 2 Keepaway game, where only keeper 1 can kick the ball, suppose the joint machine state is [Choose1, Choose2,
Choose2] with each element being the machine state of a HAM. If the joint choice made is [Pass, Move, Stay], then the
next 2 consecutive machine states must be [Choose3, Choose5, Stay] and [Choose4, Choose6, Stay] following the
joint HAM.

We compare concurrent-HAMQ-INT, concurrent-HAMQ, concurrent-Option, Option and Random algorithms. The Op-
tion algorithm is adopted from [Stone et al.2005], where the agent learns an option-selection policy over Hold() and
Pass(k, v) options if it can kick the ball, otherwise it follows a fixed policy: if it is the fastest one to intercept the ball, it
intercepts; otherwise, it follows a GetOpen() option. The GetOpen() option, which enables the agent to move to an open
area in the field, is manually programmed beforehand. In the original Option learning algorithm, each agent learns inde-
pendently. We argue that this setting is problematic, since it actually incorrectly assumes that other keepers are stationary.
We extend Option to concurrent-Option, by sharing the learned value functions and the option selected. The HAM al-
gorithms are not provided with the GetOpen() option. Instead, they have to learn their own versions of GetOpen() by
selecting from Stay and Move machines. The SARSA-learning rule with a linear function approximator (namely tile
coding) is used to implement the SMDP Q update for all learning algorithms. The Random algorithm is a non-learning
version of Option, which selects available options randomly as a baseline. Figure 4b shows the experiment result on a 3
vs. 2 instance of RoboCup Keepaway averaged using a moving window with size of 1000 episodes. It can be seen from
the result that concurrent-Option outperforms Option significantly, concurrent-HAMQ outperforms concurrent-Option
after about 15 hours of training, and concurrent-HAMQ-INT has the best performance. Short videos showing the initial
and converged policies of HAMQ-INT can be found at 1 and 2 links.

5 Conclusion

In this paper, we present a novel HAMQ-INT algorithm which automatically discovers and takes advantage internal
transitions within a HAM for efficient learning. We empirically confirm that HAMQ-INT outperforms the state of the art
significantly on the benchmark Taxi domain and a much more complex RoboCup Keepaway domain. The way we taking
advantage of internal transitions within a HAM can be seen as leveraging some prior knowledge on the transition model
of a reinforcement learning problem, which happens to have some deterministic transitions. In future work, we would
like to extend this idea to more general reinforcement learning problems, where models are partially known in advance.
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Abstract

Deep reinforcement learning has been successfully applied to several visual-input tasks using model-free methods. In
this paper, we propose a model-based approach that combines learning a DNN-based transition model with Monte
Carlo tree search to solve a block-placing task in Minecraft. Our learned transition model predicts the next frame and the
rewards one step ahead given the last four frames of the agent’s first-person-view image and the current action. Then a
Monte Carlo tree search algorithm uses this model to plan the best sequence of actions for the agent to perform. On the
proposed task in Minecraft, our model-based approach reaches the performance comparable to the Deep Q-Network’s,
but learns faster and, thus, is more training sample efficient.

Keywords: Reinforcement Learning, Model-Based Reinforcement Learning,
Deep Learning, Model Learning, Monte Carlo Tree Search
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Figure 1: Transition Model for the Block-Placing Task in Minecraft

1 Introduction

In deep reinforcement learning, visual-input tasks (i.e., tasks where the observation from the environment comes in
the form of videos or pictures) are oftentimes used to evaluate algorithms: Minecraft or various Atari games appear
quite challenging for agents to solve [Oh+16], [Mni+15]. When applied to these tasks, model-free reinforcement learning
shows noticeably good results: e.g., a Deep Q-Network (DQN) agent approaches human-level game-playing perfor-
mance [Mni+15] or the Asynchronous Advantage Actor-Critic algorithm outperforms the known methods in half the
training time [Mni+16]. These achievements, however, do not cancel the fact that generally, model-free methods are
considered “statistically less efficient” in comparison to model-based ones: model-free approaches do not employ the
information about the environment directly whereas model-based solutions do [DN08].

Working with a known environment model has its benefits: changes of the environment state can be foreseen, therefore,
planning the future becomes less complicated. At the same time, developing algorithms with no known environment
model available at the start is more demanding yet promising: less training data is required than for model-free ap-
proaches and agents can utilize planning algorithms. The research has been progressing in this direction: e.g., a model-
based agent surpassed the DQN’s results by using the Atari games’ true state for modelling [Guo+14], and constructing
transition models with video-frames prediction was proposed [Oh+15].

These ideas paved the way for the following question: is it feasible to apply planning algorithms on a learned model of
the environment that is only partially observable, such as in a Minecraft building task? To investigate this question, we
developed a method that not only predicts future frames of a visual task but also calculates the possible rewards for the
agent’s actions. Our model-based approach merges model learning through deep-neural-network training with Monte
Carlo tree search, and demonstrates results competitive with those of DQN’s, when tested on a block-placing task in
Minecraft.

2 Block-Placing Task in Minecraft

To evaluate the performance of the suggested approach as well as to compare it with model-free methods, namely,
DQN, a block-placing task was designed: it makes use of the Malmo framework and is built inside the Minecraft game
world [Joh+16].

At the beginning of the game, the agent is positioned to the wall of the playing “room”. There is a 5×5 playing field in the
center of this room. The field is white with each tile having a 0.1 probability to become colored at the start. Colored tiles
indicate the location for the agent to place a block. The goal of the game is to cover all the colored tiles with blocks in 30
actions maximum. Five position-changing actions are allowed: moving forward by one tile, turning left or right by 90◦,
and moving sideways to the left or right by one tile. When the agent focuses on a tile, it can place the block with the 6th
action. For each action, the agent receives a feedback: every correctly placed block brings a +1 reward, an erroneously
put block causes a -1 punishment, and any action costs the agent a -0.04 penalty (this reward signal is introduced to stim-
ulate the agent to solve the task with the minimum time required). To evaluate the environment, the agent is provided
with a pre-processed (grayscaled and downsampled to 64×64) first-person-view picture of the current state. The task is
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Figure 2: Architecture of the Transition Model

deterministic and discrete in its action and state space. The challenge lies in the partial observability of the environment
with already placed blocks further obscuring the agent’s view. It is equally important to place blocks systematically to
not obstruct the agent’s pathway. An example of the task is depicted in Fig. 1 (left) and a short demonstration is available
at https://youtu.be/AQlBaq34DpA.

3 Model Learning

To learn the transition model, a deep convolutional neural network is used. The network takes the last four frames
st−3, ... , st, and an action at as an input, and predicts the following frame ŝt+1. Additionally, it predicts the rewards
for all the transitions following the predicted frame ŝt+1, one for each action at+1. Predicting the rewards one step
ahead makes the application of search-based algorithms more efficient as no additional simulation is required to explore
rewards from transitions to neighboring states. This method, however, fails to predict the reward following the very first
state. To address this issue, a “noop” action, predicting the reward of the current state, is introduced.

The network takes four 64×64-sized input frames and uses four convolutional layers, each followed by a rectifier linear
unit (ReLU), to encode the input information into a vector of the size of 4096. This vector is concatenated with the one-
hot encoded action input, where the “noop” action is represented by a vector of all zeros, and then linearly transformed
with a fully connected layer of the size of 4096, again followed by ReLU. The resulting embedded vector is used for
both, the reward prediction and the frame prediction, in the last part of the network. For the frame prediction, four
deconvolutional layers are used with ReLUs in between and a Sigmoid at the end. The dimensions of these layers are
equivalent to the convolutional layers in the first part in reversed order. The reward prediction is done by applying two
fully connected linear layers of the sizes of 2048 and 6, respectively. ReLU is used in between the two layers, but not at
the final output where we predict the rewards. The architecture of the neural network is illustrated in Fig. 2.

Training of the network is done with the help of experience replay [Mni+15] to re-use and de-correlate the training data.
Mini-batches of the size of 32 are sampled for training and RMSProp [TH12] is used to update the weights. Both, the
frame prediction and the reward prediction, are trained with a mean squared error (MSE) loss. On each mini-batch up-
date, the gradients of the frame prediction loss are backpropagated completely through the network while the gradients
of the reward prediction loss are backpropagated only two layers until the embedded vector shared with the frame pre-
diction is encountered. This procedure ensures that the network uses its full capacity to improve the prediction of the
next state and the reward prediction is independently trained on the embedded feature vector from the last shared inter-
mediate layer. Due to the network’s structure, the shared layer may only contain the necessary information to construct
the prediction of the next frame and no further past information. For the block-placing task , one frame suffices to predict
the reward. For different tasks, using the previous layer with the action input is worth considering (cf. Fig. 2).

4 Monte Carlo Tree Search

Finding actions with maximum future reward is done with the help of a UCT-based strategy, Monte Carlo tree search
(MCTS) [Cou06; KS06], and the learned model described in Sec. 3. The input for the next step is based on the frame
prediction of the model. This procedure can be repeated several times to roll out the model to future states. One tree-
search trajectory is rolled out until a maximum depth is reached. During one rollout, all the rewards along the trajectory
are predicted as well as the rewards for neighboring states due to the network’s structure. As the outputs of the neural
network are deterministic, each state is evaluated only once but can still be visited multiple times since many paths go

2

Paper T16 196



0 1000000 2000000 3000000 4000000 5000000
Training Steps

1

0

1

2

3
Average Reward

MCTS Agent
DQN Agent

0 1000000 2000000 3000000 4000000 5000000
Training Steps

0.0

0.2

0.4

0.6

0.8

1.0
Success Rate

MCTS Agent
DQN Agent

Figure 3: MCTS Agent vs. DQN Agent: Average Reward and Success Rate on 100 Block-Placing Tasks in Minecraft.
One training step = one mini-batch update; raw values (transparent lines, evaluated every 50K steps)
smoothed with moving average (solid lines, 200K steps to each side).

through the same states. The decision about which action to follow for each state during a tree-search trajectory is made
based on the UCT-measure UCTs = vs + k

√
(lnnp)/ns. The action with the maximum UCT value is chosen greedily,

where vs is the maximum discounted future reward of the state s so far, ns is the number of visits of state s, and np is
the number of visits of its parent. The hyperparameter k controls the trade-off of exploration and exploitation, where a
higher k translates to more exploration. If a state has not been visited yet, it will be preferred over the already visited
ones. In case several states under consideration have not been visited yet, the one with the highest immediate reward
is chosen. The reward is given by the neural network model that predicts rewards one step ahead. Whenever a path of
higher maximum value is encountered during a search trajectory, the path’s value is propagated to the tree’s root node
updating every node with the new maximum reward value.

During the evaluation of the task in Minecraft, the agent performs MCTS for each action decision it has to make. The
agent is given a fixed number of trajectories to roll out and decides for the action of maximum future discounted reward
to take as the next action. Subsequently, the agent receives a new ground-truth input frame from the environment for
the last step and updates the root of the search tree with the new state information. The next step is again chosen by
applying MCTS beginning from the new state. Instead of starting from scratch, the UCT value is calculated with the
maximum future reward value of the previous turn. This way, the tree-search results are carried over to following steps
and trajectories with maximum future reward are updated first with the new input.

5 Experiments and Results

The MCTS agent uses a maximum depth of ten for its rollouts and explores 100 trajectories before deciding for the next
action. Over the course of solving a single task, the MCTS agent explores 3000 trajectories at most since the task is limited
to 30 actions. Trajectories, however, may be repeated with new input frames arriving after every action decision. The
hyperparameter k of UCT is set to eight. Compared to other domains, this value is rather large. The reason behind this
decision is as follows: our exploitation measure (maximum future reward) is not limited in range, and the number of
visits remain low since each node is evaluated only once. We use the original DQN architecture [Mni+15] to train a DQN
agent for the block-placing task. Restricting the input to four frames for our method grounds in the same number of
frames used in the DQN’s structure to provide both approaches with equal input information. In Fig. 3, the results for
task-solving success rate and the average reward are presented. For both agents, MCTS and DQN, the two performance
measures were evaluated over the course of training steps, where each step corresponds to a mini-batch update. As a
test set, 100 block-placing tasks were employed. At the end of the training, both agents appear to level out at roughly
the same scores. The DQN agent overestimates the Q-values in the first 1.7 million training steps. Although reducing
the learning rate helped weakening this effect, it slowed down the training process. This is a known problem with
Q-learning.

As for the model-based approach, it can quickly learn a meaningful model that can achieve good results with MCTS.
This suggests that learning the transition function is an easier task than learning Q-values for this block-placing problem.
The main pitfall of the model-based approach lies in accumulating errors for rollouts that reach many steps ahead. In
this particular block-placing task, MCTS trajectories are only 10 steps deep and Minecraft frames are rather structured,
hence, the accumulating error problem is not that prominent. The slight increase in variance of the reward predictions of
future steps is alleviated by using a discount rate of 0.95 for the MCTS agent as compared to a discount rate of 0.99 used
by DQN. This value was found empirically to provide the best results.
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Average Reward Success Rate

Agent 1M steps 2.5M steps 5M steps 1M steps 2.5M steps 5M steps

MCTS 2.15 2.36 2.42 0.64 0.70 0.72
MCTS, no 1-ahead reward 0.68 0.84 0.87 0.27 0.30 0.31
DQN 0.05 2.22 2.59 0.12 0.64 0.74

Table 1: Results of Different Algorithms for the Block-Placing Task in Minecraft (cf. smoothed values in Fig. 3).

Table 1 demonstrates the smoothed scores for both agents after 1, 2.5, and 5 million training steps. After 1 million steps,
the model-based approach can already solve a considerate amount of block-placing tasks whereas the DQN agent has
not learned a reasonable policy yet. For the DQN agent to catch up with the MCTS agent, it needs 1.5 million additional
training steps, what underlines the model-based approach’s data efficiency. In the end, DQN beats the MCTS agent only
by a small margin (74% vs. 72% success rate). Additionally, the table includes the MCTS agent’s scores if the one-step-
ahead prediction of the reward is not employed. During the tree search, this agent chooses a random action of unexplored
future states instead of greedily choosing the action with maximum immediate reward. For the block-placing task, using
one-step-ahead predicted rewards doubles the score across training steps, i.e., scores comparable with the DQN agent
become achievable with only 100 trajectories.

6 Conclusion

In this paper, we explored the idea of creating a model-based reinforcement learning agent that could perform compet-
itively with model-free methods, DQN, in particular. To implement such an agent, a synthesis of learning a transition
model with a deep neural network and MCTS was developed. Our tests on a block-placing task in Minecraft show that
learning a meaningful transition model requires considerably less training data than learning Q-values of comparable
scores with DQN. As the MCTS agent uses a tree search for finding the best action, it takes longer to perform one action
in comparison with DQN. Therefore, our approach is interesting for cases where obtaining training samples from the
environment is costly. The nature of the block-placing task justifies the greedy choice of immediate rewards and, hence,
application of the one-step-ahead prediction significantly improves the score performance. The transition model suffers
from the limited information of the last four input frames: if past information becomes unavailable (e.g., no longer visi-
ble in the last four frames) the model makes incorrect predictions about the environment leading to suboptimal actions.
Further research in using a recurrent neural network could help eliminating this issue.
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Abstract

When a human is mastering a new task, they are usually not limited to exploring the environment, but also avail them-
selves of advice from other people. In this paper, we consider the use of advice expressed in a formal language to guide
exploration in a model-based reinforcement learning algorithm. In contrast to constraints, which can eliminate optimal
policies if they are not sound, advice is merely a recommendation about how to act that may be of variable quality or
incomplete. To provide advice, we use Linear Temporal Logic (LTL), which was originally proposed for the verification
of properties of reactive systems. In particular, LTL formulas can be used to provide advice to an agent about how they
should behave over time by defining a temporal ordering of state properties that the agent is recommended to avoid or
achieve. LTL thus represents an alternative to existing methods for providing advice to a reinforcement learning agent,
which explicitly suggest an action or set of actions to use in each state.

We also identify how advice can be incorporated into a model-based reinforcement learning algorithm by describing
a variant of R-MAX which uses an LTL formula describing advice to guide exploration. This variant is guaranteed to
converge to an optimal policy in deterministic settings and to a near-optimal policy in non-deterministic environments,
regardless of the quality of the given advice. Experimental results with this version of R-MAX on deterministic grid
world MDPs demonstrate the potential for good advice to significantly reduce the number of training steps needed to
learn strong policies, while still maintaining robustness in the face of incomplete or misleading advice.

Keywords: Markov Decision Process, Reinforcement Learning, Model-Based
Learning, Linear Temporal Logic, Advice.
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1 Introduction

Reinforcement Learning (RL) methods can often be used to build intelligent agents that learn how to maximize long-term
cumulative reward through interaction with the environment. Doing so generally requires extensive exploration of the
environment, which can be infeasible in real-world environments in which exploration can be unsafe or requires costly
resources. Even when there is access to a simulator and exploration is safe, the amount of interaction needed to find a
reasonable policy may be prohibitively expensive.

In this paper we investigate the use of advice as a means of guiding exploration. Indeed, when humans try to master a
new task, they certainly learn through exploration, but they also avail themselves of linguistically expressed advice from
other humans. Here we take “advice” to be recommendations regarding behaviour that may describe suboptimal ways
of doing things, may not be universally applicable, or may even contain errors. However, even in these cases people often
extract value and we aim to have RL agents do likewise. We use advice to guide the exploration of an RL agent during
its learning process so that it more quickly finds useful ways of acting. Advice can be contrasted with hard constraints,
the imposition of which potentially eliminates optimal policies if the constraints are incorrect or suboptimal.

We use the language of Linear Temporal Logic (LTL) for providing advice. The advice vocabulary is drawn from state
features, together with the linguistically inspired temporal modalities of LTL (e.g., “Turn out the lights before you leave the
office” or “Always avoid potholes in the road”). We propose a variant of the standard model-based RL algorithm R-MAX
that adds the ability to use given advice to guide exploration. Experimental results on randomly generated grid worlds
demonstrate that our approach can effectively use good advice to reduce the number of training steps needed to learn a
strong policy. Our approach is robust in the face of incomplete or misleading advice, as we can guarantee convergence to
an optimal policy in deterministic settings and convergence to a near optimal policy in non-deterministic environments.

Related Work: Maclin and Shavlik [6] proposed the use of advice in RL via a procedural programming language that
supports recommendation of actions using If-Then rules and loops. Krening et al. [5] grounded natural language
advice into a list of (object,action) recommendations (or warnings), to encourage (or discourage) an agent to perform an
action when it interacts with particular classes of objects. Neither of these methods incorporate advice into a model-
based RL algorithm. Moreover, our LTL advice language is less prescriptive: it allows a user to provide a rich temporal
ordering of state properties that the agent may wish to avoid or achieve, as opposed to explicitly specifying the actions
to take in a given state. This allows for alternative forms of advice to those considered by earlier works.

2 Preliminaries

Example environment: Consider a grid world in which the agent starts at some initial location. At various locations
there are doors, keys, walls, and nails. The agent can move deterministically in the four cardinal directions, unless there
is a wall or locked door in the way. The agent can only enter a location with a door when it has a key, after which point
the door and key disappear (i.e. the door remains open). The agent automatically picks up a key whenever it visits a
location with a key. The agent receives a reward of -1 for every action, unless it enters a location with nails (reward of
-10) or reaches the red door with a key (reward of +1000, and the episode ends). Figure 1a, which we use as a running
example below, depicts an instance of this domain, the “nail room”, in which there is a single door and it is red.

In this environment, we may wish to advise the agent to avoid the nails, or to get the key before going to the door. In
order to provide advice to an arbitrary RL agent, we must have a vocabulary from which the advice is constructed. For
this purpose, we define a signature as a tuple Σ = 〈Ω, C, arity〉where Ω is a set of predicate symbols, C is a set of constant
symbols, and arity : Ω → N assigns an arity to each predicate. For example, in the grid-world environment, we use a
signature with only a single predicate called at (i.e. Ω = {at} and arity(at) = 1), where at(c) states that the agent is
at the same location as c. Each object in the domain will be represented with a single constant in C (i.e. key1, door1, . . .).
Intuitively, we use this signature to reference different elements about states in the environment when providing advice.

We assume that the set C is finite, and define GA(Σ) := {P (c1, · · · , carity(P )) | P ∈ Ω, ci ∈ C}. That is, GA(Σ) is the set of
all ground atoms of the first order language with signature Σ. A ground literal is either a ground atom or the negation of a
ground atom, so lit(Σ) := GA(Σ)∪{¬p : p ∈ GA(Σ)} is the set of ground literals. A truth assignment can be given by a set
τ ⊆ lit(Σ) such that for every a ∈ GA(Σ), exactly one of a and ¬a is in τ . Let T (Σ) be the set of all truth assignments.

A Markov Decision Process (MDP) with a specified initial state is a tupleM = 〈S, s0, A, p, γ,Σ, L〉 where S is a finite set of
states, s0 ∈ S is the initial state, A(s) is a finite set of actions applicable in state s ∈ S, p is a function that specifies transition
probabilities where p(s′, r|s, a) is the probability of transitioning to s′ and receiving reward r ∈ R if action a ∈ A(s) is
taken in state s, γ ∈ (0, 1] is the discount factor, Σ = 〈Ω, C, arity〉 is a signature, and L : S → T (Σ) labels each state with a
truth assignment. For example, in our grid-world, the labeling function L(s) makes at(c) true if and only if the location
of the agent is equal to the location of c in state s. Note that as GA(Σ) is finite, we could equivalently consider a state
label to be a vector of binary features, with the ith entry being 1 if the ith ground atom holds in that state, and 0 otherwise.
Below, we assume that the agent does not know the transition probability function p (as usual in RL).
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(a) The nail room, an example

u1u0 u2
{at(key)}

{true} {true}{true}

{at(door)}

v0 v1
{∀(n ∈ nails).¬at(n)}

{∀(n ∈ nails).¬at(n)} {true}

(b) Advice example (c) An example randomly generated grid world map

Figure 1: (a) The agent receives reward for going to the locked door after having visited the key. It is penalized for
stepping on nails. (b) NFAs corresponding to the LTL formula ♦(at(key)∧©♦at(door))∧�∀(n ∈ nails).¬at(n). (c)
Random map that contains an agent ( ), walls ( ), nails ( ), holes ( ), keys ( ), cookies ( ), doors ( ), and a final door ( ).

3 Providing and Utilizing Advice While Learning

In this section, we describe our LTL advice language and how corresponding automata can be used to monitor satisfac-
tion of such advice. We then describe our method for using the automata to guide exploration in a variant of R-MAX.

Linear Temporal Logic: A Language for Providing Advice

Providing advice to an agent requires a language for communicating that advice. Given that RL agents are typically
engaged in an extended interaction with the environment, this language must allow us to suggest how the agent should
behave over time (e.g. “Get the key and then go to the locked door.”). To this end, we use Linear Temporal Logic (LTL), a
modal temporal logic originally proposed for the verification of reactive systems [8], that has subsequently been used to
represent temporally extended goals and preferences in planning [4]. Here, we use it as the basis for expressing advice.

Suppose that we have an MDP M = 〈S, s0, A, p, γ,Σ, L〉 for which we wish to provide advice. The language of LTL
contains formulae consisting of propositional symbols, which we take to be the ground atoms of GA(Σ) (e.g. at(key2)),
and all formulae that can be constructed from other formulae using the standard set of connectives from propositional
logic — namely and (∧), or (∨), and negation (¬) — and the temporal operators next (©) and until (U). From these
temporal operators, we can also derive other useful operators such as always (�) and eventually (♦). We will also make
use of universal (∀) and existential (∃) quantifiers in abbreviating conjunctions and disjunctions. If T = {t1, . . . , tk} ⊆ C is
a set of constant symbols, then ∀(x ∈ T ).ϕ(x) := ϕ(t1) ∧ · · · ∧ ϕ(tk) and ∃(x ∈ T ).ϕ(x) := ϕ(t1) ∨ · · · ∨ ϕ(tk).

To provide some intuition about LTL, we consider some possible example advice formulae for the problem in Figure 1a
which use the unary operators �, ♦, and©. The formula �¬at(nail1) literally means “always, it is not the case that the
agent is at the location of nail1”; used as advice it can be taken to say that “at all times the agent should not be at nail1.”
The formula ♦(at(key) ∧©(♦at(door))) can be understood as “the agent should eventually get to a state where it is at
the key and then eventually get to a state where it is at the door.” If nails ⊂ C is the set of objects that are nails, we can
use �∀(n ∈ nails).¬at(n) to advise that at all times, the agent should not be at a location where there is a nail.

The truth value of an LTL formula ϕ is determined relative to a sequence σ = 〈s0, . . . , sn〉 of states fromM (i.e. the states
visited in an episode). The truth of a ground atom at time t is determined by the label of st, and the truth values of more
complicated formulae are built up according to the formal semantics of LTL (see De Giacomo et al. [3] for more detail).

From LTL to Finite State Automata and Tracking Advice Progress

Any LTL formula ϕ can be converted into a Nondeterministic Finite State Automaton (NFA) such that a finite sequence of
states σ will be accepted by the NFA if and only if σ satisfies ϕ [1, 3]. We can represent the NFA as a directed graph
with edges labelled by formulae from LΣ, the subset of LTL formulae that does not include temporal operators. Each
edge represents a set of NFA transitions, one for each truth assignment satisfying the edge label. Because the NFA is
non-deterministic, it may be in multiple states at once. Intuitively, the state(s) that an NFA is in after visiting a sequence
of MDP states represent the progress that has been made towards satisfying ϕ. As such, we use an NFA state set to
identify the relevant portion of a given advice formula in any state.

To translate from LTL to automata we use the system developed by Baier and McIlraith [1], which, for computational
efficiency, constructs a set N of small NFAs rather than one potentially very large NFA. N is considered to accept σ if
every NFA in N accepts σ. For example, Figure 1b shows the two NFAs generated from ♦(at(key) ∧©♦at(door)) ∧
�∀(n ∈ nails).¬at(n). This advice states that the agent should get the key and then go to the door, and also avoid
nails. We now demonstrate how we track the NFA state set for the top NFA. At the beginning of an episode, the agent
is in the initial state of the MDP and the NFA is in state u0. Thus, the NFA state set is initialized to {u0}. This NFA state
set will remain constant until the agent reaches an MDP state s′ for which at(key) ∈ L(s′) (i.e., the agent gets the key).
Since the transition to u1 is now possible in the NFA, but it is also possible to remain in u0 because true holds in s′, the
NFA state set is updated to {u0, u1}. The state set will then remain constant until the agent reaches the door.
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We note that the above procedure may lead to an empty NFA state set on some NFAs and state sequences. For example,
notice that in the bottom NFA in Figure 1b, there is no transition to follow when the agent enters a state with a nail. This
occurs because once the agent is at a nail, the episode can never satisfy the advice formula regardless of how the rest
of the episode proceeds. We call such situations NFA dead-ends. Since the advice may still be useful even if it has been
violated, we handle NFA dead-ends as follows: if an NFA state set becomes empty, we revert it to the previous set. The
NFA in Figure 1b will therefore continue to suggest that the agent avoid nails even if the agent already failed to do so.

Background Knowledge Functions

Advice like “get the key” would not be very useful if the agent had no notion of what behaviour might lead to the key. To
give advice, we must presuppose that the advised agent has some capacity to understand and apply the advice. To this
end, in this paper we assume that the agent has a background knowledge function hB : S×A× lit(Σ)→ N, where hB(s, a, `)
is an estimate of the number of primitive actions needed to reach the first state s′ where the literal ` is true (i.e., where
` ∈ L(s′)) if we execute a in s (note that a itself is not counted). Intuitively, hB represents the agent’s prior knowledge —
which may not be perfectly accurate — about how to make ground atomic formulae either true or false.

Since hB only provides estimates with respect to individual ground literals, we believe that for many applications
it should be relatively easy to manually define (or learn, e.g. [7]) a reasonable hB . For example, in the grid world
environment, we define the background knowledge function as hB(s, a,at(c)) = |pos(agent, s).x − pos(c, s).x| +
|pos(agent, s).y−pos(c, s).y|+∆ where pos(c, s) provides the coordinates of c in state s and ∆ is equal to−1 if the action
a points toward c from the agent’s position and 1 if it does not. Hence, if the agent is three locations to the left of the key,
hB(s, right,at(key)) will return 2 (right is the action to move right), even if there is a wall in the way. Furthermore, we
defined hB(s, a,¬at(c)) to be equal to 1 if hB(s, a,at(c)) = 0 and 0 otherwise.

Given any background knowledge function hB , we can construct a function h : S×A×LΣ → N that extends hB to provide
an estimate of the number of primitive actions needed to satisfy an arbitrary formula ϕ ∈ LΣ. We recursively define
h(s, a, ϕ) as follows: h(s, a, `) = hB(s, a, `) for ` ∈ lit(Σ), h(s, a, ψ ∧ χ) = max{h(s, a, ψ), h(s, a, χ)}, and h(s, a, ψ ∨ χ) =
min{h(s, a, ψ), h(s, a, χ)}. In the next subsection, we describe how to drive the agent’s exploration using h.

Advice-Based Action Selection in R-MAX

Model-based Reinforcement Learning solves MDPs by learning the transition probabilities and rewards. The R-MAX
family of algorithms [2] are model-based methods that explore the environment by assuming that unknown transitions
give maximal reward Rmax. In practice, if Rmax is big enough (and γ < 1), the agent ends up planning towards reaching
the closest unknown transition. Instead, we propose to use the advice to plan towards promising unknown transitions.

Suppose the agent is at state s in the MDP, and we have kept track of the state sets that each NFA might be in. Intuitively,
following the advice in s involves having the agent take actions that will move the agent through the edges of each NFA
towards its accepting states. To this end, we begin by identifying useful NFA edges which may actually lead to progress
towards the accepting states. For some NFA state u in an NFA state set, a transition from u to u′ is useful if u is not an
accepting state, and there exists a path in the NFA from u′ to an accepting state that does not pass through u.

We now construct the advice guidance formula ϕ̂ and the advice warning formula ϕ̂w. The advice guidance formula is given
by the disjunction of all the formulae labelling useful edges in the NFAs. This means that ϕ̂will be satisfied by a transition
in the MDP that achieves one of the formulae needed to transition over a useful edge. We define ĥ(s, a) := h(s, a, ϕ̂)
which can be used to rank actions based on an estimate of how close they are to making progress in satisfying the advice
guidance formula ϕ̂. While we omit the details, the advice warning formula ϕ̂w is constructed similarly, but in such a
way that it is satisfied by a transition in the MDP if and only if at least one transition is made in all of the NFAs. We
then define the set W (s) = {a ∈ A(s) : h(s, a, ϕ̂w) 6= 0}. The idea is that W contains those actions which the evaluation
function predicts will lead to an NFA dead-end.

We implemented a simple variant of an R-MAX algorithm that can take advantage of the advice. Instead of planning to-
wards the closest unknown transition, we plan towards the closest unknown transition that is not inW and has minimum
ĥ-value. If every unknown transition is in W , then we just go to the closest unknown transition with minimum ĥ-value.

Convergence: As our approach plans towards unknown transitions (regardless of the advice), eventually all reachable
transitions become known. By that point, the agent converges to a policy using its estimation of the transition probabili-
ties. This policy is optimal with respect toM if the transitions are deterministic and near optimal otherwise [2].

4 Evaluation and Discussion

We tested our approach using various pieces of advice on grid world problems of the sort defined in Section 2, using
the signature and background knowledge functions described in Sections 2 and 3. In addition to the domain elements
of walls, keys, and nails described earlier, some problems also had cookies and holes. When the agent reaches a location
with a cookie, it gets a reward of +10 and the cookie disappears. For reaching a hole, the reward is -1000 and the episode
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Abbreviation Advice formula (and informal meaning)
R-MAX No advice

Standard R-MAX.
C ∀(c ∈ cookies).♦at(c)

Get all the cookies.
NH �(∀(x ∈ nails ∪ holes).¬at(x))

Avoid nails and holes.
K ♦at(key)

Get the key.
KD ♦(at(key) ∧©♦(at(door)))

Get the key and then go to the door.
KDs ∀(k ∈ keys).♦(at(k) ∧©♦(∃(d ∈ doors).at(d)))

For every key in the map, get it and then go to a door.

(a) Formula abbreviations for legends
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(b) Nail room (25× 50 version)
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(c) Random grid world maps

Figure 2: In (b) and (c), reward is normalized so that 1 represents the best policy found on each map. The shaded areas
represent the first and third quartiles. The formulae in the legends are explained by (a). Graphs are best viewed in colour.

ends. As a baseline, we reported the performance of standard R-MAX, which does not use any form of advice. To
measure performance, we evaluated the agent’s policy every 100 training steps. At training time, the agent explored the
environment to learn a good model. At test time, we evaluated the best policy that the agent could compute using its
current model (ignoring the unknown transitions). We used a discount factor of 1 in all experiments.

Figure 2b shows the median performance (over 20 independent trials) in a 25 × 50 version of the motivating example
in Figure 1a. R-MAX, without advice, has poor initial performance, but converges to an optimal policy more quickly
than when using the more detailed advice of K or KD (see Figure 2a for what these formulae are). However, K and KD
quickly find a policy that follows the advice and then slowly converges to the optimal policy. As such, there is a trade-off
between quickly learning the model (exploring nearby areas) and moving towards promising states suggested by advice.
We also had an experiment with misleading advice (on a different map), where the agent was advised to go to a location
far off any optimal path. The results were comparable to those seen for Figure 2b and are excluded due to lack of space.

We also randomly generated 10 grid world problems (Figure 1c shows one of them), each consisting of a sequence of four
25 × 25 rooms with doors between consecutive rooms. The agent always starts in the upper-left corner of the leftmost
room and the red (i.e. goal) door is on the rightmost wall. Each space within a room had a 1/9 probability of being each
of a nail, hole, or wall. A key and three cookies were randomly placed in each room among the remaining empty spaces,
such that each key, door, and cookie was reachable from the starting location. These grid world maps are challenging
because there is sparse reward and it is fairly easy to die. Figure 2c shows the performance over the 10 maps using five
different pieces of advice. We ran 5 trials per piece of advice on each map; the graph reports the median performance
across both trials and maps. Without advice, the agent was never able to reach the last door in 50K training steps.
Providing advice that the agent should get keys and go to doors (KDs) was also not enough, because the agent always
fell in a hole before reaching its target. Stronger results were seen with safety-like advice to avoid holes and nails (NH),
and the best performance was seen when this safety-like advice was combined with advice that guides agent progress
(KDs∧ NH and KDs∧ NH∧ C). It is worth mentioning that none of these pieces of advice solves the problem for the agent,
as the agent must still figure out how to turn the given advice into primitive actions, and handle cases where the advice
is inappropriate (e.g. when the advice guides the agent towards cookies that are in a different room).

Future work: We plan to extend our work by prioritizing some parts of advice over others (for example, getting the
key may be more important than getting every cookie), combining advice with hard constraints, experimenting with
non-deterministic MDPs, and learning the background knowledge function hB given a signature Σ. Finally, while the
investigation here was limited to discrete MDPs, we also believe that many of the basic principles can be extended to a
hybrid setting where discrete advice specified in LTL is used to guide search in a continuous space.
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Abstract

Fast adaptation to changes in the environment requires both natural and artificial agents to be able to dynamically tune
an exploration-exploitation trade-off during learning. This trade-off usually determines a fixed proportion of exploita-
tive choices (i.e. choice of the action that subjectively appears as best at a given moment) relative to exploratory choices
(i.e. testing other actions that now appear worst but may turn out promising later). The problem of finding an efficient
exploration-exploitation trade-off has been well studied both in the Machine Learning and Computational Neuroscience
fields. Rather than using a fixed proportion, non-stationary multi-armed bandit methods in the former have proven that
principles such as exploring actions that have not been tested for a long time can lead to performance closer to optimal –
bounded regret. In parallel, researches in the latter have investigated solutions such as progressively increasing exploita-
tion in response to improvements of performance, transiently increasing exploration in response to drops in average
performance, or attributing exploration bonuses specifically to actions associated with high uncertainty in order to gain
information when performing these actions. In this work, we first try to bridge some of these different methods from the
two research fields by rewriting their decision process with a common formalism. We then show numerical simulations
of a hybrid algorithm combining bio-inspired meta-learning, kalman filter and exploration bonuses compared to several
state-of-the-art alternatives on a set of non-stationary stochastic multi-armed bandit tasks. While we find that different
methods are appropriate in different scenarios, the hybrid algorithm displays a good combination of advantages from
different methods and outperforms these methods in the studied scenarios.

Keywords: Bandits; Decision-making; Meta-learning; Active exploration;
Kalman filter; Reinforcement learning; Multi-armed bandit
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1 Introduction

Selecting an action from a number of distinctive alternatives in unknown environments, where each action may return a
reward in a stochastic manner, can be a challenging problem when the environment is non-stationary (i.e the rewards are
changing in time). The adaptive learning strategy of the decision maker, especially when facing abrupt changes, requires
a sophisticated method for the well known exploration-exploitation trade-off. Modeling the problem for implementing
intelligent decision-makers is a subject mainly studied from the machine learning field, while the computational neuro-
science field is concerned about finding models that fit human’s or animal’s behavior efficiently. In the former the task
is to find a decision-making algorithm whose actions achieve optimal cumulative regret - the regret being defined as the
difference between optimal performance and the accumulated reward. Solutions to the stationary problem have been
studied thoroughly for more than a decade, but the non-stationary approach was a more recent subject of research [1, 2],
while its recent recapturing of attention is particularly due to its characteristic as a keystone in reinforcement learning. In
parallel, computational neuroscience researches have also progressed in combining methods from reinforcement learn-
ing with exploration bonuses [3] and sometimes change-point detectors [4] to tackle the problem of fitting a human’s or
an animal’s action decisions on bandit tasks with altering rewards in time.

With the dual goal of conceiving adaptive machines with cognitive components (e.g for human-robot interaction en-
vironments) and of generating new experimental predictions for neuroscience, we explored the impact of integrating
approaches from both fields at the lower level of analysis for a simple artificial decision-maker. We tested the perfor-
mance of several alternative algorithms on a set of different non-stationary bandit setups where we variated the most
crucial components of a stochastic and changing environment. Here we present empirical evidence that our hybrid ap-
proach outperforms some state-of-the-art alternatives, rising questions about how the integration of neuroscience-based
models and machine learning-models could have a positive impact on performance.

2 Problem Formulation and Algorithms

Stochastic multi armed-bandits can be considered as having a set of arms K = {1, 2, ...,K} of a casino machine, where
a decision-maker chooses an action a ∈ K at every timestep t ∈ T = {1, 2, ..., T} of its lifespan T (also called the time
horizon). He then receives a reward rt(a) with probability pt(a) and zero otherwise. While interested in arm’s expected
value of reward, without loss of generality, we can assume Bernoulli arms where ∀(a, t) ∈ K × T the rewards are binary,
rt(a) ∈ {0, 1}. By choosing Bernoulli arms, the expected value E[rt(a)] for every arm reward is equal to the probability
pt(a). When the environment is stationary, pt+1(a) = pt(a) for all time steps. For non-stationary environments the above
rule does not stand. Specifically in drifting environments |pt+1(a) − pt(a)| < ε, where ε is a small constant, while in
abruptly changing environments ∃t : |pt+1(a) − pt(a)| > δ, where δ is a sufficiently large value in terms of probabilities.
Both ε and δ can be used as a measure of the environment dynamics. Denoting a∗ the optimal arm to choose, the regret
at every time step is then defined as E[rt(a

∗)− rt(a)].

A first important note is that in most bandit methods, from either machine learning or computational neuroscience, the
action at to be taken at the time episode t can be chosen after comparing between all actions a combination of an empirical
measure of each action’s value µt(a) and some measure of uncertainty for this value σt(a), according to the following
general equation:

at = F(βt(µt(a) + φσt(a))) (1)

In the classical family of bandit methods initially developed in machine learning - called UCB for Upper Confidence
Bound [5] -, function F is an argmax, parameters β and φ are fixed to 1, and µt(a), σt(a) are empirically estimating the
average reward yielded by action a and the uncertainty associated to this estimate. Then the method differ in the way
these estimates are updated, using for instance a Sliding Window (SW-UCB) or Discounted estimates (D-UCB) [1]. In a
more recent work, the Kalman Filter Multi-Armed Normal Bandit (KF-MANB) proposed in [2] is also another empirically
optimal algorithm using an observational noise parameter σob and a transitional noise parameter σtr to estimate µt(a)
and σt(a) at each timestep, which are then used as the parameters of a normal distribution N (µt(a), σt(a)) for each arm.
Then a sample sa from each distribution is taken, and the action choices are made according the rule at = arg maxa (sa).

In computational neuroscience models for bandit tasks [3, 6], function F is a Boltzmann softmax followed by sampling
from the resulting action probability distribution, parameters β and φ are either fixed or estimated from each human
subject’s behavior during the task, µt(a) is the Q-value of action a learned through reinforcement learning - most often
with a discounted factor γ = 0 because the task is not sequential - and σt(a) is an exploration bonus. In some models,
µt(a) can be transiently adapted faster through the use of change point detectors which identify abrupt task shifts that
produce a higher noise than the expected observational noise [4]. Interestingly, this has also been recently applied to
bandit methods in Machine Learning (e.g. the Adapt-Eve algorithm [7]). Finally, some models propose to dynamically
tune through meta-learning the algorithm’s parameters as a function of variations of performance [8, 9]: for instance,
increasing the inverse temperature βt in the softmax function to promote exploitation when the average performance
improves, and decreasing it to promote exploration when performance drops indicate abrupt changes in the task.
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In previous work, we have applied this meta-learning principle in an algorithm here referred to as MLB to dynamically
tune βt in a simple multi-armed bandit scenario involving the interaction between a simulated human and a robot [10].
Formally, function F is a Boltzmann softmax with parameter φ = 0 (i.e. no uncertainty term is used as exploration bonus
here). The immediate reward rt received from action a = at is then used to update the estimated action’s expected value
µt(at) of the action taken, using the update rule of a low-pass filter, as Qt+1(a) = (1 − αQ)Qt(a) + αQrt. Furthermore,
following [8], a similar update rule applies to estimate mid-term and long-term reward running averages according to:

rt = αmrt + (1− αm)rt−1 and rt = α`rt + (1− α`)rt−1 (2)

where αm and α` are two different learning rates. βt is then updated as

βt+1 = max{βt + η(rt − rt)), 0} (3)

With the above update rules, βt increases when the mid-term reward is greater than the long-term. One can view this as
an evidence that the recent actions are more optimal, therefore exploitation may be increased. In the opposite case when
rt < rt, the recent actions denote that the present policy has lower performance in getting rewards compared to the past,
therefore exploration should be encouraged by reducing βt.

3 Hybrid Meta-learning with Kalman Filters - MLB-KF

After showing a common way to formalize bandit methods in machine learning and computational neuroscience, the
objective of the present paper is to illustrate how a hybrid method combining ideas from the two fields that we have
recently proposed in [11] can yield a promising performance in a variety of non-stationary multi-armed bandit tasks.
The hybrid model integrates the sibling kalman filters of KF-MANB and the core of MLB. To do so, action values learned
through reinforcement learning in MLB are here simply replaced within the softmax function with a linear combination
(with φ > 0) of the mean µt(a) and the standard deviation σt(a) of each arm’s distribution according to the sibling kalman
filters of KF-MANB. The algorithm also uses two constants σ2

ob and σ2
tr, which relate to the stochastic part and the non-

stationary part of the environment respectively. The values for means µ1(a), variances σ2
1(a), and βt are initialized.

Following [2], but writing equations down on a different way, the reward rt(a), for a = at, is then used to update the
parameters of the respective arm with

µt+1(a) = vt(a)rt(a) + (1− vt(a))µt(a) and σ2
t+1(a) = vt(a)σ2

ob (4)

while for arms a 6= at the means µt+1(a) maintain their previous value, and a transitional variance is added to σ2
t+1(a) in

order to enhance exploration of non-chosen arms as shown below

µt+1(a) = µt(a) and σ2
t+1(a) = σ2

t (a) + σ2
tr (5)

In the above equations vt(a) are dynamically tuned learning rates for each arm, which may mirror some adaptation pro-
cedures of learning rate studied in a computational neuroscience bandit task (e.g. [12]). Here, for KF-MANB, it follows:

vt(a) = (σt(a)2 + σ2
tr)/(σt(a)2 + σ2

tr + σ2
ob) (6)

The mid- and long-term rewards are also calculated like in [8] and used to update the inverse temperature parameter βt
according to the update rule of MLB [10]. When the uncertainty of an arm’s action value increases, the respective arm
should be explored more. However when the environment suggests that no evidence of change is observed, KF-MANB
suffers from exploration since a transitional variance is always added to the non-pulled arms. This can also be seen in
Fig.1 (right) of simulations section. MLB is also expected to display large regret at cases where a non-optimal arm be-
comes optimal after long periods of stationarity, since the ”rising” arm may never be chosen. The above implementation
is a trade-off between these two cases, as we empirically present evidence that it incorporates both the benefits of MLB’s
fast adaptation and small regret on many test cases, as also the robustness and good performance of KF-MANB.

Algorithm 1 Hybrid MLB-KF
1: Choose parameters αm, α`, η, φ, σob, σtr
2: Initialize β1, and µ1(a), σ1(a) ∀a ∈ K
3: for t = 1, 2, ..., T do
4: select action at ∈ K from distribution of (1) with softmax
5: observe the immediate reward rt and update rt, rt with (2)
6: for a = at update µt+1(a), σ2

t+1(a) with (4),(6)
7: for all arms a 6= at update µt+1(a), σ2

t+1(a) with (5)
8: update βt+1 with (3)
9: end for
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4 Numerical Simulations

Testing an algorithm on a scenario that was also used in order to tune its parameters, should restrict its evaluation of
performance to concern only this specific environment. Here we avoided this bias by testing the algorithms on many
different scenarios, altering the most crucial components of a stochastic and non-stationary multi armed bandit, while
keeping the parameters that were tuned on a simple mid-case. For the mid-case we considered 5 arms, with initial arm
probabilities of 0.8, 0.4, 0.3, 0.2, 0.1 for each arm respectively, with a circular shift of those at every 2000 time steps, in a
total of 10000. After optimization, the parameters chosen for D-UCB were ξ = 0.22 and γ = 0.9999, for SW-UCB ξ = 0.3
and τ = 998, for Adapt-EvE δ = 0.13, λ = 40, tm = 50 and used UCBT as decision-makers and as meta-bandit. For
KF-MANB σob = 0.2, σtr = 0.01, initializing all means and variances to 0.5. For MLB αQ = 0.14, αm = 1/15, α` = 1/350,
η = 0.44. For MLB-KF we kept the parameters found for MLB and KF-MANB and only tuned φ = 1.5.

For problem set I, we considered that a global change point cp, may occur at every time step t with a constant probability
h (i.e pt(cp) = h). When a change point occurs, all arm probabilities are then re-sampled from a uniform distribution in
[0, 1]. For each subproblem (using only the set of probabilities generated for each arm with the above type of random
walk), we run each algorithm for 20 sub-sessions, then regenerated another problem set with the same probability h,
and repeated the procedure for 100 hyper-sessions. We then calculated the average total cumulative regret with the
assumption that the results are representative due to central limit theorem. We increased h and repeated all the above,
for h ∈ [2/10000, 8/10000] with a step of 1/10000. Therefore, an average of 2 to 8 global change points occur (we have
an horizon of 10000) for every step. As seen in Fig 1 (left), MLB exhibited the best performance for small h, KF-MANB
demonstrated both robustness and low regret in all cases and MLB-KF inherited the best of these performances by
following the regret dynamics of the most optimal algorithm between the two. In problem set II we explored cases
where the difference ∆g between the expected reward of the optimal action and the second best action varied. The best
optimal arm always had a probability of 0.8, the second best 0.8−∆g , the third 0.8−2∆g and so forth. For our experiments
we begun with #cp = 1 (where #cp denotes the number of change points). This change point occurred at t = T/2, when
the probability of the best arm dropped from 0.8 to 0.8-∆g , the probability of the second best dropped from 0.8-∆g to 0.8-
2∆g (and so forth for other intermediate arms), while the probability of the worst arm increased from 0.8-4∆g to 0.8. We
altered ∆g from 0.02 to 0.2 with a step size of 0.02 for each independent test case, while we simulated all algorithms on
each case for 200 sessions, observing the average final cumulative regret. We then increased #cp by one, fixed the change
point time steps to be evenly distributed over the timesteps, and repeated the procedure. In Fig.1 (middle) a visualization
of the performance for each algorithm is presented, for different gaps ∆g (rows), and #cp (columns). The results once
again provided evidence that MLB-KF combines the behavior of both MLB and KF-MANB in a satisfactory manner,
denoting the best performance on average. Finally, cases where the best optimal action becomes the less optimal, cases
where the less optimal action becomes the optimal as also sequential alteration of those were tested in problem set III.
MLB adapted greatly in Best-to-Worst scenarios and D-UCB in Worst-to-Best. However the overall average performance
of MLB-KF was the empirically optimal as described in [11] (not shown here).

In order to highlight how parameters vt(a) change in time, a simple two-armed bandit case using KF-MANB, where
pt(a1) was changing from 0.75 to 0.25 every 50 timesteps and pt(a2) = 1 − pt(a1), is also shown in Fig. 1 (right) for an
average of 5 sessions. For the interval between timesteps 50-100, meta-parameter vt(a1) increases since the most chosen
arm was a2. Even though the estimated reward rate of arm a1 in this interval differs from the true rate, a more precise
estimation is not needed in order to make the most optimal decision. However, evidence about the arm’s reward rate in
this interval is not provided, therefore vt(a1) increases, and then decreases as the arm is once again frequently chosen.

Figure 1: left: total regret for different values of expected number of change points h, middle: total cumulative regret for different
gaps ∆g and number of switches #cp (thresholded for low and high values), right: estimated action value µ(a1) vs true value (top)
and parameter vt(a1) of KF-MANB for a two-armed bandit case (bottom)
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5 Conclusion and Discussion

In this work we presented empirical evidence that a hybrid algorithm which makes use of a classical computational
neuroscience approach to properly tune exploration with meta-learning, combined with sibling Kalman filters proposed
in Machine Learning to estimate each arm’s action value and add a measure of uncertainty as an exploration bonus, can
lead to an adaptive learning strategy which efficiently manages the exploration-exploitation trade-off dilemma. How-
ever we still need to do the comparison more systematically for many different tasks (different numbers of arms, different
stochasticity levels, different amplitudes between best and second-best arm, abrupt task shifts versus progressive drifts,
different variation budget [13]). Nevertheless, such a bridge between the fields of computational neuroscience and ma-
chine learning seems promising.

Besides, each development of a new algorithm displaying efficient adaptation performance is an opportunity to sketch
some new experimental predictions for neuroscience. Here, an interesting aspect of the hybrid algorithm is that it com-
bines dynamic tuning of a global exploration rate βt through meta-learning and adaptive tuning of action specific learn-
ing rates vt(a) based on uncertainty variations in a Kalman filter. The resulting two timeseries may be less colinear than
if they had been generated by the same method, which can be useful to generate regressors for model-based analyses of
neurocience data. In addition, the resulting learning rates vt(a) may follow a different dynamics - briefly illustrated in
Fig. 1 (right) - than other computational methods of learning rate studied in neuroscience bandit tasks, such as adapta-
tions as a function of reward volatility [12]. Again, this may constitute an interesting experimental prediction to explore
and compare in the future with human behavioral and neural data.

Finally, it is interesting to note recent progresses in machine learning using meta-learning combined with deep reinforce-
ment learning [14]. Their deep learning approach is promising to not only dynamically tune some parameters but learn
at a more global level the dynamics/statistics of the task. In addition, the method produces generalization to different
but statistically related bandit tasks. All these results also suggest that a common ground between meta-learning and
reinforcement learning can help find general methods to not only solve single-step bandit tasks, but also generalize to
multi-step reinforcement leaning problems.
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Abstract
In many sequential prediction and decision-making problems such as Bayesian filtering and probabilistic model-based planning and
control, we need to cope with the challenge of prediction under uncertainty, where the goal is to compute the predictive distribution
p(y) given an input distribution p(x) and a probabilistic model p(y|x). Computing the exact predictive distribution is generally
intractable. In this work, we consider a special class of problems in which the input distribution p(x) is a multivariate Gaussian, and
the probabilistic model p(y|x) is learned from data and specified by a sparse spectral representation of Gaussian processes (SSGPs).

SSGPs are a powerful tool for scaling Gaussian processes (GPs) to large datasets by approximating the covariance function using
finite-dimensional random Fourier features. Existing SSGP algorithms for regression assume deterministic inputs, precluding their
use in many sequential prediction and decision-making applications where accounting for input uncertainty is crucial. To address this
prediction under uncertainty problem, we propose an exact moment-matching approach with closed-form expressions for predictive
distributions. Our method is more general and scalable than its standard GP counterpart, and is naturally applicable to multi-step
prediction or uncertainty propagation. We show that our method can be used to develop new algorithms for Bayesian filtering and
stochastic model predictive control, and we evaluate the applicability of our method with both simulated and real-world experiments.

Keywords: Sequential prediction, Gaussian processes, planning and control,
Bayesian filtering, probabilistic model-based reinforcement learning, ap-
proximate inference
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1 Introduction

The problem of prediction under uncertainty, appears in many fields of science and engineering that involve sequential prediction
and decision-making including state estimation, time series prediction, stochastic process approximation, and planning and control.
In these problems, uncertainty can be found in both the predictive models and the model’s inputs. Formally, we are often interested
in finding the probability density of a prediction y, given a distribution p(x) and a probabilistic model p(y|x). By marginalization,

p(y) =

∫
p(y|x)p(x) dx. (1)

Unfortunately, computing this integral exactly is often intractable. In this paper, we tackle a subfamily of (1) where: 1) the proba-
bilistic model is learned from data and specified by a sparse spectrum representation of a Gaussian process (SSGP); and 2) the input
x is normally distributed.

1.1 Related work

Gaussian Process (GP) inference with uncertain inputs has been addressed by [2, 8], and extended to the multivariate outputs by
[10]. These methods have led to the development of many algorithms in reinforcement learning [15, 4], Bayesian filtering [9, 6], and
smoothing [5]. However, these approaches have two major limitations: 1) they are not directly applicable to large datasets, due to the
polynomial (in data samples) time complexity for exact inference [16]; and 2) analytic moment expressions, when used, are restricted
to squared exponential (SE) or polynomial kernels [10] and cannot be generalized to other kernels in a straightforward way.

A common method for approximating large-scale kernel machines is through random Fourier features [14]. The key idea is to map
the input to a low-dimensional feature space yielding fast linear methods. In the context of GP regression (GPR), this idea leads to the
sparse spectrum GPR (SSGPR) algorithm [11]. SSGP has been extended in a number of ways for, e.g. incremental model learning
[7], and large-scale GPR [3]. However, to the best of our knowledge, prediction under uncertainty for SSGPs has not been explored.
Although there are several alternative approximations to exact GP inference including approximating the posterior distribution using
inducing points, comparing different GP approximations is not the focus of this paper.

1.2 Applications

We consider two problems that involve sequential prediction and decision-making: Bayesian filtering and stochastic model predictive
control (MPC). The goal of Bayesian filtering is to infer a hidden system state from observations through the recursive application of
Bayes’ rule. GP-based assumed density filtering (ADF) with SE kernels has been developed by [6], which has demonstrated superior
performance compared to other GP-based filters [9]. We extend this work with a highly efficient SSGP-based ADF approach.

The goal of stochastic MPC is to find finite horizon optimal control at each time instant. Due to the high computational cost of
GP inference and real-time optimization requirements in MPC, most GP-based control methods [4, 13] are restricted to episodic
reinforcement learning tasks. To cope with this challenge, we present an SSGP-based MPC approach that is fast enough to perform
optimization and model adaptation on-the-fly.

1.3 Our contributions

• We propose an exact moment-matching approach to prediction under uncertainty in SSGPs with closed-form expressions
for the predictive distribution. Compared to previous GP counterparts, our method: 1) is more scalable, and 2) can be
generalized to any continuous shift-invariant kernels with a Fourier feature representation.

• We demonstrate successful applications of the proposed approach to 1) recursive Bayesian filtering and 2) stochastic model
predictive control.

2 Sparse Spectral Representation of Gaussian Processes

Consider the task of learning the function f : Rd → R, given data D = {xi, yi}ni=1, with each pair related by

y = f(x) + ε, ε ∼ N (0, σ2
n), (2)

where ε is IID additive Gaussian noise. Gaussian process regression (GPR) is a principled way of performing Bayesian inference
in function space, assuming that function f has a prior distribution f ∼ GP(m, k), with mean function m : Rd → R and kernel
k : Rd ×Rd → R. Without loss of generality, we assume m(x) = 0. Exact GPR is challenging for large datasets due to its O(n3)
time and O(n2) space complexity [16], which is a direct consequence of having to store and invert an n× n Gram matrix.

Random features can be used to form an unbiased approximation of continuous shift-invariant kernel functions, and are proposed
as a general mechanism to accelerate large-scale kernel machines [14], via explicitly mapping inputs to low-dimensional feature
space. Based on Bochner’s theorem, the Fourier transform of a continuous shift-invariant positive definite kernel k(x, x′) is a proper
probability distribution p(ω) [14], which leads to an unbiased approximation of k: k(x, x′) ≈ 1

m

∑
φωi(x)φωi(x

′)∗, where random
frequencies {ωi}mi=1 are drawn IID from p(ω). Considering φω can be replaced by sinusoidal functions since both p(ω) and k(x, x′)
are reals, and concatenating features {φωi

}mi=1 into a succinct vector form, an approximation for k(x, x′) is expressed as:
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k(x, x′) ≈ φ(x)Tφ(x′), φ(x) =

[
φc(x)
φs(x)

]
, φci (x) = σk cos(ωTi x), φsi (x) = σk sin(ωTi x), ωi ∼ p(ω), (3)

where σk is a scaling coefficient. For the commonly used Squared Exponential (SE) kernel: k(x, x′) = σ2
f exp(− 1

2‖x − x′‖Λ−1),
p(ω) = N (0,Λ−1) and σk =

σf√
m

, where the coefficient σf and the diagonal matrix Λ are the hyperparameters. Spectral densities
p(ω) and scaling coefficients σk for other continuous shift-invariant kernels can be derived similarly. Based on the feature map, SSGP
is defined as
Definition 1. Sparse Spectrum GPs (SSGPs) are GPs with kernels defined on the finite-dimensional and randomized feature map φ
(3):

k̂(x, x′) = φ(x)Tφ(x′) + σ2
nδ(x− x′), (4)

where the function δ is the Kronecker delta function, to account for the additive zero mean Gaussian noise in (2).

Because of the explicit finite-dimensional feature map (3), each SSGP is equivalent to a Gaussian distribution over the weights of
features w ∈ R2m. Assuming that prior distribution of weights w is N (0,Σw), and the feature map is fixed, after conditioning on
the data D = {xi, yi}ni=1 the posterior distribution of w is

w ∼ N (α, σ2
nA
−1), α = A−1ΦY, A = ΦΦT + σ2

nΣ−1
α , (5)

which can be derived through Bayesian linear regression. In (5), the column vector Y and the matrix Φ are specified by the data D:
Y = [y1 . . . yn]

T , Φ = [φ(x1) . . . φ(xn)]. Consequently, the posterior distribution over the output y in (2) at a test point x is
exactly Gaussian, in which the posterior variance explicitly captures the model uncertainty in prediction with input x:

p(y|x) = N (αTφ(x), σ2
n + σ2

n‖φ(x)‖2A−1). (6)

This SSGP regression method is proposed in [11]. Its time complexity is O(nm2 + m3), which is significantly more efficient than
standard GPR’s O(n3) when m� n.

Remark: It’s worth noting that the method proposed in this paper is not tied to specific algorithms for SSGP regression such as linear
Bayesian regression [11], but accounts for any SSGP with specified feature weights distribution (5), where posterior α and A can be
computed by any means. Variations on A include sparse approximations by a low rank plus diagonal matrix, or iterative solutions by
optimization methods like doubly stochastic gradient descent [3].

3 Prediction under Uncertainty

We present an analytic moment-based approach to (1) under two conditions: 1) the uncertain input is normally distributed: x ∼
N (µ,Σ), and 2) probabilistic models are in the form of (6) specified by SSGPs. Despite these conditions, evaluating the integral
in (1) is still intractable. In this work, we approximate the true predictive distribution p(y) by a Gaussian via computation of the
exact moments in closed-form. We consider multivariate outputs by utilizing conditionally independent scalar models for each output
dimension, i.e., assuming for outputs in different dimension ya and yb, p(ya, yb|x) = p(ya|x)p(yb|x). For notational simplicity, we
suppress the dependency of φ(x) on x, and treat y as a scalar by default.

In the following we present our method, SSGP-exact moment matching (SSGP-EMM). We derive 1) the predictive mean E y; 2) the
predictive variance Var y and covariance Cov(ya, yb), which in the multivariate case correspond to the diagonal and off-diagonal
entries of the predictive covariance matrix; and 3) the cross-covariance between input and prediction Cov(x, y).

Using the expressions for SSGP (3), (6), and the law of total expectation, the predictive mean becomes

E y = EE(y|x) = E
(
αTφ

)
= αT E

[
φc

φs

]
, Eφci = σk E cos(ωTi x), Eφsi = σk E sin(ωTi x), (7)

where i = 1, . . . ,m, and in the nested expectation EE(y|x), the outer expectation is over the input distribution p(x) = N (µ,Σ),
and the inner expectation is over the conditional distribution p(y|x) (6).

By observing (7), we see that the expectation of sinusoids under the Gaussian distribution is the key to computing the predictive
mean. Thus we state the following proposition:
Proposition 1. The expectation of sinusoids over multivariate Gaussian distributions: x ∼ N (µ,Σ), x ∈ Rd, i.e., p(x) =

(2π)−
d
2 (det Σ)−

1
2 exp(− 1

2‖x− µ‖2Σ−1), can be computed analytically:

E cos(ωTx) = exp(−1

2
‖ω‖2Σ) cos(ωTµ), E sin(ωTx) = exp(−1

2
‖ω‖2Σ) sin(ωTµ).

The proof is omitted. The predictive mean (7), variance, and covariance between different outputs are derived using Proposition 1.
By the law of total variance, the predictive variance is

Var y = EVar(y|x) + VarE(y|x)αTΨα− (E y)2, (8)
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where Ψ is defined as the expectation of the outer product of feature vectors over input distribution p(x). Specifically, we compute
Ψ by applying the product-to-sum trigonometric identities:

E
(
φφT

)
= Ψ =

[
Ψcc Ψcs

Ψsc Ψss

]
, Ψcc

ij =
σ2
k

2

(
E
(
cos(ωi + ωj)

Tx
)

+ E
(
cos(ωi − ωj)Tx

))
,

Ψss
ij =

σ2
k

2

(
E
(
cos(ωi − ωj)Tx

)
−E

(
cos(ωi + ωj)

Tx
))
, Ψcs

ij =
σ2
k

2

(
E
(
sin(ωi + ωj)

Tx
)
−E

(
sin(ωi − ωj)Tx

))
(9)

where Ψcc,Ψss,Ψcs are m×m matrices, and i, j = 1, . . . ,m, on whose terms Proposition 1 can be directly applied.

Next we derive the covariance for different output dimensions for multivariate prediction. These correspond to the off-diagonal
entries of the predictive covariance matrix. We show that, despite the conditional independence assumption for different outputs
given a deterministic input, outputs become coupled with uncertain input. Using the law of total covariance, the covariance is:

Cov(ya, yb) = Cov (E(ya|x),E(yb|x)) = E (E(ya|x),E(yb|x))−(E ya)(E yb)= αTaΨabαb − (αTa Eφa)(αTb Eφb) (10)

where matrix Ψab is the expectation of the outer product of feature vectors corresponding to different feature maps φa, φb for outputs
ya, yb, computed similarly as in (3) with corresponding random frequencies {ωi}, and the scaling coefficient σk (3). αa and αb
are the corresponding weight vectors for ya and yb (6). Compared to the expression for the variance of a single output in (8), the
term E (Cov(ya|x)Cov(yb|x)) that is included in the law of total covariance is neglected due to the assumption of conditional
independence of different outputs (§2), so (10) does not have the corresponding first two terms in (8).

Finally, we compute the covariance between input and each output dimension. Invoking the law of total covariance:

Cov(x, y) = Cov(x,E(y|x)) = E (xE(y|x))− (Ex)(E y) = Υα− (E y)µ, (11)

where matrix Υ is the expectation of the outer product of the input x and the feature vector φ(x) over input distribution x ∼ N (µ,Σ):

E(xφT ) = Υ = [Υc
1 . . . Υc

m Υs
1 . . . Υs

m] , Υc
i = σk E

(
cos(ωTi x)x

)
, Υs

i = σk E
(
cos(ωTi x)x

)
,

where i = 1, . . . ,m. We state the following proposition to compute each column in Υ consisting of expectations of sinusoidal
functions and inputs.
Proposition 2. The expectation of the multiplication of sinusoids and linear functions over multivariate Gaussian distributions:
x ∼ N (µ,Σ), can be computed analytically:

E
(
cos(ωTx)x

)
=
(
E cos(ωTx)

)
µ− (E(sin(ωTx))Σω, E

(
sin(ωTx)x

)
=
(
E sin(ωTx)

)
µ+

(
E cos(ωTx)

)
Σω,

where the right-hand-side expectations have analytical expressions (Proposition 1).

The proof is omitted. Next, the result is extended to E
(
x cos(ωTx)

)
, by setting a to consist of indicator vectors. Applying Proposition

1 and 2, we complete the derivation of Cov(x, y) in (11).

Method SSGP-EMM GP-EMM
Time O(m2k2d2) O(n2k2d2)
Applicable
kernels

continuous shift-
invariant kernels

SE kernels

Table 1: Comparison of our proposed methods
and GP-EMM [8, 10] in computational complex-
ity and generalizability.

Remark: SSGP-EMM’s computation complexity is O
(
m2k2d2

)
, where m is the

number of features, k is the output dimension, and d is the input dimension. Com-
pared to the multivariate moment-matching approach for GPs (GP-EMM) [8, 10] with
O
(
n2k2d2

)
time complexity, SSGP-EMM is more efficient when m� n. Moreover,

our approach is applicable to any positive-definite continuous shift-invariant kernel
with different spectral densities, while previous approaches like GP-EMM [10] are
only derived for squared exponential (SE) kernels 1.

4 Applications to Bayesian Filtering and Predictive Control

We focus on the application of the proposed methods to Bayesian filtering and predic-
tive control. We consider the following discrete-time nonlinear dynamical system:

xt+1 = f(xt, ut) + wt, wt ∼ N (0,Σw), yt = g(xt) + vt, vt ∼ N (0,Σv), (12)

where xt ∈ Rd is state, ut ∈ Rr is control, yt ∈ Rk is observation or measurement, wt ∈ Rd is IID process noise, vt ∈ Rk

is IID measurement noise, and subscript t denotes discrete time index. We consider scenarios where f and g are unknown but a
dataset D =

(
{(xt, ut), xt+1}n−1

t=1 , {xt, yt}nt=1

)
is provided. The dynamics model p(xt+1|xt, ut) is learned using state transition

pairs {(xt, ut), xt+1}n−1
t=1 , and the observation model p(yt|xt) is learned separately from state-observation pairs {xt, yt}nt=1.

Bayesian filtering: The task of Bayesian filtering is to infer the posterior distribution of the current state of a dynamical system based
on the current and past noisy observations, i.e., finding p(xt|t), where the notation xt|s denotes the random variable xt|y0, . . . , ys.
Due to the Markov property of the process x, i.e., xt|x0, . . . , xt−1 = xt|xt−1, in Gauss-Markov models, p(xt|t) can be computed

1Expressions for polynomial kernels can be derived similarly.
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recursively through an alternating prediction step and correction step. We use the proposed SSGP-EMM to propagate full densities
thorough the probabilistic dynamics and observation models instead of using linearization or finite-samples [9]. Our method is related
to GP-ADF [6] which is based on GP-EMM [8, 10]. However, our method is more scalable and general as discussed in §3. In order
to demonstrate the applicability of our method, we use a real-world state estimation task in high-speed autonomous driving on a dirt
track (Figure 1a). The goal is estimating the vehicle’s linear velocities, heading rate, and roll angle using only wheel speed sensors
and ground truth samples generated by integrating GPS and IMU data. Filtered distributions using 80 features are shown in Figure
1b, and Figure 1c shows the negative log-likelihood of state NLx for different number of features. Surprisingly, only a small number
of features is necessary for satisfactory results.

Model Predictive Control: The goal of stochastic model predictive control (MPC) is to choose a control sequence that minimizes the
expected cost, given a dynamics model and cost function. The main challenge of applying MPC in practice is efficient and accurate
multi-step prediction due to the lack of explicit and accurate models. GPs have been used for dynamics modeling and prediction in
control algorithms to cope with model uncertainty [4, 13]. However, these methods are restricted to off-line optimization due to the
computational burden of GP inference. On the other hand, more efficient methods usually drop the uncertainty in the probabilstic
model or input (1), e.g., iLQG-LD [12] uses Locally Weighted Projection Regression (LWPR), AGP-iLQR uses subset of regressors
(SoR) approximation for GPs [1]. In this work, we combine our proposed SSGP-EMM and trajectory optimization (similar to
[1, 12, 13]) for MPC. In addition, the SSGP dynamics model is updated incrementally. We demonstrate the performance of our
algorithm using a simulated robotic arm manipulation task, in which our goal is tracking a moving target under dynamics variations.
We use 1200 samples and 50 features for model learning and compare our method with iLQG-LD [12] and AGP-iLQR [1]. Results
are shown in Figure (1d). Our method outperforms the other two because our multi-step predictions are more robust to model error.
More precisely, the other methods do not propagate the full densities through probabilistic models of the dynamics, as we do here.

(a) Autonomous driving task (b) Filtered distribution vs. ground truth (c) NLx vs. # of features

100 200 300 400 500 600 700 800
Time steps

101

102

103

C
o

st

iLQG-LD (LWPR)

AGP-iLQR (SoR-GP)

Our method (SSGP-EMM)

(d) Predictive control cost

Figure 1: (a) High-speed autonomous driving task. (b) All state trajectories, blue lines are the ground truth (30 seconds continuous
driving), red areas are filtered distributions. In (c), red is the mean and variance of the negative log-likelihood NLx for the 1200
filtering steps (30 seconds driving). (d) The total trajectory cost comparison for iLQG-LD [12], AGP-iLQR [1] and our method.

5 Conclusion

We introduced an analytic moment-based approach to prediction under uncertainty in sparse spectrum Gaussian processes (SSGPs).
Compared to its full GP counterpart [8, 10], our method is more general in terms of the choice of kernels, and is more scalable thanks
to the sparse spectrum representation (see Table 1). Although we adopt the name SSGP, our proposed method is not tied to specific
model learning methods such as linear Bayesian regression [11]. Our method is directly applicable to many sequential prediction and
decision-making problems that involve uncertain dynamical systems. We demonstrated the performance of our method in Bayesian
filtering and predictive control tasks using both real-world and simulated experiments.
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Abstract

Learning about conditioned inhibitors, which predict omission of outcome delivery, has been relatively understudied
compared to learning about reward predictors. Reward omissions lead to inhibition of dopamine neurons, driven by
the lateral habenula, an important region that is also involved in learning about predictors of punishment. How could a
conditioned inhibitor, which has no primary punishment association, learn to drive this dopamine dip signal? We show
that the temporal-differences algorithm can account for learning negative associations for a conditioned inhibitor, and
used this model to construct regressors for an fMRI conditioned inhibition experiment ran with 19 subjects. We found
neural correlates of a prediction error for a CS in the ventral tegmental area, as well as value signals in the substantia ni-
gra/VTA, along with the amygdala and caudate and pallidum regions of the basal ganglia. We also discuss a biologically
based artificial neural network model called the PVLV (Primary Value, Learned Value) model, that can learn conditioned
inhibition, and proposes that amygdala circuitry is involved in controlling dopamine firing for conditioned stimuli, while
ventral striatal circuitry communicates with the lateral habenula to control dopamine firing for unconditioned stimuli.
This model’s specification of the excitatory and inhibitory inputs to dopamine neurons in the different experimental con-
ditions can be used to interpret fMRI signals in dopamine regions. This focus on worse than expected prediction errors
can also be applied to understanding the learning about painful stimuli, and how disorders like depression and chronic
pain involve distortions in these learning mechanisms leading to persistent negative predictions.

Keywords: learning, conditioned inhibition, reward, prediction error, value,
habenula, aversive, neural network
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1 Introduction

While the field of reinforcement learning has generally focused on the role of reward prediction errors in training reward
expectations, there has been less of a focus on the learning for things that predict rewards will not occur, or inhibitors.
In conditioned inhibition, a CS+ associated with reward is presented simultaneously with a conditioned inhibitor, which
causes the expected reward not to occur. Computationally, inhibition is an interesting problem, because it relies on the
negative prediction error driven by the expectation of the CS+ creating a negative value prediction for the conditioned in-
hibitor, even though it has never been paired with an aversive stimulus. Dopamine neurons respond to the inhibitor with
an inhibition, the same pattern of dopamine release in the substantia nigra as an aversive stimulus [11, 8]. Intriguingly,
recent research has shown that this dopamine inhibition, or dip, is driven by a brain region called the lateral habenula,
which has been found to be activated during aversive processing and reward omissions [5]. After inhibition has been
acquired the inhibitor can pass the summation test, meaning that the conditioned response to the CS paired with the
inhibitor is less than to the CS alone [1].

2 Materials and Methods

In the present study, 19 participants participated in a Pavlovian conditioning paradigm during fMRI imaging, in which
one fractal stimulus was associated with reward (orange juice) 75% of the time, while another fractal was associated
with a neutral outcome (artificial saliva). In the first session of 48 trials, participants were exposed to the initial CS - US
contingencies. In the second session of 180 trials, the CS+ was paired with another stimulus, the inhibitor, in 22 percent
of trials. Presentation of the inhibitor was deterministically associated with the presentation of the neutral solution,
negating the reward prediction by the CS+. In the remaining trials, participants continued to experience the initial CS -
US paring, in order to keep the reward association from being extinguished by the conditioned inhibition procedure. In
the last block, we run an inhibition test where we pair the inhibitor with an unexpected juice reward to see if a prediction
error results due to the negative association.

CS+

A

US

75% OJ
25% AS    B 100% AS

CS- US

2s 2s3s 3s

Conditioning Block

100% AS

AX- X-

Y- BY-

CS+Inhibitor Inhibitor

Control stimuli 

100% AS

Conditioned Inhibition Blocks

Inhibitor

Unexpected OJ

Inhibition Test Blocks

X- 

Unexpected reward 
omissionCS+ (A) rewarded

Figure 1: Experimental design: The CS+ is paired with an orange juice reward while a control CS- is paired with neutral solution. In
the conditioned inhibition block, the CS+ is paired with an inhibitor which leads to reward omission.

3 Temporal-differences learning model

We simulated a TD learning model for the conditioned inhibition study. To simplify the learning problem, we specified
three states in the experiment, the fixation cross, the onset of CS, and the onset of outcome delivery. Each CS had a
different state value for the onset of that CS and the state immediately before US onset. The presentation of the reward
occured in the state following the US onset and was coded as r=1 and the neutral solution as r=0. For a conjunctive
stimulus, such as the CS+ (A) paired with the inhibitor (X), we simply combine the values for each stimulus included to
lookup the overall value of that state.

V (AX) = V (A) + V (X) (1)

Following the TD algorithm [10], a reward prediction error (RPE) was calculated by looking forward to the next state,
and calculating the difference between the predicted value of the next state and the current state value, adding the value
of the reward in the next state to the error calculation.

δ = R(st+1) + γV (st+1)− V (st) (2)

1
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Once the RPE from looking forward to the next state is calculated, it is used to update the value of the current state.

V (st) = V (st) + δ × α (3)

Similarly, when the value of a conjunctive stimulus was updated with a prediction error, this was split equally among
the two stimuli to update their values, as was done in a previous TD model of conditioned inhibition [9]. Once the RPE
is calculated, we update the value of the current state. For a conjunctive stimulus, we split the prediction error equally
among the two stimuli to update their values.

V (AX) = V (A) + α× δ

2
+ V (X) + α× δ

2
(4)

We used the TD model to generate value and RPE estimates for each stimulus in the conditioned inhibition task, with
a learning rate of 0.03, based on learning rates used in similar studies [6]. If conditioned inhibition occurred, the con-
ditioned inhibitor (X), acquires a negative value, while the CS+ maintains a positive value throughout the conditioned
inhibition procedure. Figure 2A shows the value for each CS as evidence that the TD model learned a positive value for
the CS+ (A), but a negative association for the inhibitor (X). While our initial experiment did not include any behavioral
measures of learning, in a second follow-up conditioned inhibition experiment, we observed a significantly lower rat-
ing of the level of reward expectation for the CS+ paired with the inhibitor compared to the CS+ alone, a sign that the
conditioned inhibition worked and the inhibitor was able to reduce reward expectation.

3.1 Temporal Differences Model Imaging Results

red (p < .005), orange (p < .001)

Value signal in SN and VTA

red (p < .005), orange (p < .0001)
SN and VTA ROI in pink

orange (p < .001), red ( p < .005) 

Value signals in amygdala, BG and SN/VTAA) B) CS+  in SN and VTA
p < .05, FDR

Figure 2:
A: Shows that the TD model learned a positive value for the CS+ (A) and a negative value for the inhibitor (X). B: There was a significant
RPE in the VTA for the CS, and a significant value signal in the SN and VTA. Additionally, the whole-brain analysis showed significant
value signals in the amygdala, basal ganglia and SN/VTA.

In order to investigate whether the valence of conditioned stimuli affected activity in anatomically defined ROIs of the
ventral tegmental area (VTA) and the substantia nigra (SN), we first conducted a model-free analysis with CS type as
independent variable. As predicted, we found significantly more activity in SN (t(18) = 2.99, p = .0079) and VTA (t(18)
= 2.25, p = .0375) for the CS+ than the CS-, and activity in these regions for CS+ presentation (Fig. 2B). We predicted a
reduction in SN/VTA activity for the conditioned inhibitor, accompanied by an increase in activity in the lateral habe-
nula. Contrary to our predictions, habenula showed significant BOLD activity for the CS+, and marginal activity for the
Inhibitor, and we did not see a significant reduction in SN/VTA activity for the inhibitor.

Next, we investigated which of the brain areas showed a pattern of activity that correlated with value and RPE estimates
of the TD model. We found a significant delta signal during CS presentation in the VTA. There was also a significant
value signal in the VTA and SN (Fig. 2B). Additionally, we saw a negative value signal in medial PFC. In keeping with
our idea that different neural substrates may influence brain activity for the CS and US, we then looked separately at the
RPE and value signals for the CS and the US. Our results showed that the VTA signal only reflected a RPE at the time of
CS presentation (t(18) = 2.54, p = .0204), but not at the US. Additionally, the value signal in the amygdala seemed to be
related to US presentation (t(18) = 4.40, p = .0003), but not at the time of the CS.
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If activity for the CS increased monotonically according to RPE strength, then we would predict a positive linear slope
for the CS RPE. As an additional validation of this RPE signal, we split all of the CS and US trials into four different bins
with equal numbers of trials per bin for the different levels of RPE. However, the trials showed a nonlinear slope, with
SN and VTA activity increasing for both positive and negative prediction errors, indicating an unsigned prediction error.
If the inhibitor to acquire a negative association, there should be a prediction error during the inhibition test when the
inhibitor is paired with a reward, resulting in activity in dopamine regions. However, an analysis looking at the mean
activity in the VTA, SN or Accumbens ROIs for the inhibitor followed by a reward during this inhibition test did not
show significant activity.

4 Biological modeling: PVLV model

While the TD model proposes a unitary mechanism to underlie the calculation of RPEs at in response CS and US onset, it
is well established that different neural mechanisms control the dopamine firing for CS and US onset. This is the central
tenet of the biologically-inspired PVLV neural network model [3], which proposes that the amygdala drives dopamine
bursts to the CS, while the ventral striatum controls dopamine firing to the US, through circuitry including the lateral
habenula. In particular, the model hypothesizes that the lateral habenula drives the dopamine dip for reward omissions,
which trains up a negative association for the conditioned inhibitor. We therefore investigated whether any of these
brain areas showed a pattern of BOLD responses that correlated with internal variables of the PVLV model. We found
that the model learned conditioned inhibition and reproduces results of a previous study, which showed an inhibition of
dopamine neurons in response to the inhibitor (X) [11]. In a preliminary analysis, we used this computational model to
look at the different brain regions that contribute to the dopamine signal in this experiment and analyze the correlations
between different excitatory and inhibitory inputs from the model and fMRI BOLD activity in dopamine regions, draw-
ing on research showing that fMRI activity may be more related to synaptic input than activation of task-related neurons
[4]. Strikingly, our results show that the summed measure of the model’s estimated excitatory and inhibitory inputs
to the SN/VTA from the computational model resembled the activity in these regions better than estimated dopamine
neuron activation. Future work will involve correlating the excitatory and inhibitory input for the SN/VTA region with
fMRI activity, to see whether excitatory or inhibitory input better explains BOLD signal than predicted neural activation
of dopamine neurons.
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Figure 3: Results from the PVLV model for different types of conditioned stimuli, reproducing the dopamine dip (shown in black) to
the conditioned inhibitor (X) shown in the conditioned inhibition study, as well as the burst to the CS+ (A). The PVLV model, shown
on the right, uses one system for learning about the CS (the LV system), and another (PV) system for learning about the US in the
ventral striatum, which communicates with the lateral habenula to drive dopamine dips for worse than expected rewards.

5 Discussion

Focusing on the mechanisms involved in learning about conditioned inhibitors is important because it relies on an under-
standing of the neural mechanisms that drive negative, or worse than expected, prediction errors. The lateral habenula,
which also seems to play an important role in depression, seems to be an important region for driving these signals. We
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replicated prior work showing delta and value signals in dopamine regions [2, 7], while also showing that the lateral
habenula showed a greater negative correlation with SN/VTA than the other stimuli in the experiment. Along with the
TD model, I discussed applications of a biologically based computational model, the PVLV model, to the conditioned
inhibition task, and how this model can be used to look at the correlation between fMRI signals and different inputs
to the SN/VTA. This work can help clarify interpretation of dopamine signals observed in fMRI studies, and provides
hypotheses about the different neural inputs that drive dopamine firing for CSes and USes.
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Abstract 

Humans learn about their environment both from own experiences, and through observing others, here 

referred to as “demonstrators”. One form of observational learning is learning through observation of 

demonstrators’ choices and the ensuing outcome to update expectations of the outcome of choices, i.e. 

“observational reinforcement learning”. We have previously shown that participants learning a simple two 

choice task preferably learn through observational reinforcement learning rather than through copying. In 

addition, empirical results from our lab suggest that participants tended to value observational information 

higher if the demonstrator’s level of performance is described as high rather than low. To investigate how 

the level of performance of the demonstrator effects the efficiency of observational reinforcement learning, 

we simulated observational learning from demonstrators with three levels of knowledge of the choice-

outcome contingencies of the environment they act in: None, Some and Full. Simulations were carried out 

for choice tasks with probabilistic outcomes varying in size: 2, 3 and 10 choices. The results from these 

simulations show that for the 2-choice task, observational reinforcement learning is more efficient the less 

knowledge the demonstrator has and the more random its choices are. However, as the size of the task 

increased, the more valuable was the observational information from a demonstrator with high knowledge, 

specifically at the start of the observer’s learning. These results provide support for the rationality of an 

overall strategy to pay more attention to observational information from demonstrators that are high 

performers. However, the simulations also show that this strategy is not always optimal, and that adhering 

to it may in many cases result in suboptimal performance.  

Keywords:  Reinforcement Learning, Observational Learning, Strategy selection 
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1 Introduction 

Learning through observation of others is a common and efficient way of learning about the world. 

Learning can occur through observation of the outcome of other’s behaviors, here referred to as 

observational reinforcement learning but also through copying of others’ behaviors. A study on 

observational learning using a probabilistic two-choice task conducted in our lab showed that participants 

learned through observational reinforcement learning rather than copying when information of the 

outcome of an observed demonstrator’s choice was available [1]. Participants’ level of performance did not 

differ as a function of the demonstrators’ performance. In this first study we gave no explicit information 

about the performance of the demonstrators. Following this, we have in two separate studies (in prep.) 

showed that when demonstrators are labelled as high, as compared to low in performance, participants are 

better at learning from these demonstrators, even when they make random choices. Results from analyses of 

pupil dilation responses suggest that this difference in performance can be explained, at least partly, by a 

difference in the attention directed towards the observational information (i.e. the demonstrator’s choice 

and the ensuing outcome). Our results appear contradictory if we attempt to interpret them within a 

framework of attention as a utility maximizing system [2]; participants were able to learn equally well from 

a demonstrator that behaved randomly as from one that performed relatively well but nonetheless 

appeared to follow the strategy to sample information from the demonstrator they believed to be the best 

when given the opportunity. To investigate the effect of the demonstrator’s level of performance on 

observational learning we have simulated observational learning from demonstrators make choices based 

on three levels of knowledge about the task’s outcome contingencies: None (no knowledge), Some (some 

knowledge) and Full (full knowledge). We hypothesize that the efficiency of observational learning depends 

on the interaction between demonstrator behavior and task structure. Therefore, simulations were carried 

out over probabilistic n-choice tasks with varying number of choices. In addition to providing guidance for 

us to interpret our experimental data this work is a first step in uncovering optimal strategies for 

observational reinforcement learning in various environments. This further allows us to generate testable 

predictions of human behavior. 

 

2  Simulation of Observational Reinforcement Learning 

The simulations presented here are based on a simple model of observational learning where one run 

consists of an observer observing and learning from one demonstrator. An observer makes choices based on 

its learning history, receives outcomes but does not learn from its own outcome. Each combination of the 

demonstrator’s level of knowledge and number of available choices in the task is simulated over 10000 runs 

of 150 trials.  

2.1 The Task 

Each task is constructed as a probabilistic n-choice task were the outcome of each choice is drawn from a 

normal distribution with a fixed mean and a standard deviation of 10. The means are randomly generated, 

centered around 0 and constrained so that the average distance between the n means is equal to one 

standard deviation (i.e. 10). Three task sizes are simulated; 2, 3 and 10 choices, see Figure 1 for illustrative 

examples. Note that for the 2-choice task the constraints imposed on the outcome distributions only allows 

for outcome distributions to be centered at -5 and 5. 
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Figure 1. Examples of outcome distributions for tasks consisting of 2, 3, and 10 choices. 

2.2 The Demonstrators 

The demonstrators select among the choices i in the task according to the softmax function based on a set of 

expected choice values, Qn, with β fixed to 1:  

      (1)    

To investigate the effect of the demonstrator’s performance on the observer’s performance we varied the 

demonstrators’ knowledge of the choice-outcome contingencies by varying the expected choice values Qn.  

• For knowledge condition None, Qn was fixed to 0 for all n, analogous to the demonstrator having no 

knowledge about the contingencies and no ability to differentiate between choices.  

• For knowledge condition Full, Qn was fixed to the means of the outcome distributions so that the 

demonstrator’s expected choice values accurately reflected the real expected values of the choices, 

analogous to perfect knowledge of the outcome contingencies.  

• For knowledge condition Some, we initially set Qn to 0 for all choices and then allowed the 

demonstrators to learn about the task prior to being observed. Demonstrators learned by making 

random choices and updating Qn for the selected choice a using the received outcomes according to 

the Q-learning  algorithm [3] with the learning rate α set to 0.3: 

   (2) 
The expected values were fixed and the demonstrator stopped learning when the sum of the 

absolute differences between the demonstrator’s expected values and the means of the outcome 

distribution was smaller than 90% of the initial difference when Qn was 0 for all choices n. This is 

analogous to the demonstrators having some knowledge of the outcome contingencies. Observers 

only observed the demonstrators’ choices after the expected values were fixed. 

Importantly, during observation, none of the demonstrators learned or adjusted their expected values in 

response to outcomes (see Figure 2). 
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2.3 The Observers 

Observers learned through observing the demonstrator’s choices and the ensuing outcomes according to 

equation (2). Choices are made according to equation (1). To be able to clearly distinguish the effect of 

demonstrator behavior on performance, observers could not learn from their own choices. 

 

 

Figure 2: Mean performance of demonstrators and observers across trials. A. 2-choice tasks. Observation of 

a demonstrator in knowledge condition None is the most optimal already from trial 2. B. 3-choice tasks. 

Initially, observation of a demonstrator in knowledge condition Full is the most optimal. C. 10-choice tasks. 

Observation of a demonstrator in knowledge condition Full is the most optimal through all 150 trials. 
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3  Results 

To be able to easily compare performance between runs, performance is calculated as the outcome at each 

trial divided by the mean of the outcome of the optimal choice. We show here the mean performance per 

trial and knowledge condition for both the demonstrator and observer for the three task sizes. The results of 

the simulation of the 2-choice task show that for these types of tasks, observation of a demonstrator in 

knowledge condition None is the best, although the differences are small. Interestingly, when the size of the 

task is increased we see that the value of observing the demonstrators shift over trials; initially, higher levels 

of the demonstrators’ knowledge leads to higher performance in the observer while this relationship 

changes over time. The advantage of observing a demonstrator with no knowledge of the choice-outcome 

contingencies is that such as demonstrator will explore the full choice-space and thus quicker give the 

observer better knowledge of all choices. The advantage of observing a demonstrator with knowledge of the 

choice-outcome contingencies is that it allows the observer to quickly discriminate between the most 

optimal choices and the rest.  

 

4 Discussion 

We have shown here that observational reinforcement learning of a 2-choice task is more efficient the less 

knowledge the demonstrator has and the more random its choices are. However, increasing the size of the 

task makes observational information from knowledgeable demonstrators more valuable, although this 

effect is more pronounced at the beginning and then changes over time. Our results provide support for the 

usefulness of an overall strategy to pay more attention to observational information from demonstrators 

believed to be high performers even though it is clear that such a strategy is not always optimal. Under-

sampling of failure has for instance been linked to false beliefs in the nature of effective management [4]. 

Our results rely on a very simple model of observational reinforcement learning. Future work will focus on 

refining the learning models. Our findings also allow us to generate testable predictions of human behavior.  
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Abstract

Model-free (MF) and model-based (MB) reinforcement learning (RL) have provided a successful framework for un-
derstanding both human behavior and neural data. These two systems are usually thought to compete for control of
behavior. However, it has also been proposed that they can be integrated in a cooperative manner. For example, the
Dyna algorithm uses MB replay of past experience to train the MF system, and has inspired research examining whether
human learners do something similar. Here we introduce Model-Based Pseudoreward Approximation (MBPA), an ap-
proach that links MF and MB learning in a new way: via the reward function. Given a model of the learning environment,
dynamic programming is used to iteratively estimate state values that monotonically converge to the state values under
the optimal decision policy. Pseudorewards are calculated from these values and used to shape the reward function of
a MF learner in a way that is guaranteed not to change the optimal policy. We show experimentally that MBPA offers
computational advantages over Dyna. It also offers a new way to think about integrating MF and MB RL: that our
knowledge of the world doesn’t just provide a source of simulated experience for training our instincts, but that it shapes
the rewards that those instincts latch onto. MBPA should motivate new hypotheses to test experimentally in human
cognition and neural data.

Keywords: model-free reinforcement learning; model-based reinforcement
learning; reward shaping
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1 Introduction

The problem of learning from environmental rewards has been studied extensively in both psychology and artificial
intelligence research. Both fields have explored two different approaches to solving this problem, known as model-free
(MF) and model-based (MB) reinforcement learning (RL). MF learning relies on direct trial-and-error interaction with
the environment (Sutton, Barto, & Williams, 1992), while MB learning leverages knowledge about the causal structure
of the environment (Barto, Bradtke, & Singh, 1995). Historically, animal psychologists viewed these two systems as
distinct and competing hypotheses, with behaviorists arguing in favor of reflexive, MF learning based on stimulus-
response associations (Thorndike, 1933), and Tolman and others positing an internal representation of the environment,
or “cognitive map” (Tolman, 1948).

Nowadays, while behavioral and neural data indicate that human learning relies on both systems (Daw, Niv, & Dayan,
2005; Gläscher, Daw, Dayan, & O’Doherty, 2010; Dayan & Berridge, 2014), it is typically assumed that they compete for
control of behavior. However, it is also possible for them to cooperate. The Dyna architecture achieves such cooperation
by integrating MF learning with MB planning (Sutton, 1991). In Dyna, as MF learning occurs, transitions between states
of the environment and the resulting rewards are stored in a model. That model is used to replay these past experiences,
using them to further train MF state-action values.

Here we introduce a new method for cooperative interaction between MF and MB learning. The MB system generates
pseudorewards that shape the reward function used in MF learning. According to the shaping theorem, conditions exist
under which the optimal decision policy will remain invariant to such modifications of the reward function, opening the
possibility that pseudorewards can be used to guide agents toward optimal behavior (Ng, Harada, & Russell, 1999). We
show that pseudorewards can provide a link between MF and MB learning through modification of the reward function.

This method of cooperation between learning systems offers an appealing alternative to Dyna, both conceptually and
practically. With Dyna, the MB replay of past experience suggests that planning (by internal simulation) is one way
that different learning systems might be linked in human cognition. The method that we introduce offers an alternative
approach, based on changing the reward function, which can be tested experimentally in humans. One way that this
link may manifest in human cognition is through MB production of emotions that function as pseudorewards for MF
learning. In addition to providing a new way to think about interaction between RL systems, our method also offers
practical advantages over Dyna by learning in fewer steps and requiring less computation time.

We begin by reviewing the Dyna architecture for integrated MF and MB learning. We then introduce our method and
the theoretical background on which it is based. We present an experiment which shows the effectiveness of our method
and how it compares with Dyna.

2 Cooperative Reinforcement Learning

2.1 Markov Decision Processes

We describe sequential decision problems that can be modeled as a Markov decision process (MDP), M = {S,A,P,R, γ},
where S is the set of states, A is the set of actions, and P(s, a, s′) is the probability of transitioning to state s′ when action
a is selected in state s,R(s, a, s′) is the corresponding reward, and γ is the discount on rewards (Sutton & Barto, 1998). A
policy, π, is a mapping of states, S, onto actions, A: π : S 7→ A. A value function, V π(s), is the expected discounted reward
generated by following policy π beginning at state s: V π(s) =

∑
s′
Pπ(s)(s, a, s

′)(Rπ(s)(s, a, s′)+γV π(s′)). An optimal policy,

π∗, is a policy that maximizes the value function: π∗(s) = arg maxa V
π(s).

2.2 Model-free Reinforcement Learning

RL is concerned with learning an effective policy from rewards alone. MF methods require no knowledge about the
environment, and the agent learns which state-action pairs lead to reward through trial-and-error. One of the most
common MF methods, which is employed throughout the experiments in this paper, is Q-learning (Sutton & Barto,
1998). When the agent takes action a from state s, leading to state s′ and reward R(s, a, s′), a value Q(s, a) is learned via
the update Q(s, a)← Q(s, a) +α(R(s, a, s′) +γmaxa′ Q(s′, a′)−Q(s, a)), where α is the learning rate that determines how
quickly the agent learns from new experience. The agent uses a decision policy, such as the ε-greedy policy which is used
in our experiments. At each state s, with probability 1 − ε, the agent chooses the action a ∈ A with the highest value
Q(s, a). With probability ε it chooses an action uniformly at random.

2.3 Model-based Reinforcement Learning

Unlike MF RL, MB RL has knowledge of the environment in terms of the transition probabilities between states, P , and
the reward contingencies for state-action pairs, R. One of the most common MB methods for finding an optimal policy
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π∗ is dynamic programming which calculates the value of state s under policy π according to the Bellman equation: V π(s) =
Rπ(s)(s, π(s), s′) + γ

∑
s′
Pπ(s)(s, a, s

′)V π(s′)), and finds the value of each state V ∗(s) under the optimal policy π∗ by recur-

sively updating these values using the Bellman optimality equation: V ∗(s) = maxaRπ(s)(s, a, s
′)+γ

∑
s′
Pπ(s)(s, a, s

′)V ∗(s′)).

2.4 Dyna

Dyna uses MF learning combined with a MB system that replays past experiences, which are used to train the MF
system. After each real action taken in the environment, the model stores the state-action pair and reward received.
It then randomly selects n past state-action pairs and replays them. These planned actions are used to update the MF
system as if they were real actions. In Dyna-Q, the MF system uses one-step tabular Q-learning (which is what we use in
our experiments). The number of simulated planning steps, n, is a parameter that can be set to any positive integer.

In addition to being a useful algorithm for integrating direct learning with indirect replay, Dyna has been proposed as
a model of human cognition. Gershman et al. (2014) found behavioral evidence in humans consistent with a Dyna
architecture. Participants performed a sequential decision task with separate learning phases that tested behavioral
revaluation. When given either more time between phases or a smaller cognitive load, the magnitude of revaluation
was larger, consistent with MB replay of past experience. There are also neurophysiological data that suggest Dyna-like
cooperation between the two systems. Lansink et al. (2009) identified neurons in the hippocampus of rats encoding
spatial location and neurons in the striatum encoding reward. During sleep, the activation of those hippocampal cells
correlated with and proceeded activation of the same striatal cells that encoded the value of those locations.

3 Model-Based Pseudoreward Approximation

Dyna integrates MF and MB RL by simulating past experience. We now consider Model-Based Pseudoreward Approxi-
mation (MBPA), a different way to merge the two. Our method uses dynamic programming to approximate state values.
These values are used to calculate pseudorewards according to the shaping theorem. By shaping the reward function,
pseudorewards provide a link between MB planning and MF learning.

3.1 Pseudorewards and the shaping theorem

Pseudorewards offer a way of conferring extra information to an agent about the reward landscape. Essentially, a small
reward is given to the MF agent whenever it takes an action that helps the agent move towards the goal. Instead of
the agent receiving actual reward R(s, a, s′) when moving from state s → s′, the agent receives an augmented reward
R′(s, a, s′) where R′(s, a, s′) = R(s, a, s′) + F (s, a, s′).

Pseudorewards are defined using shaping functions, F . In Ng et al. (1999) conditions for which the optimal policy π∗

remains invariant under a shaping function are developed. In particular, F necessarily must be a potential-based shaping
function to possess this invariance property: F (s, a, s′) = γΦ(s′) − Φ(s), where Φ is a real-valued function, Φ : S → R.
If the shaping function is not potential-based, it is possible that Q-learning will converge to a suboptimal solution. The
simplest example of invariant pseudorewards uses the difference in optimal values between the agent’s current state and
next state: F (s, a, s′) = γV ∗(s′)− V ∗(s). This method is called the optimal policy pseudoreward – it encourages the agent to
always move down the optimal path from its current state.

With optimal policy pseudorewards the agent can maximize long-term reward simply by taking the most rewarding ac-
tion at each step. However, in real-world scenarios, it may be unrealistic for a human to have such complete information.
Computing the optimal policy may require many iterations of the Bellman equation, or solving a linear program.

3.2 Approximating the value function

The optimal policy pseudorewards require knowing the value function under the optimal policy, but that may be costly
to compute. Alternatively, the optimal value function can be approximated, requiring less computation. Bounded Real-
Time Dynamic Programming is a planning algorithm that attains certain performance guarantees if its lower- and upper-
bounded estimates of state values converge monotonically toward state values under the optimal policy (McMahan,
Likhachev, & Gordon, 2005). Importantly, this monotonic convergence toward optimal values is guaranteed to occur if
the lower and upper bounds are initialized properly. Here, we take advantage of this monotone property to calculate
approximate state values using dynamic programming. Specifically, any number, n, of iterations of the Bellman equation
can be used to approximate state values, and as n increases, state values converge toward optimal values. These values
after n iterations are then used to approximate pseudorewards according to the shaping theorem. Thus, there is a tradeoff,
determined by n, between the proximity of pseudorewards to their optimal values and the amount of computation.
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3.3 Linking model-free and model-based RL with the reward function

Figure 1: Model-Based Pseudoreward Approximation.

Figure 1 provides a schematic illustration of MBPA,
wherein dynamic programming is used to approximate
pseudorewards, which in turn shape the reward function
and policy of the MF agent. We are interested in describ-
ing situations in which humans already have a model of
the environment and use this information to train their
MF instincts. A model containing state-action pairs and
reward contingencies is used to estimate state values us-
ing n iterations of the Bellman equation. These values are
used to calculate pseudorewards according to the shap-
ing theorem, which are added onto real rewards. In this
way, the MF agent is guided by pseudorewards that are
generated using MB RL. In the remainder of the paper we
present an experiment focused on evaluating MBPA and
comparing it to Dyna.

4 Maze learning experiment

4.1 Methods

Our experiment involved an agent learning in a maze environment (Sutton, 1991). The agent (a simple Q-learner), began
each episode in the upper-left corner of a maze, and was rewarded one point for reaching the lower-right corner. The
state space consisted of 121 locations, 50 of which were walls, and actions consisted of each of the four cardinal directions.
The agent was trained for fifty episodes, with each episode ending when the goal was reached or 2,000 steps were taken.
An ε-greedy decision policy was used with ε = 0.25. Rewards were discounted with γ = 0.95, and therefor the value of
each state is 0.95d, where d is the minimum number of steps to the goal. We averaged 100 simulations.

Approximate pseudorewards Dynamic programing was used to approximate state values by iterating over the Bellman
equation. In McMahan et al. (2005) conditions are defined under which initial state values will provably converge
monotonically toward optimal values, but they note that in practice most reasonable initial values will achieve this
monotonic convergence. Here, all states were initialized with a lower bound of zero and an upper bound of one, which
in our environment is known to bound state values, and monotonic convergence was confirmed. The point at which each
state reaches its optimal value is exactly equal to the minimum number of steps that state is from the goal, d. At each state,
the pseudoreward for each action was calculated according to the shaping theorem as the difference between the value
of the current state and the value of the next state given that action (which was deterministic). Either the lower-bound or
the upper-bound of state values after n iterations of Bellman updates was used to approximate pseudorewards.

Trading off MF and MB computation The closer pseudorewards are to their optimal values, the easier the learning for
the MF agent (to some precision). However, whereas Q-learning is simple and quick, the MB method of approximating
state values is relatively slow and computationally costly. Therefore, we sought to understand the most efficient tradeoff
between MB pseudoreward approximation and MF learning, in terms of CPU time required for each algorithm.

4.2 Results

Figure 2a shows the number of steps per episode needed to reach the goal, averaged across 50 episodes, as a function
of the the number of Bellman updates used to approximate pseudorewards. As expected, learning is quicker when
pseudorewards are closer to their optimal values. We also show performance of the Dyna agent as a function of the
number of planning steps taken after each real step. While approximate pseudorewards are calculated just once using n
iterations, the n planning steps used by Dyna are taken after every single step of every episode.

The number of real steps alone taken by the Dyna agent do not converge as low as the MBPA agent. With sufficiently pre-
cise pseudorewards, the MBPA agent, on the other hand, can learn the shortest path on the very first episode. Specifically,
24 Bellman updates are required for this, because the start state is 24 steps away from the goal state; after 24 iterations of
the Bellman equation, optimal state values have propagated back from the goal state to the start state. Also shown are
the number of steps taken by a Q-learning agent when state values are initialized to 0 (blue asterisk) or 1 (red asterisk).

Next, we calculated the actual time required to learn the shortest path. While the pseudoreward method may take
fewer steps to reach the goal than Dyna, it does not necessarily mean that it is faster; planning steps (which use scalar
operations to update Q-values) are about two orders of magnitude quicker than Bellman updates (which require matrix
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(a) MBPA learns in fewer steps than Dyna. (b) MBPA learns the shortest path more quickly than Dyna with
maze learning.

multiplication). However, Figure 2b shows that MBPA is still faster than Dyna. The fastest learning occurs when 24
iterations of the Bellman equation are used; any more than this is unnecessary and the CPU time increases.

We also ran a second experiment in a mountain car environment and found a similar pattern of results, whereby MBPA
learned in fewer steps and less CPU time than Dyna.

5 Discussion

We have introduced MBPA, a new method for cooperatively integrating MF and MB RL. This method relies on Bounded
Real-Time Dynamic Programming to estimate state values that converge to values under the optimal policy. These ap-
proximate values are used to calculate pseudorewards according to the shaping theorem, such that the reward function
is altered but the optimal policy is not. This modified reward function is used for MF learning. Our experiments demon-
strate that this method performs comparably to and even better than Dyna, a popular cooperative RL algorithm.

We are interested in how already-learned models of the environment may be used to generate pseudorewards in human
cognition, which is why MBPA inherits such knowledge (although it can also learn a model). Conversely, Dyna typi-
cally builds a model of the environment, but can also learn one. Future work should focus on evaluating our method
empirically through behavioral and neural experimentation. In particular, it would be interesting to test whether certain
emotions that are internally generated may function as pseudorewards in a manner consistent with MBPA.
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Abstract

In this paper we present a new approach to transfer learning in RL for cross domain tasks. Many of the available
techniques, approach the transfer architecture as method of speeding up the target task RL. We propose to adapt and
reuse directly, the mapped source task optimal policy in related target domains. We demonstrate that the optimal policy
from a related source task can be near optimal in target domain provided an adaptive policy accounts for the model error
between target and source. The main benefit of this policy augmentation is generalizing learning across multiple related
domains without learning in target space. Our results show that this architecture leads to better sample efficiency in
transfer as the sample complexity of target task learning is reduced to target apprentice learning.
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1 Introduction

Reinforcement Learning (RL) is a machine learning paradigm, where a agent learns the optimal policy for performing
a sequential decision making without complete knowledge of the environment. Recent successes in deep reinforcement
learning have enabled RL agents to solve complex problems from balancing inverted pendulums [10] to playing Atari
games [8]. Despite these recent successes, we do not yet understand how to effectively transfer the learned policies from
one task to another [11]. While some level of success has been obtained in transferring RL policies particularly in same
domains tasks, the problem of efficient cross domain skill transfer is still quite open.

A major body of literature in Transfer Learning (TL) in the RL setting are focused on using the learned source policy
as an initial policy in the target task [12, 2, 3]. Examples include transfer in scenarios where source and target task are
similar and no mapping of state space is needed [4] or transfer from human demonstrations [9]. However, when source
and target have different state-action spaces, the policy from source cannot be directly used in the target task. In case of
cross-domain transfer a mapping is required between the state-action space of corresponding source and target tasks to
enable knowledge transfer [11]. This inter task mapping can be supervised, provided by an agent [13], hand coded [7] or
unsupervised using Manifold Alignment [3] or Sparse Coding Algorithm [2]. However TL with inter task mapping may
accelerate learning and minimize regret in target task, but do not lead to a sample efficiency in transfer. In particular,
these approaches do not leverage the fact that both tasks exploit the same physical principle and hence possibility of
reusing source policy in target domain.

2 Main Contribution: Transfer Learning with Target Apprentice

To address this gap, our main contribution is an algorithm that enables cross domain transfer in the RL setting. The
presented architecture is applicable to both continues and discrete state space systems with discrete action set. Unlike
the available state of art TL algorithms, which mainly concentrates on policy initialization in target task RL; we propose
to use source policy directly as the optimal policy in related target task. Leveraging notions of apprenticeship learning
[1] and adaptive control [6], we achieve this one step transfer, through on-line correction of transfered policy by an
adaptive policy derived based on model transition error. The presented approach has three distinct phases: Phase I
involves Reinforcement learning in the source task to find the optimal policy. For this purpose, we use Fitted Value
Iteration Q-Learning (FQI) [5] to solve the source task MDP. Phase II, using traces (s, a, s′) state-action-state triplets
collected executing random policy πr(s, a) in both the source and target tasks, an interstate mapping χs is discovered.
This mapping can be found using unsupervised manifold alignment [3] or sparse coding algorithm [2]. The inter task
mapping enables mutual correspondence between source and target state spaces for transferring the learning. Phase
III of transfer is adaptive policy generation and augmenting the transfered source policy. We do not use the transfered
policy as initialization for target task RL, but rather adapt the policy so that it behaves as the optimal policy for the
target task. Inspired by the literature in model reference adaptive control [6], we achieve this by adapting the policy to
accommodate for the difference between the transition models of the projected source and the target task. The details of
proposed TL architecture is presented in following subsection,

2.1 Transfer Learning through policy adaptation

This section presents a transfer algorithm for pair of tasks in continues/discrete state and discrete action spaces. Trans-
fer learning through policy adaptation using apprentice model is described in Algorithm-1. We show empirically this
method is sample efficient compared to other methods of transfer; since the sample complexity of RL on a initialized
target task is reduced to sample complexity of local apprentice model learning around the optimal trajectory.

Algorithm-1 leverages the intertask mapping [3] to move back and forth between source and target space for knowledge
transfer and adaptive policy learning. Performance of the policy transfer, depends on goodness of manifold alignment
between source and target tasks. Algorithm-1 provides pseudo-code for transfer architecture and can be distinguished
into two parts (1) Transfer (steps 1− 8) and (2) Adaptive policy learning (step 9− 12).

For every initial condition in target task s
(T )
0 ∈ S(T ); s(T )

0 are mapped using the inverse mapping χS
+, to find the

corresponding initial condition on state space in source task (step-4), where ŝ(S)i represents the image of s(T )
i in source

space. For the mapped state in source task a greedy action is selected using learned Q(S)(ŝ
(S)
i , ai) action value function

(step-5 & 6).

Assumption:1 We assume the cardinality of the discrete action space is same in source and target task, |A(T )| = |A(S)|

Using selected action a(S)i , the source model at state ŝ(S)i can be propagated to ŝ(S)i+1 (step-7), we assume either transition
model for the source task is available or that we can sample from a source model simulator. This assumption is not
very restrictive, since designer can always select/create related source task for given target task. The propagated state
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Algorithm 1 Transfer Learning using target Apprentice model

1: Input: Source Policy π∗(S)(s, a), Inter-task mapping χS
and Apprentice Model P̂(T )

2: repeat
3: Initialize (s0, a0)

(T ) ∈ (S ×A)(T ).
4: Project the target task state to source model using

inter-task mapping χS+

ŝ
(S)
i = χS

+(s
(T )
i )

5: Evaluate the action using greedy policy on learned
action-value function Q(S)(s, a) in source task,

π
∗(S)
i = argmax

π
(Q(S)(ŝ

(S)
i , a))

6:
a
(S)
i = π∗(S)(ŝ(S)i , ai)

7: Query the source task model at state ŝ(S)i and action
a
(S)
i

s
(S)
i+1 = P(S)(ŝ

(S)
i , a

(S)
i )

8: Project the source task propagated state to target task
model,

ŝ
(T )
i+1 = χS(s

(S)
i+1)

9: Evaluate the adaptive policy as

π
(T )
ad = P̂(T )(s

(T )
i , ai)− P(T )

(S) (s
(T )
i , ai)

10: Project the source policy into target space
χs(π

∗(S)(s, a))
11: TL policy for target task

πTL = χS(π
∗(S))(s, a)− π(T )

ad (s, a)

12: Draw action from policy πTL in TL setting at step i,
and propagate the target model

aTLi = a
(T )
(S)i − a

(T )
ad,i

13: until s(T )
i 6= terminal

in source task can be mapped back to target space using inter-task mapping function (step-8), where ŝ(T )
i+1 is the image of

s
(S)
i+1, in target space. From Assumption-1, every selected action in source task has greedy correspondence in target task.

Using this equivalence of actions, for every selected action in source task an equivalent action in target task is selected
as a(T )

i ∈ A(T ) (step-10). We augment the selected action for target task with adaptive action a(T )
ad ∈ A

(T )
ad derived from

adaptive policy (step-11), where P̂(T )(si, ai) = A(T )φ(st) + But is apprentice model, P(T )
(S) (si, ai) = χS(P(S)(si, ai)) is

projected source model on to target space and A(T )
ad is adaptive action space such that |A(T )

ad | ≥ |A(T )| and ||A(T )
ad || ≤

||π(T )
ad ||∞. Therefore the total transfered policy in target space in solving a related target task is proposed to be a linear

combination of mapped optimal policy and adaptive policy as follows,

π∗(T ) = χS(π
∗(S))− π(T )

ad

3 Experiments & Results

We present results from three experiments to evaluate the proposed transfer learning framework. The first two experi-
ments consider transfer learning in domains with the same state-space but with different transition models and action
spaces. To demonstrate the quality of transfer, we compare the proposed Target Apprentice TL (TA-TL) against exist-
ing transfer learning framework via manifold alignment (MA-TL) [3] and stand alone RL on target domain with no
initialization from source task learning.

We learn the optimal policy in the source task using FQI with shallow, single layer Radial Basis Functions (RBF) network.
For similar domain transfer, the state space for both source and target are same but for cross domain problem, the state
space differ in their span and size. We also do not need target reward model be similar to the source task, as the proposed
algorithm directly adapts the Q function from the source task and does not engage in RL in the target domain.

3.1 Grid World to Windy Grid World

The source task in this problem is Non-Windy (NW) grid world. The state variables describing the system are grid
positions. The RL objective is to navigate an agent through obstacles from start to goal position optimally. The admissible
actions are up [0,+1], down [0,−1], right [+1, 0] and left [−1, 0]. The reward function is (+10) for reaching goal position,
(−1) for hitting obstacles and (0) every where else. The target domain is same as the source but with added wind bias
which affects the transition model in parts of the state-space (see Figure 1b).
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The optimal policy in source task (non-windy grid world) π∗(S) is learned using FQI. Since the source and target state
space are identical, inter-task mapping is not needed. We start with 100 randomly sampled starting position and execute
policy π∗(S) in target domain and collect samples for apprentice model learning. Empirically, we show the proposed
method (TA-TL) provides a sample efficient TL algorithm compared to other transfer techniques.

Figure 1a and 1b shows the results of same domain transfer in grid world, demonstrating TA-TL achieving successful
transfer in navigating through grid with obstacles and wind. Figure 1c and 1d shows the quality of transfer through
faster convergence to average maximum reward with lesser training samples compared to MA-TL and RL methods. The
presented algorithm is able to attain maximum average reward in reaching goal position in ∼ 2× 104 steps. MA-TL and
RL algorithm achieve similar performance in ∼ 1.2 × 105 and ∼ 1.7 × 105 steps respectively, nearly one order higher
compared to proposed TA-TL.

(a) (b) (c) (d)
Figure 1: Non windy to Windy grid World Transfer:(a) & (b) Agent navigating through grid world in source and tar-
get domain (c) Average Rewards & (d) Training length, Comparing quality of transfer for TA-TL and MA-TL through
convergence rate of Average Reward and Training Length

3.2 Inverted Pendulum (IP) to time-varying IP

We demonstrate our approach for a continuous state domain Inverted Pendulum (IP) swing-up and balance. The source
task is the conventional IP domain [10]. The target task is a non-stationary inverted pendulum where the length and
mass of the pendulum are continuously time varying with function Li = L0 + 0.5cos(πi50 ) and Mi = M0 + 0.5cos(πi50 ),
where L0 = 1, M0 = 1 and i = 1 . . . N . The state variables describing the system are angle and angular velocity {θ, θ̇}
where θ, θ̇ ∈ [−π, π]. The RL objective is to swing-up and balance the pendulum upright such that θ = 0, θ̇ = 0. The
reward function is selected as r(θ, θ̇) = −10|θ|2 − 5|θ̇|2, which yields maximum value at upright position and minimum
at the down-most position. The action space is: full throttle right (+τ), full throttle left (−τ) and zero throttle. Note that
the domain is tricky, since full throttle action is assumed to not generate enough torque to be able to lift the pendulum
to the upright position, hence the agent must learn to swing the pendulum so that it generates oscillations and leverages
angular momentum to go to the upright position. The target task differs from the source task in the transition model.

(a) (b) (c) (d)

Figure 2: IP to Non-stationary IP Transfer: (a) Average Rewards and (b) Training length, MC to IP Transfer: (c) Average
Rewards and (d) Training length

Figure 2a and 2b shows the quality of transfer through faster convergence to average maximum reward with lesser
training samples compared to MA-TL and RL methods.

3.3 Mountain Car (MC) to Inverted Pendulum (IP)

We have tested the cross domain transfer between mountain car to inverted pendulum. The source and target task are
characterized by different state and action space. The source task, MC is a benchmark RL problem of driving an under-
powered car up a hill. The dynamics of MC are described by two continues state variables (x, ẋ) where x ∈ [−1.2, 0.6]
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and ẋ ∈ [−0.07, 0.07]. The input action takes three distinct values (+1) full throttle right, (−1) full throttle left and (0)
no throttle. The reward function is proportional to negative of the square distance of car from goal position. The target
task is conventional IP as described in previous experiment. Cross domain transfer requires a correspondence between
inter-task space manifold for mapping the learned policy and source transition model from source to target space and
back. We use unsupervised manifold alignment [3] technique to obtain this mapping. We do not report the training time
to learn the intertask mapping, since it is common to both TA-TL and MA-TL methods. We used a random policy to
generate samples for manifold alignment and projected source policy in target space for target apprentice learning [1].

For all above results the training length involved with TA-TL method in Figure 2d, 2b, and 1d is sample lengths for
target apprentice learning. We compare TA-TL with MA-TL and generic RL on target task. We compare the efficiency
and effectiveness of transfer methods based on sample efficiency in learning the new task and rate of convergence to
maximum average reward. Similar to the same domain transfer Figure 2c and 2d shows the quality of transfer for TA-
TL through faster convergence to average maximum reward with lesser training samples compared to MA-TL and RL
methods.

4 Conclusions

We introduced a new Transfer Learning technique in RL, that leads to sample efficient transfer between source and
target tasks. The presented approach demonstrates the near optimality of transfered policy in target domain through
augmenting with a adaptive policy; which accounts for the model error between target and projected source. The sample
complexity in transfer is reduced to target apprentice learning, which we demonstrated empirically, leads to more than
one order improvement in training lengths over existing approaches for transfer learning in RL for both cross and same
domain tasks.
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Abstract

Inverse Reinforcement Learning (IRL) is used to teach behaviors to agents, by having them learn a reward function from
example trajectories. The underlying assumption is usually that these trajectories represent optimal behavior. However,
it is not always possible for a user to provide examples of optimal trajectories. This problem has been tackled previously
by labeling trajectories with a score that indicates good and bad behaviors. In this work, we formalize the IRL problem in
a generalized framework that allows for learning from failed demonstrations. In our framework, users can score entire
trajectories as well as individual state-action pairs. This allows the agent to learn preferred behaviors from a relatively
small number of trajectories. We expect this framework to be especially useful in robotics domains, where the user can
collect fewer trajectories at the cost of labeling bad state-action pairs, which might be easier than maneuvering a robot to
collect additional (entire) trajectories.

Keywords: Inverse Reinforcement Learning
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1 Introduction

Teaching desired behaviors to an agent is an important problem in artificial intelligence. One approach to this problem
is to use Inverse Reinforcement Learning (IRL) [1, 4], in which demonstration trajectories are provided, based on which
behavior is learned, by first learning a reward function, which is an intermediate generalizable representation of behavior.
Recent IRL methods have considered scoring the trajectories collected, so that the agent learns to prefer behaviors with
high scores and avoid behaviors with low scores. Our work builds on this idea, but goes one step further by allowing
the user to point out the reasons for a high or a low score. More formally, we propose a generalized framework for IRL,
where it is possible to score the state-actions pairs of a trajectory, as well as the trajectory itself. The hope is that this
added information might facilitate the training of complex behaviors from fewer demonstration trajectories in problem
domains like robotics, where it is particularly expensive to collect trajectories.

In this short paper, we first summarize the state of the art in Inverse Reinforcement Learning. We then discuss our
framework, as well as two learning algorithms that can perform inference over the proposed framework. Finally, we
show example reward functions and behaviors learned from demonstrations using our algorithms for a sample grid
world problem.

2 Related Work

Two competing approaches to teaching behaviors to agents are supervised learning[6] and reinforcement learning [1, 4].
The advantage of using Reinforcement learning over supervised learning is that it allows the agent to repeat the learned
behavior in a different environment than the one it was trained in, as a reward function is learned. A reinforcement
learning problem is generally modeled as a Markov Decision Process (MDP), which is a tuple (S,A,R,P,R, γ), as de-
fined in [8]. In some applications, it can be very difficult to design a reward function R, but it might be easy to provide
example trajectories as behaviors to learn from. Inverse Reinforcement Learning [1, 4] is a problem reformulation, where
behaviors are provided, and the goal is to teach agents behaviors by having them learn reward functions from example
trajectories. Traditional Inverse Reinforcement learning approaches did not let agents learn via failure; instead, demon-
strations were interpreted as optimal behaviors.

Previous methods [3, 7] for learning from imperfect demonstrations scored the trajectories. Burchfiel et al. [3] tries to
estimate the weights of a parameterized reward function by learning optimal weights for the scoring function, given
trajectories and scores from experts and non-experts. Shiarlis et al. [7] assumes a labeled dataset with failed and suc-
cessful trajectories, and learns the weights for a parameterized reward function such that the expected policy under the
learned reward function is far away from the failed demonstrations and close to the successful demonstrations. Both
works report that they require fewer trajectories than vanilla IRL to learn complicated behaviors, as more label informa-
tion is available. We propose providing still more direct information, as a user might be able to label bad segments of a
trajectory directly. This approach would be useful in scenarios where collecting data is harder than labeling segments of
a trajectory as good or bad.

3 Generalized IRL (GIRL)

In this section, we develop a graphical model for the IRL problem over which inference can be performed to solve for a
parameterized reward function. We then describe inference techniques that can be used within this framework to solve
for the reward function.

3.1 Graphical Model

Consider a demonstration trajectory of length N given to the user and the agent. The user might provide a final label L
to the trajectory demonstrated. This label L is considered by us to be a random function of what they thought, positive
or negative, about each of the actions A selected by the agent in the trajectory. The motivation for this model is that
we consider a final label (L) that a user gives a trajectory of size N to be some random function of what they thought
about each of the action selections (A) exhibited in the trajectory. However, these step-wise evaluations (X) are mostly
unobserved in the data, unless specifically labeled by the user. The reward function parameterized by θ that dictates the
stepwise evaluation is also an unobserved variable. We have shown the plate model in Figure 1, where the observed
variables are in shaded nodes and the unobserved variables are in unshaded nodes.

We model the probability that an action is evaluated as good or not as proportional to its selection prob-
ability according a softmax policy computed for the reward function with parameters θ. Specifically:
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Figure 1: Plate Diagram of the Label
Probability Model

Pr(xi = +1|s, a, θ) = π(s, a|θ) (1)
Pr(xi = −1|s, a, θ) = 1− π(s, a|θ), (2)

where π(s, a|θ) is the softmax policy over Q-values computed for the re-
ward function parameterized by θ:

π(s, a|θ) = eβQ(s,a|θ)
∑
a′ e

βQ(s,a′|θ) , (3)

β is a selectable parameter, and Q(s, a|θ) is the Q-value computed for the
reward function parameterized by θ. This idea of having state-action pair
labels have a probability distribution with respect to the expected optimal
policy is similar to the ideas explored in SABL [5].

For the probability distribution of L, given the sequence of N step-wise
labels, we would like a distribution that has the property that as more
step-wise labels are positive, the probability of a positive trajectory label
increases (and vice versa). Although there are many possible distributions
that satisfy this property, for concreteness, we choose the sigmoid func-
tion. That is,

Pr(L = +1|X1, ..., Xn) =
1

1 + e−φ
∑N

i Xi
(4)

Pr(L = −1|X1, ..., Xn) = 1− Pr(L = +1|X1, ..., Xn), (5)

where φ is a selectable parameter that tunes how quickly of a majority of step-wise labels increases/decreases the prob-
ability of trajectory assignment. For example, when φ = 0, trajectory labels are assigned uniformly randomly indepen-
dently of step-wise labels. As φ→∞, the sigmoid converges to a step function in which a trajectory containing even one
more positive step-wise label than negative step-wise label will deterministically cause a positive trajectory label (and
vice versa).

The label probability model described above gives a generalized IRL formulation over which inference can be performed,
with or without labels. If the given data set has no trajectory labels, then all trajectories can be set to have the same
positive label. Next we will describe inference over this model using Expectation Maximization (EM) and a faster EM
method using importance sampling.

3.2 Inference

The problem with estimating the θ parameters of our reward function is that we have a latent variable vector X (or more
generally, some of the elements of the X vector are latent, and some may be observed), which prevents us from easily
computing the likelihood of the model and maximizing parameters for it. The EM approach to solving this problem
is to first choose values for θ; then choose a new θ that maximizes the expected value of the log likelihood function
where the distribution of the expectation is the probability distribution of latent variables (the Xs in our case) given
the observations available and previous θ choice; and then repeating this process. The maximization process can be
performed using gradient ascent, which is similar to the ideas explore in MLIRL [2].

To formalize this process for our problem, first note that the likelihood of our parameters (and state-action sequence)
given an x vector and label l is

L(s,a,θ|l,x) = Pr(l|x)
∏

i

Pr(xi|si, ai,θ) (6)

and the log likelihood is

logL(s,a,θ|l,x) = log Pr(l|x) +
∑

i

log Pr(xi|si, ai,θ). (7)

Additionally, the gradient of the log likelihood is,

∇θ logL(s,a,θ|l,x) =
∑

i

∇θ Pr(xi|si, ai,θ)
Pr(xi|si, ai,θ)

. (8)

To simplify the EM algorithm description, we will introduce the notation xk to indicate the subset of observed elements
in an x vector, and xu to represent a possible assignment to the subset of the unobserved values of an x vector. Using this
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notation, the expected value of the log likelihood under some candidate parameter θ′ for missingX elements distributed
according to θ is

Exu∼Pr(xu|l,xk,s,a,θ) [logL(s,a,θ′|l,x)] =
∑

xu

Pr(xu|l,xk, s,a,θ) logL(s,a,θ′|l,x)

Given that, the corresponding EM algorithm operating on a single trajectory is as follows (it is generalized to many
trajectories by simply summing over each trajectory).

Algorithm 1 Labeled-IRL EM Algorithm

Require: initial θ0, and data s, a, xk, l
for t = 0 to K do
θt+1 ← argmaxθ′

∑
xu

Pr(xu|l,xk, s,a,θt) logL(θ′, s,a | l,xk,xu)
end for

To compute the expected value, we need to enumerate each of the possible assignments to the unknown x elements and
compute the probability of them given the observed data and model parameters θ. This probability is computed as

Pr(xu|l,xk, s,a,θ) =
Pr(l|xk,xu) Pr(xu|s,a,θ) Pr(xk|s,a,θ) Pr(s,a,θ)

Pr(l|xk, s,a,θ) Pr(xk|s,a,θ) Pr(s,a,θ)

=
Pr(l|xk,xu) Pr(xu|s,a,θ)

Pr(l|xk, s,a,θ)

=
Pr(l|xk,xu)

∏
i Pr(xu,i|si, ai,θ)

Pr(l|xk, s,a,θ)
.

A straightforward computation of Pr(l|xk, s,a,θ) requires marginalizing over all possible assignments to the unknown
X elements; however we can exploit the fact that Pr(l|xk,xu, s,a,θ) is a function of the sum of the feedback values,
the marginalization can be reduced to a summation that iterates over a number of values that is a linear function of the
number of unobserved feedbacks.

Unfortunately, even with an efficient means to compute Pr(l|xk, s,a,θ), when the number of unknown X variables is
large, the number of xu assignments enumerated in the expectation’s outer sum grows exponentially, and the product
series over each of unknown element probabilities in the above equation (

∏
i Pr(xu,i|si, ai,θ)) can have underflow is-

sues. A resolution to this problem is to estimate the expectation with sampling. Monte Carlo sampling is unfortunately
intractable because it is not easy to sample from Pr(xu|l,xk, s,a,θ); moreover, it would not address the underflow issue
in the product series. However, it is easy to sample from Pr(xu|s,a,θ) (removing the conditioning on the label), which
we can use in importance sampling. With importance sampling, we can replace the expectation computation with the
sample-estimate

1

C

C∑

j

Pr(xju|l,xk, s,a,θ)
Pr(xju|s,a,θ)

logL(l,xk,xju|s,a,θ), (9)

where xju is sample from the distribution Pr(xu|s,a,θ). This simplifies further to:

Pr(xju|l,xk, s,a,θ)
Pr(xju|s,a,θ)

=
Pr(l|xk,xu) Pr(xju|s,a,θ)

Pr(l|xk, s,a,θ)
1

Pr(xju|s,a,θ)

=
Pr(l|xk,xu)

Pr(l|xk, s,a,θ)
Consequently, we have removed the product series from the expectation weight, thereby avoiding underflow issues.
Also, as noted previously, the Pr(l|xk, s,a,θ) term can be computed efficiently with dynamic programming. Now we
can write a tractable EM algorithm where we can compute the maximization using gradient ascent.
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Algorithm 2 Labeled-IRL Approximate EM Gradient Ascent Algorithm

Require: initial θ0; data s, a, xk, l; and learning rate α
for t = 0 to K do

draw j = 1 to C samples of xju ∼ Pr(xu|s,a,θt)
for j = 1 to C do

wj ← Pr(l|xk,xu)
Pr(l|xk,s,a,θt)

. Expectation step
end for
θ′ ← θt
for 1 to M do . Gradient ascent maximization loop
θ′ ← θ′ + α 1

C

∑C
j wj

∑
xi∈xk∪xj

u

∇θ′ Pr(xi|si,ai,θ′)
Pr(xi|si,ai,θ′)

end for
θt+1 ← θ′

end for

4 Results on Grid World

(a) (b)

Figure 2: (a) Shows the single input trajectory to train the
behavior. The red dot shows the state for which the agent got
a negative feedback. (b) Shows the output policy and Value
function learned for each state, given the labeled trajectory.

We present results on a grid world, using the EM method.
The grid world is shown in Figure 2a. We want to teach a
behavior in which the agent walks to the pink cell, while
avoiding the blue cells. During demonstration the agent
walks over a single blue cell. We mark the state-action pair
that landed the agent in the blue with a negative feedback,
shown with a red dot, in Figure 2a. We used one trajectory
with eight steps, with β = 1, and φ = 1. The overall label
for the trajectory is positive as the agent reached the pink
cell. After performing GIRL we learn a reward function
and we have displayed the value function and the optimal
policy for the entire grid as shown in Figure 2b. It is ob-
vious that the agent now prefers to walk to the pink grid
cell while avoiding the blue cells. Teaching this behavior
would require two separate trajectories, if failed trajecto-
ries were included, in all the state of the art failure IRL
methods discussed previously. Hence, we can learn com-
plex behaviors with fewer example trajectories.

5 Conclusion

Our approach allows us to provide individual state-action pair feedback for IRL, along with labels on state-action pairs,
which allows for more expressive feedback with fewer sample trajectories. The inference algorithms we developed
performs this inference in real time on our toy example. The algorithm itself will be very useful in teaching behaviors
with active learning as well as in two agent games, where one agent teaches the rules of the game to the other.
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Abstract

This paper engineers attacks on reinforcement learning (RL) algorithms. The RL policies learnt with deep neural network
(DNN) and radial basis function network (RBF) as underlying function approximators are compared against each other
from the perspective of robustness to adversarial attack. Learnt policies are attacked by inducing adversarial noise in
observation for the algorithm during executing phase. Interesting, we show that a naively engineered adversarial attack
successfully degrades the performance of deep reinforcement learning whereas there is no significant degradation of
equivalent radial basis network based reinforcement learning policy. We provide results synchronous to adversarial
attacks on classification of images where RBF were more robust to attacks since they could not generate any label with
confidence as opposed to confidently generating wrong labels from adversarial attacks as done by DNN.

Keywords: Deep Learning, Reinforcement Learning, Deep Reinforcement
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1 Introduction

Reinforcement learning in general has achieved several success in computer vision [5], dialog generation [7] and in
robotics domain [6], [10]. In robotics, it offers an interesting alternative to control systems which is primarily based on
domain specific models of the plants. Thus, RL algorithms in principle can provide us with a controllers that are not ap-
plication dependent. However, this comes at the cost of curse of dimensionality wherein it is very difficult to scale naive
RL algorithms in real life. In those situations, RL algorithms require feature engineering and function approximators to
take care of the curse of dimensionality. Speaking of these, DNN has a tremendous impact in the primarily in the field of
superviesd learning [5] with no requirement of hand crafted features. Thus, using DNN as function approximator in RL
algorithm has been proposed [8], [9] and offers state-of the art results in several RL tasks [11], [9].

However, Goodfellow et al. [2] have shown that Deep Networks can be fooled easily into predicting wrong label by
perturbing the input with adversarial attacks. It opens up interesting frontier regarding adversarial attacks on machine
learning algorithms in general. This assumes greater importance in the context of robotics and safety critical systems
where such adversarial noise may lead to undesirable and hazardous situations. An interesting avenue is to see whether
we can enginner such attacks on reinforcement learning algorithms which is the basis of this paper.

The contribution of this paper is to engineer adverserial attacks on reinforcement learning algorithms in general by
injecting small noise in the observation space of the algorithm. We also examine robustness to such attacks for different
function approximators namely deep neural network and radial basis function network. We have shown that for different
RL algorithms, RBF is significantly more robust than DNN for these naively generated attacks.

1.1 Related Work

Very recently, Huang et al. [4] have presented interesting results regarding adversarial attack on reinforcement learning
algorithms. However, those attacks are similar in spirit to fast signed gradient descent (FSGD) in [2]. In [4], instead of
probability of the image being classified with a label is replaced by the probability of taking an action as in [2]. Thus, they
have generated results using RL algorithms for Atari game environment (using image observation). This work provides
complimentary results. We have focussed on engineering attacks for RL algorithms in general with any physical state
as observation (not restricted to images and discrete action space). Thus, our work caters to reinforcement learning in
general which use value function aproximation in some form such as Deep Q learning (DQN) and Deep Deterministic
Policy Gradient (DDPG). This also enables us to compare with RBF based reinforcement learning algorithms in similar
domain. Another major difference is the use of value function to determine whether our attack is successful. In [4],
the adversarial noise is generated without being certain (when the noise is generated) that it indeed causes adversarial
attack. Thus, we are exploiting the value function to ascertain the efficacy of our attack.

2 Background

2.1 Deep Q Learning (DQN)

The initial algorithm that arguably lead to surge in interest of Deep Reinforcement Learning is Deep Q learning with su-
perhuman results results on Atari games [9]. Q learning is a value function based algorithm (we refer to both state-action
value function and state-value function as value function). Q values of a state-action pair represent how good the action
being contemplated by the agent is for its current observation. The learning agent updates the Q value using temporal
difference error and simultaneously acts to maximize its return in the long run. In deep Q learning algorithm, the agent
uses a Deep neural network to approximate this Q function. The DQN algorithm achieved stability in training primarily
by using experience replay and the use of target network. For experience replay, it stored past state, action, reward, next
state sequence and used to to update the Q network just as in supervised learning with these sequences being picked
randomly from memory. This breaks the strong correlation between samples. For this ”supervised” learning type of up-
date, it had another neural network, called target network which provides the Q values for the next state(s). The target
network is updated by hard transfer of online weights after a fixed number of iterations. This two network structure led
to stability in training.

2.2 Radial Basis Function based Q learning

In radial basis function based Q learning [1], the DNN is replaced by RBF with gaussian kernel. Here experience replay
and target networks are typically not used. The networks learns through stochastic gradient descent using temporal
difference error.
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2.3 Deep Deterministic Policy Gradient (DDPG)

Deep deterministic policy gradient (DDPG) [8] uses both an actor and a critic for learning. The critic evaluates (learns the
value function) a given policy which is generated by the actor. The weights of critic and actor are updated by gradient
descent. The critic network uses the prior concepts of experience replay and target network for its update. The only
difference between these update and that of Deep Q learning is that instead of ”hard” transfer of weights to target after
a fixed number of iterations, there is ”soft” transfer of weights where the weights of target network are incremented by
a very small amount towards the online network. The actor network learns through gradient of the policy.

2.4 Radial Basis Function based Actor-Critic

This is similar to DDPG except that the actor and critic are represented by RBF [3]. Here, experience replay and target
network are typically not used. The learning takes place through stochastic gradient descent for both actor and critic.

3 Method

We show that a naively engineered attack is good enough to generate adversarial attacks on Deep Reinforcement learning
policy. The agent is first trained through several reinforcement learning algorithms and then attacked . An important
point to note is that the attacks are generated during test phase. The adversarial attack is essentially a search across
nearby observation which will cause the agent to take wrong action. For generating adversarial attack on the Deep
Reinforcement Learning policies, we sample a noise with finite (small) support. The quality of noise is ascertained by
value function approximation. Noise is not generated once during every iteration, rather it is generated for a number of
times every iteration with a search for ”best” adversarial noise. The particular noise that causes least estimate of the value
function is selected as adverserial noise. It is worth noting that a search for noise could have been performed by sampling
value function gradient direction for a number of times instead of a single sample of step size epsilon, but it has not been
pursued here because the random sampling from a distribution is good enough to attack the deep RL algorithm. As
we shall show, this kind of attack is not enough to cause performance degradation in RBF based reinforcement learning
algorithm. It might be noted that an attack based on gradient of value function might break RBF based RL policy which
we will try in future.

4 Results

All the experiments have been performed within OpenAi gym environment. We performed the experiments using two
reinforcement learning algorithms DQN and DDPG and their RBF counterparts. DQN has been applied on cart pole
while DDPG has been applied to continuous mountain car problem.

4.1 Architecture for Deep Q Learning (DQN)

For deep Q learning, the Q network has 3 hidden layers each consisting of 16 ReLu units and two output units, each
corresponding to force being applied in left and right direction. The corresponding adversarial noise are generated by
mean shifted beta noise (with mean zero). The alpha nad beta parameters for the beta distribution were 0.3 and 0.3. The
support for noise were restricted to 5% of the corresponding observation dimension.

4.2 Architecture for Radial Basis Function Based Q learning

For RBF based Q learning, the single hidden layer consisted of 64 hidden units and the output layer contained 2 units,
each corresponding to force being applied to left and right direction. The centres were scattered uniformly across the
entire state space with each dimension being divided in to a bin of size 3. The noise induced here were identical to the
one for DQN.

4.3 Architeture for Deep Deterministic Policy Gradient (DDPG)

For DDPG, the actor network consisted of 3 layers of 32 hidden units and the output was action. The activation function
for all the hidden units were ReLu. The exploration was determined by Ornstein-Uhlenbeck process with µ = 0 and
σ = 0.3 and θ = 0.5. The critic layer consisted of the observation and action as input, 2 layers of 16 units with ReLu
activation function were used as hidden layers. The adversarial noise that was induced here was uniform noise whose
value of support was around 5% the values taken by observations in the corresponding state.
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(a) Box plot comparing episode returns with and without attack (b) Box plot comparing episode returns with and without attack

Figure 1: Figures 1a and 1b show the boxplots of total reward obtained per episode for 100 episodes. It is clear that the
naive adversarial attack has significantly degraded the performance of DQN while there is no significant degradation in
performance of RBF based Q learning

4.4 Architecture for Radial Basis Function based Actor-Critic

For RBF based actor critic, the actor consisted of 64 nodes with Gaussian kernels. Again, the centres were scattered uni-
formly over the observation space. The critic network consisted of 400 nodes of Gaussian kernels with centres scattered
uniformy over action space. The adversarial noise was identical to the one for DDPG.

(a) Box plot comparing episode returns with and without attack (b) Box plot comparing episode returns with and without attack

Figure 2: Figures 2a and 2b show the boxplots of total return obtained per episode for 100 episodes. It is clear that the
naive adversarial attack has significantly degraded the performance of DDPG while there is no significant degradation
in performance of RBF based actor-critic

5 Conclusion

In this paper, we have shown that reinforcement learning algorithms that have been trained with deep learning as func-
tion approximators can be fooled easily as compared to reinforcement learning algorithms that are based on radial basis
function network. Interestingly, simple adversarial attacks on Deep RL can degrade it as opposed to robust policy learnt
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by RBF. Future work remains as to improve the attacks by using the gradient information of the value function and
further looking into ways to mitigate them.
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Abstract

Forest wildfires are a perennial problem in many parts of the world requiring high financial and social costs to measure,
predict and control. One key challenge is modelling the dynamics of forest wildfire spread itself which usually relies on
computationally expensive, hand crafted physics-based models. The question we ask is: Can we learn a dynamics model
by treating wildfire as an agent spreading across a landscape in response to neighbourhood environmental and landscape
parameters? The problem is modelled as a Markov Decision Process where fire is the agent at any cell in the landscape
and the goal is to learn a policy for fire spreading into neighbouring cells. The set of suitable actions the fire can take from
a location at any point of time includes spreading North, South, East, West or stay. Rewards are provided at the end of
the epoch based on correctly classifying cells which are on fire or not. We apply two Reinforcement Learning algorithms
to this problem: Value Iteration and Asynchronous Advantage Actor-Critic (A3C), which is a recent direct policy search
approach that utilizes Deep Learning to perform simultaneous state-space approximation and policy representation.

The data for the start state and rewards come solely from satellite images of a region in northern Alberta, Canada,
which is prone to large wildfires. Two events are used, the Fort McMurray fire of 2016 which led to the unprecedented
evacuation of almost 90,000 people for several months and the Richardson fire of 2011 which was larger and more
dramatic. Experiments are carried out training a wildfire spread policy for one region on multiple time frames as well as
testing the ability to apply the learned policy to data from a second region. The results obtained indicate that it is useful
to think of fire as a learning agent to understand its characteristics in a spatial environment.

Keywords: Value iteration; Asynchronous Advantage Actor-Critic; Satellite
images; Forest Wildfires; Spatiotemporal Model; Spatial informa-
tion; Deep Reinforcement Learning.
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1 Introduction

The risk, costs and impacts of forest wildfires are a perennial and unavoidable concern in many parts of the world. A
number of factors contribute to the increasing importance and difficulty of this domain in future years including climate
change, growing urban sprawl into areas of high wildfire risk and past fire management practices which focused on
immediate suppression at the cost of increased future fire risk [9].

There are a wide range of challenging decision and optimization problems in the area of Forest Fire Management [7],
many of which would benefit from more responsive fire behaviour models which could be run quickly and updated
easily based on new data. For example, the simplest decision problem could be whether to allow a fire to burn or not,
which requires a great deal of expensive simulation to evaluate fully [5].

The field of forest and wildland fire behaviour modelling is a very active one involving trials in real forest conditions,
lab experiments, physics-based fire modelling and more [3]. A challenge in the field is balancing the detail and computa-
tional cost of a physics-based model with the high level of accuracy needed for important decision making and planning
problems. In this work we are contributing to that effort by investigating how Reinforcement Learning(RL) could be
used to model wildfire spread as an agent on the landscape taking spatial actions in reaction to its environment.

Previous work on the application of reinforcement learning to spatial processes [4] has investigated modelling the state
variable to represent the land cover and environmental characteristics and the action variable to represent interaction be-
tween characteristics of the neighbourhood geographic space. We apply these general principles in this work to wildfire
prediction.

This work has similarities to the use of intelligent systems for predicting burned areas as suggested in [1]. However, their
work focused on burned area alone, where as we look at the more specific problem of predicting the actual fire spread
location over the short term. Their work also relies on high resolution field data which may not be possible to obtain
for all fires. Our study uses easily accessible satellite data from large number of satellite data providers. A summary [6]
of the merits of various software packages and tools (such as GeoMISC, GeoKNN, GeoMLP etc) in relation to Machine
Learning on Geospatial Data was useful in developing this work.

2 Design and Experiments

The problem is formulated as a Markov Decision Process (MDP) < S, A, P, R > where the state is each location on the
landscape and the ‘agent’ taking actions is a fire spreading across the landscape. A state s 2 S corresponds to the state of
a cell in the landscape (x, y, t, l, w, d, b) where x, y are the location of the cell, t is the temperature and l is the land cover
value of the cell (derived from satellite images), and w and d are wind speed and direction. The state element b records
whether the cell has been burned by fire (b = 1) or not (b = 0) or whether this is uncertain from the satellite images
(b = 2). The initial state will come from satellite images that correspond to the beginning of a fire. Since we are focusing
on fire growth rather than ignition detection we set certain cells to have just ignited fire and assign these to the initial
state.

The reward function R is applied to a state and maps one of three values to each cell. A cell damaged by the wild fire is
assigned a reward value of 1, cells clearly undamaged by the fire are assigned -1, while all the other cells are initialized
with a reward value of 0. The action is then, at each instant, for the fire to ’choose’ one of the North, South, East or West
or stay actions to take from the current cell. The goal of the agent is to choose its actions so as to maximize the rewards
gained within a time constraint. Wind Speeds and Wind Direction are taken into consideration before an action is taken.
These values are assumed to be a constant for a small region of consideration at a fixed point of time. The dynamics
for any particular cell P (s0|s, a) is a function from one state s to the next s0 given an action a. In this formulation the
dynamics are actually quite simple as most aspects of the cell state do not change quickly, or do not change at all. So the
action of spreading a fire into a cell directly alters the chance that neighbouring cells will move to a burn state. The fire
is made capable of taking one of the possible actions from each cell. The fire is constrained to not cross the boundary of
the domain of study. Figure 1 shows a representation of the model. The light/green cells are unburned and dark/red are
those cells affected by fire. The circle represents an ignition point while at each action choice, the current cell decides to
spread to a neighbouring cell or not.

2.1 Using Satellite Data

The study area under consideration is a northern part of the province Alberta, Canada (53.9333N, 116.5765 W). The
satellite images are downloaded from the USGS Earth Explorer data portal (https://earthexplorer.usgs.gov/) for Alberta.
Figure 2(b) shows an example where the smoke over burning areas can be seen. A series of images corresponding
to the duration of occurrence of the Fort McMurray fire (approx. May 1 2016 to August 1 2016) and Richardson fire
(approx. May 15, 2011 to September 2011) were collected for this region of Alberta. All the images were corrected for
missing values and outliers. Additional pre-processing steps were carried out as outlined in [2]. For the region under
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Figure 1: A schematic of the wildfire motion domain.

(a) The satellite image of june 8, 2011
in the region of Alberta

(b) Output obtained from value iter-
ation

(c) Output obtained from deep learn-
ing

Figure 2: The wildfire spread domain as a grid model representing input satellite data and output wildfire prediction

consideration the original 7611 ⇥ 8401 pixel images are divided into distinct cells of 100 ⇥ 100 pixels which are used to
represent a single cell state.

The land cover value is obtained by processing the satellite images in an open source geo-processing software (Multi-
spec). The affected state of a cell is also obtained from the satellite image. Temperature is obtained from processing
thermal images from the same data source. Wind speed and wind direction are processed from images of STAR data
portal (https://manati.star.nesdis.noaa.gov/datasets/ASCATData.php) for the region of study.

2.2 Solution 1 : Value Iteration Method

For the first attempt at this problem we use asynchronous value iteration where the optimal value of the state V ⇤(s)
under the greedy fire spread policy is given by the Bellman Equation:

V ⇤(s) = R(s) + maxa�
X

s0

P (s0|s, a)V ⇤(s0) (1)

where s0 is the successor state and � denotes the discount factor which we set to 0.99.

2.3 Solution 2: Deep Learning Method

The second algorithm we tried on this domain was the Asynchronous Advantage Actor Critic (A3C) algorithm [8]. In
this algorithm a global network is defined in addition to multiple worker agents with individual sets of parameters.
The input to this global network was formalized as a grid of 100 X 100 cells with each cell having state values which
is an average of the state values of several pixels derived from satellite images. Here, once again, the reinforcement
learning problem is formulated as the fire being the agent and deciding to spread from one cell to another. In A3C we
have the advantage of defining multiple worker agents. Each separate instance of a fire (unconnected to other fires) in
a neighbourhood is given its environment as an input and the fire is defined as an individual worker. 15 instances of
fire (thus, 15 worker agents) were considered for training and testing. Each worker (fire) would then update the global
environment and we have plotted the result obtained. The deep network used is based on that given in [8] which uses
an input layers of 100⇥ 100 pixel windows from the satellite image for the start date. Then there is an convolution layer
of 16 88 filters with a stride of 4 follow by a rectifier nonlinear unit (ReLU) layer. The second hidden layer involves 32
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(a) The satellite image of june 14,
2016 in the region of Alberta

(b) Output obtained from value iter-
ation

Figure 3: Comparing the output from value iteration to the actual scenario in case of Fort McMurray fire

4 ⇥ 4 filters using a stride of 2 also followed by a ReLU layer. The final fully-connected layer uses 256 ReLUs which is
output to a layer of threshold functions for the output of each of the five possible actions.

2.4 Experimental Setup

In the first two experiments, (A) and (B), satellite images from May, June and July 2011 of the Richardson wildfire were
chosen. The May images were taken right from before the ignition of the fire and used as the start state for RL. The satellite
images in June (A) and July (B) were used to determine the target burned area and so inform the reward function. During
training, the predicted final burned areas at the end of the period were used to compute the reward for the training epoch.
The values obtained as a result were used to obtain a value function that predicts the growth and characteristics of fire
after fixed time durations. For testing, the output from the value iteration was compared to an actual satellite image from
halfway through the training period in the same manner.

In the third experiment (C), we applied the policy learned on the Richardson fire to satellite images of a different fire in
Fort McMurray five years later. This is a similar region of Northern Alberta (but not exactly the same area) so the general
properties of the policy should be applicable but these particular images were never part of the training set. The ignition
location and initial spread are taken from the satellite images of the month of May. As before, the burned areas predicted
by the learned policy a month after ignition were compared with the true satellite data. The three experiments were
carried out using value iteration and the A3C method. The convergence threshold was fixed to be 0.1 for all experiments.

3 Results

All experiments were run on an Intel core i7-6700 cpu with 32Gb ram. The value iteration approach took an average
of 2.5 hours to converge while the A3C solution took around 4 hours. Figure 2(b) shows the results obtained from the
experiment (A). The red in the output image corresponds to the pixels which were on fire and were classified correctly as
fire by the algorithm (ie. true positives). The blue pixels represent false positives, those which were classified as burning
but were not yet at that point. White pixels represent false negatives where the policy predicted no fire but fire was
indeed present. Black pixels represents true negatives, the pixels which were not on fire and rightly classified. It can be
seen visually that the value iteration algorithm was able to capture most of the large fire zones of the Richardson fire on
June 8. Still some of the smaller ignitions were not captured by the value iteration.

Figure 3 shows the results from the third experiment (C). The day of comparison was on June 14, 2016. Again we can see
that the value iteration algorithm did fairly well capturing the major fire spots.

Figure 2(c) shows the results obtained from the Deep Learning method. The deep learning method performs slightly
better than a simple value iteration as some small fire instances are also being identified by A3C in addition to the ones
identified by value iteration technique. The comparison was done on the same day (June 8, 2011) for Richardson fire.

The ROC curve (plot between ratio of false positive and ratio of true positives) in Figure 4 shows the effect of varying
the threshold used for classifying if a pixel is affected by fire or not. The threshold was chosen to be 0.83 for the value
iteration method and 0.7 for the Deep Learning A3C method. This is because these thresholds correspond to high degree
of true positives with only a small number of false positives.

Table 1 presents the accuracy (as a percentage) obtained in both the methods across different experiments. Columns (A)
and (B) test the policy’s prediction on the same fire event, where the test point is 1 month or 2 months after ignition, where
the reward comes from a point a month later. Column (C) is testing the policy’s prediction on a completely different fire
five years later, in the same region, predicting a fire one month after ignition.
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Figure 4: ROC curve for analysing sensitivity of policy to classification threshold parameter.

Method (A) Richardson Fire(1st Month) (B) Richardson Fire(2nd Month) (C) Fort McMurray Fire

Value Iteration 79.6% 77.5% 70%
Deep Learning 87.3% 83.2% 81.8%

Table 1: Accuracy of each algorithm on the three different test scenarios.

4 Conclusion

In this work, we presented a novel approach for utilizing RL to augment physics-based forest wildfire simulations by
learning the spread dynamics directly from readily available satellite image data. We demonstrated that a simple agent
based model of fire can obtain reasonable fire spread predictions using value iteration and that this can be significantly
improved using a Deep RL representation. In future work we plan to look at enriching the model by including more land
characteristics such as moisture, slope and directional aspect as state variables in individual cells. We will also perform a
wider comparison against different algorithms such as those in [1]. We plan to investigate improvements to the structure
of the Deep Neural Network policy representation tailored to this kind of spatially spreading problem.
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Abstract

Goal-directed decision-making algorithms commonly consist of two components: a rule to describe how people learn
state values through experience, and a rule by which they choose actions based on learned values. Recent studies of
human reinforcement learning have used increasingly sophisticated learning rules while often assuming simple decision
rules. However, sequential decision-making tasks such as chess or go require model-based planning inside the decision
rule. In this article, we propose a computational model for human decision-making in a challenging variant of tic-tac-toe.
The model assigns state values based on simple positional features, and plans actions by searching a decision tree. We
compare the model to various alternatives, and use it to study individual skill differences as well as the effects of time
pressure and the nature of expertise. Our findings suggest that people perform less tree search under time pressure, and
that players search more as they improve during learning.

Keywords: Sequential decision-making, Behavioral modeling, Expertise
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Introduction

Although the computations underlying human reinforcement learning are extensively studied, the process by which
people explore decision trees is less understood. Most work focuses on the neural implementation of learning and
decision-making in small decision trees [1, 2]. However, with more choices and more available options, the decision tree
grows exponentially, and people need to prune the tree [3].

In this article, we investigate how people plan actions in a two-player board game. We develop a computational model
that predicts people’s choices on individual moves, and fit this model to data from individual participants. To validate
the model, we test how its parameters change when we introduce time constraints on participant’s moves. Finally, we
use the model to investigate how people’s decision process changes as they acquire expertise.

Experiments

Task. We collected data from people playing a variant of tic-tac-toe, in which players need to make 4-in-a-row on a
4-by-9 board (figure 1). Despite these simple rules, the game is surprisingly challenging and fun to play. Because the
game is deterministic, contains no hidden information and the state space is reasonably small, it is solvable in theory and
practice. With perfect play, the first player wins.

Figure 1: Task. Two players take turns placing
black or white pieces on a 4-by-9 board, and the
first to achieve 4-in-a-row (horizontal, diagonal
or vertical), wins the game.

Procedure. First, we conducted a “human-vs-human” experiment
with 40 participants, divided into 20 pairs. Participants in each pair
played games against each other without time constraints for 50 min-
utes, switching colors every game. Next, we conducted an experi-
ment with 30 participants, who played against computer opponents
with a time limit of 5, 10 or 20 seconds per move. The time limit was
constant within games and varied randomly across games. If partici-
pants exceeded the time limit, they lost the game. The computer op-
ponents implemented an early version of our computational model
for people’s decision-making process, with parameters adapted from
fits on human-vs-human games. We created 30 AI agents, grouped by
playing strength into 6 groups of 5 agents each, and matched partici-
pants with AI opponents through a one-up, one-down staircase proce-
dure. Finally, we conducted a third experiment (30 participants), who
played against computer opponents without time limits for 5 sessions, spaced no more than 3 days apart.

Model

Value function. The core component of our model is an evaluation function V (s) which assigns values to board states
s. We use a weighted linear sum of 5 features: center, connected 2-in-a-row, unconnected 2-in-a-row, 3-in-a-row and
4-in-a-row. The center feature assigns a value to each square, and sums up the values of all squares occupied by the
player’s pieces. This value of each square is inversely proportional to its Euclidean distance from the board center. The
other features count how often particular patterns occur on the board (horizontally, vertically, or diagonally):

Connected 2-in-a-row: two adjacent pieces with enough empty squares around them to complete 4-in-a-row.

Unconnected 2-in-a-row: two non-adjacent pieces which lie on a line of four contiguous squares, with the remaining two
squares empty.

3-in-a-row: three pieces which lie on a line of four contiguous squares, with the remaining square empty. This pattern
represents an immediate winning threat.

4-in-a-row: four pieces in a row. This pattern appears only in board states where a player has already won the game.

We associate weights wi to these features, and write

V (s) = cself

4∑

i=0

wifi(s, self)− copp

4∑

i=0

wifi(s, opponent)

where cself = C and copp = 1 whenever the player is to move in state s, and cself = 1 and copp = C when it is the opponent’s
move. The scaling constant C captures value differences between “active” and “passive” features. For example, a three-
in-a-row feature signals an immediate win on the player’s own move, but not the opponent’s.

Tree search. The evaluation function guides the construction of a decision tree with an iterative best-first search algo-
rithm. Each iteration, the algorithm chooses a board position to explore further, evaluates the positions resulting from

1
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each legal move, and prunes all moves with value below that of the best move minus a threshold. After each iteration,
the algorithm stops with a probability γ, resulting in a geometric distribution over the total number of iterations.

Noise. To account for variability in people’s choices, we add three sources of noise. Before constructing the decision
tree, we randomly drop features (at specific locations and orientations), which are omitted during the calculation of V (s)
anywhere in the tree. During tree search, we add Gaussian noise to V (s) in each node. Finally, we include a lapse rate λ.

Methods

Estimating task performance. To quantify task performance in human-vs-computer games, we use the Elo rating sys-
tem [4], which estimates playing strength from game results, independent of the moves played. We append the results
of games from all 4 experiments to a computer-vs-computer tournament, and estimate ratings jointly for all humans and
computers with a Bayesian optimization algorithm [5].

Estimating model parameters. The model has 10 parameters: the 5 feature weights, the active-passive scaling constant
C, the pruning threshold, stopping probability γ, feature drop rate δ and the lapse rate λ. We infer these parameters for
individual participants and individual learning sessions or time limit conditions with maximum-likelihood estimation.
We estimate the log probability of a participant’s move in a given board position with inverse binomial sampling [6], and
optimize the log-likelihood function with multilevel coordinate search [7]. To account for potential overfitting, we report
5-fold cross-validated log-likelihoods, with the same testing-training splits for all models.

Model comparison

Figure 2: Cross-validated log-likelihood/move for our main model and
26 alternatives on the human-vs-human data. The bars show mean and
s.e.m. across participants (N = 40). The main model fits better than le-
sions, most controls and some modifications, and approximately equally
good as extensions or some other modifications.

To test how well our model predict partici-
pants’ choices, we compare its log-likelihood
on human-vs-human games to that of 26 al-
ternative models (figure 2). We test four cat-
egories of alternative models: lesions, gener-
ated by removing model components; exten-
sions, generated by adding new model com-
ponents; modifications, generated by replac-
ing a model component with a similar im-
plementation; and controls, which are struc-
turally different from the main model.

Lesions. We create lesion models by forcing
either one of the feature weights to zero, or re-
moving the feature dropping, pruning, value
noise, active-passive scaling or the decision
tree. The no-tree model evaluates the posi-
tions after each possible move, and chooses
the one with maximum value. It contains fea-
ture dropping and value noise but no prun-
ing.

Extensions. We consider extending the model
with a feature that recognizes a three-piece
pattern arranged in a triangle, or multiply-
ing the weights for diagonally and vertically
oriented features by scaling constants cdiag or
cvert, respectively. Alternatively, we extend
the main model by allowing feature drop rates
to differ between features of different types (2-in-a-row, 3-in-a-row, etc) or orientations. Finally, we test a model in which
all weights for the opponent’s features are scaled by a factor copp, controlling the balance between attack and defense.

Modifications. We modify the model by fixing the number of iterations of the search algorithm to a constant instead of the
geometric distribution prescribed by the main model. Alternatively, we amend the search process to explore each branch
of the tree up to fixed depth, or the pruning rule to keep only the K best moves (according to the evaluation function),
where the branching factor K is again fixed. For a more drastic modification, Monte Carlo Tree Search (MCTS) estimates
state values not by calling the evaluation function V (s), but by aggregating outcomes of simulated games between no-tree
agents. It also extends the best-first search algorithm by adding a term that favors exploration (investigating unexplored
moves) over exploitation (further investigating already explored moves). We consider fixing the feature weights to the

2
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optimal solution, i.e. those weights that maximize the correlation between V (s) and the game-theoretic value of the
position s. Finally, we modify the attention mechanism from dropping random features from the evaluation function to
dropping random branches from the decision tree.

Figure 3: A. Histogram of response times in the three con-
ditions of the time pressure experiment (red) and the first
session of the learning experiment (blue). In the latter ex-
periment, players could take arbitrary amounts of time,
which we denote as an infinite time limit. B. Task perfor-
mance, quantified by Elo rating, for the same conditions.
Error bars indicate mean and s.e.m. across participants
(N = 30). The effect of time limits on performance is un-
clear.

Controls. We consider MCTS with completely random play-
outs, or a mixture model between optimal and random play.
The optimal agent enumerates all candidate moves that pre-
serve the game-theoretic value of the position, and chooses
randomly between them. Another control model, labeled
soft-max, assigns a value to each square on the board (en-
forced to obey reflection/rotation symmetry), and chooses a
move with a softmax decision rule, constrained to unoccu-
pied squares.

The full model fits better than all lesions and most modifi-
cations. The Monte Carlo Tree Search model is equally good
and the “fixed iterations” model slightly outperforms it. All
extensions similarly increase the model’s log-likelihood a lit-
tle bit, and all control models fit much worse than the main
model. Unfortunately, the model comparison does not re-
veal a unique best-fitting model, meaning that we did not
collect enough data to determine precise details of people’s
thought process. Specifically, we cannot distinguish between
different tree search algorithms (best-first search or MCTS)
or particulars of the best-first search algorithm (pruning and
number of iterations). Alternatively, different participants
may use different strategies. However, the model comparison does suggest that any model that can predict human
choices with a limited number of free parameters needs to contain a feature-based evaluation function, and mechanisms
for attentional oversights and tree search.

How experimental manipulations affect model parameters

Figure 4: Top row. Estimated model parameters in the time
pressure experiment. Error bars denote mean and s.e.m.
across participants. The model infers a relation between time
limit and tree size, but unclear effects on feature dropping
and the value function quality. Bottom row. Model parame-
ters and Elo rating for each participant in each time limit con-
dition. The tree size and feature drop rate correlate with Elo
rating, but value function quality does not.

To further support the model, we investigate whether its
parameters respond in predictable ways to experimental
manipulations. As our first manipulation, we introduce
time constraints of 5, 10 or 20 seconds per move. Second,
we conduct an experiment in which participants play the
game for 5 sessions.

Given a set of parameters for an individual participant
in a time limit condition or learning session, we sim-
ulate moves made by the model in a database of pre-
determined positions and measure 3 statistics of its pro-
cess: the percentage of dropped features, the value qual-
ity (correlation between V (s) and the game-theoretic
value V ∗(s)) and the mean tree size (number of nodes
in its decision tree). Note that tree size incorporates both
the width and depth of the decision tree.

Time pressure To test the effectiveness of time con-
straints to manipulate participants’ behavior, we first
plot the distribution of response times in the three condi-
tions (figure 3A) as well as the first session of the learn-
ing experiment, where thinking time was unconstrained.
Adding time pressure causes an overall shift in the re-
sponse time distribution regardless of the time limit. Ad-
ditionally, participants play faster with shorter time con-
straints. Surprisingly, there is no consistent effect of time
constraints on participants’ performance (figure 3B).

In figure 4 (top), we show the feature drop rate, value function quality and tree size in different time limit conditions.
Compared to the unconstrained experiment, participants build smaller trees and drop more features, while the value
function quality is similar. The impact of the time constraint on tree size becomes larger with shorter time limits, but the

3

Paper T45 252



feature drop rate shows the opposite trend and is at its highest in the 20-second condition. We speculate that the stress of
potentially losing on time causes participants to pay more attention with shorter time limits, whereas with 20 seconds,
they are more relaxed and make more attentional lapses.

Figure 5: Elo rating of N = 30
participants in the learning experi-
ment (mean and s.e.m. across par-
ticipants). As participants gain ex-
pertise, they play stronger.

To understand the surprising negative result of figure 3, we compute the correla-
tion between Elo rating and parameter estimates across both individuals and time
limit conditions (figure 4, bottom). Stronger players (in all time limit conditions)
build larger decision trees and drop fewer features. Therefore, the increased tree
size with longer time limit predicts a performance increase, but the increased fea-
ture drop rate predicts decreased performance. These opposite effects happen to
be roughly equal, which explains why Elo rating and time limit don’t correlate.

Learning We first validate that experience affects participants’ behavior by plot-
ting Elo rating as a function of session number (figure 5). Next, we show that
across sessions, tree size increases, feature drop rate decreases and value function
quality remains constant (figure 6, top). As in the time pressure experiment, tree
size and feature drop rate correlate with Elo rating on an individual level (figure 6,
bottom), and the change in parameter estimates across sessions explains changes
in task performance. Experienced players build larger decision trees and drop
fewer features, both of which lead to increased playing strength, which matches
the data. Note that in the time pressure experiment, both tree size and feature dropping increase across conditions,
whereas in the learning experiment, tree size increases while feature dropping decreases. Therefore, these behavioral
characteristics are dissociable, and the previous results cannot be explained away by parameter trade-offs.

Conclusion

Figure 6: Top: Model parameters as a function of sessions
completed in the learning experiment. Over the course of
learning, tree size is estimated to increase while feature drop-
ping decreases. The value function quality decreases, but
only slightly. Bottom: Model parameters and Elo ratings for
each participant in each session of the learning experiment.
Both tree size and feature dropping correlate with Elo, but
value function quality does not.

We built a computational model that predicts peo-
ple’s choices in a two-player game. The model posits
three computational principles for sequential decision-
making: a feature-based evaluation function, attentional
oversights and tree search. All three components are
necessary to explain participants’ behavior, but the data
does not constrain details of their implementation such
as the order by which nodes are visited during search,
or how long the search process continues before players
finalize their decision.

The feature drop rate and tree size change in predictable
ways when we expose participants to manipulations in
time pressure and experience. These changes account
for participants’ task performance, suggesting that these
specific parameters reflect some task-relevant character-
istics of participants’ cognitive process. In the future,
we aim to further support our model as a description of
the computational process underlying people’s choices
by using it to predict response times and eye movements.
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Abstract 

There has been much recent interest in using reinforcement learning (RL) model parameters as outcome 

measures in clinical science. A prerequisite to developing an outcome measure that might co-vary with a 

clinical variable of interest (such as an experimental manipulation, intervention, or diagnostic status) is first 

showing that the measure is stable within the same subject, absent any change in the clinical variable. Yet 

researchers often neglect to establish test-retest reliability. This is especially a problem with behavioral 

measures derived from laboratory tasks, as these often have abysmal test-retest reliability. Computational 

models of behavior may offer a solution. Specifically, model-based analyses should yield measures with 

lower measurement error than simple summaries of raw behavior. Hence model-based measures should 

have higher test-retest reliability than behavioral measures. Here, we show, in two datasets, that a pair of 

RL model parameters derived from modeling a trial-and-error learning task indeed show much higher test-

retest reliability than a pair of raw behavioral summaries from the same task. We also find that the 

reliabilities of the model parameters tend to improve with time on task, suggesting that parameter 

estimation improves with time. Our results attest to the potential of computational modeling in clinical 

science.  

Keywords: computational psychiatry, psychometrics, test-retest reliability, individual differences, trial-by-

trial modeling 
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Introduction 

There has been much recent interest in translating reinforcement learning (RL) tasks into assays for use in 

clinical science (Hitchcock, Radulescu, Niv, & Sims, 2017; Maia & Frank, 2011). Clinical science studies 

typically seek to test whether some parameter or set of parameters (such as computational modeling 

parameters, or statistical summaries of raw behavior) co-vary with an independent variable. The 

independent variable might be an experimental manipulation, an intervention, or a difference in diagnostic 

status. For example, a large analysis of an RL task found depression and anhedonia (independent variables) 

were both associated with lower values of a reward sensitivity parameter (an outcome measure) (Huys, 

Pizzagalli, Bogdan, & Dayan, 2013). 

To show that a potential outcome measure co-varies in a meaningful way with an independent variable, it is 

first necessary to establish that the measure is stable within-subject in the absence of change in the 

independent variable. That is, the measure must show high test-retest reliability. If the test-retest reliability 

of a candidate outcome measure is low, it is unlikely that it cleanly samples some latent construct, such as a 

cognitive or learning process, that is stable within individuals. A low-reliability measure is unlikely to have 

much long-term utility in clinical science, as it is likely to be too noisy to meaningfully and reliably co-vary 

with independent variables of interest (Rodebaugh et al., 2016). 

Despite the importance of establishing the test-retest reliability of potential outcome measures, researchers 

often neglect to do this. Neglect is especially common for behavioral measures in laboratory tasks, even 

though such measures often have abysmal test-retest reliability (Lilienfeld, 2014). An (in)famous example is 

the dot probe task (Hitchcock et al., 2017). The task was used for decades, in dozens of clinical studies, 

before it was shown to have close to 0 test-retest reliability (Price et al., 2015; Schmukle, 2005). The 

measure’s lack of stability likely explains continued, widespread replication failures in studies employing it. 

More generally, the low reliability of measures from many laboratory paradigms poses a serious threat to 

progress in clinical science (see Rodebaugh et al., 2016 for discussion). 

Traditionally, the measures derived from laboratory paradigms have been statistical summaries of raw 

behavior. For example, the outcome measure typically used in the dot probe task is average reaction time. 

Yet it has long been known that these measures tend to be highly variable and imprecise (Mischel, 1968). In 

addition to the fact that models can expose variables that are latent in behavior (e.g., learning rate), one 

source of excitement about applying RL modeling in clinical science comes from the idea that modeling 

behavior trial-by-trial will allow for the creation of outcome variables with lower measurement error than 

simple summaries of raw behavior (Hitchcock, 2017; Huys, Maia, & Frank, 2016).  

One consequence of decreased measurement error should be more stability of measures at test and retest. 

However, no empirical study (of which we are aware) has compared head-to-head the test-retest reliability 

of RL model parameters with measures summarizing raw behavior. Thus, we compared the test-retest 

reliability of model parameters and behavioral summary measures derived from the Dimensions Task 

(Leong, Radulescu, et al., 2017; Niv et al., 2015; Radulescu et al., 2016), a multidimensional bandit with high 

selective attention demands. Radulescu et al., 2016 (study 2) found large differences between older adults 

and younger adults on two measures—one behavioral (accuracy; g = .94) and the other a computational 

modeling parameter (decay; older adults median = .52, younger adults median = .42)—suggesting the task 

has promise as a sensitive measure of individual differences.  

Methods 

We compared the test-retest reliability of two behavioral and model parameter measures derived from the 

Dimensions Task in two datasets. Datasets are from Niv et al. (2015; hereafter D1) and Radulescu et al. 

(2016, study 2; herafter D2).  
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Specifications. The datasets differed in total trials as well as the number of trials that comprised a game. (In 

each “game” one dimension of the bandits determined reinforcement probability; reinforcement 

contingencies reset and the participant had to learn contingencies anew in each game; see Niv et al., 2015.) 

In D1 (N = 22), subjects played 500 trials (number of trials per game was drawn from a Uniform(15,25) 

distribution, for a total of M=22.27, SD=1.45 games per subject). In D2 (N = 54), subjects played ~1400 trials 

(M=46.43, SD=5.41 games; subjects stopped playing after exactly 40 minutes; all games were 30 trials). 

Measures. Following Radulescu et al. (2016), the behavioral measures were accuracy (trials with a correct 

response/total trials) and number of games learned (a game was defined as learned if the participant 

selected the most rewarding bandit on 6 consecutive trials). The model parameters came from an RL model 

with decay of weights of unchosen stimuli, and were d (decay rate) and  (the product of inverse 

temperature and the learning rate). We used  as a single parameter because we have previously found in 

these data that and  are highly correlated (Hitchcock et al., 2017), consistent with known identifiability 

issues between inverse temperature and learning rate parameters in RL models (e.g., Schönberg et al., 2007). 

When we used , the four measures were only modestly correlated in both datasets (Figure 1a). For more 

details on the Dimensions Task, including the computational model (known as feature RL + decay) and its 

free parameters, see Niv et al. (2015). See Hitchcock et al. (2017) and Radulescu et al. (2016) regarding the 

clinical potential of the task. 

Test-retest reliability. Test-retest reliability of behavioral and computational modeling measures was 

assessed via ‘A-1’ intraclass (ICC) correlation coefficients (McGraw & Wong, 1996). ICCs were calculated on 

parameter fits and behavioral statistics by splitting the data into first (test) and second (retest) halves, and 

then calculating the ICC for each measure across these halves. Each half consisted of a set of games. Of note, 

because reward contingencies were reset in each game, each game (and hence also each half) was 

independent. Also of note, the “halving” was approximate because of the task's structure into games; 

specifically, the halfway split was made at the first game change after half the total trials had elapsed. A 

high ICC (that is, a higher correlation between first and second half scores for a given measure) reflects high 

within-subject stability in the measure. 

Results and Discussion 

In support of the premise that RL modeling can yield more precise, stable measures of individual 

differences than summaries of raw behavior (see also, Hitchcock, 2017), model parameters (d and β*η) 

showed higher test-retest reliability than measures summarizing raw behavior (accuracy and number of 

games learned) in both datasets (Figure 1b). Specifically, whereas the ICCs of the behavioral measures in 

both datasets were nearly 0, consistent with ICCs of other laboratory behavioral measures such as measures 

from the dot-probe task (Price et al., 2015; Schmukle, 2005), the ICCs of the model parameters were much 

higher. Notably, in D2, the parameter with the highest test-retest reliability (d) outperformed the behavioral 

measure with the highest test-retest reliability (accuracy) by a factor of more than 4 (.68 versus .16).  

Of note, the test-retest reliability of both model parameters was significantly higher in D2 than D1. Two 

differences in the task specifications could have led to this difference: (1) each game had more trials in D2 

(30/game compared to an average of 20/game in D1); (2) many more games were played in D2 

(~46/participant compared to ~22/participant in D1). Each of these changes could conceivably have 

enhanced reliability in D2. To better understand the difference responsible for the increase, we computed in 

D2 test-retest reliabilities for pairs of game subsets of varying length (range: 10-18), with the games in each 

subset drawn randomly and without replacement from the first and second halves of the task (i.e., 10-18 

games per half from the first and second half). For example, the two vectors of game draws from the first 

and the second halves of the task for a given participant in a subset in which n games were drawn might 

look like: vector 1: {1, 2, 5, … , 21}; vector 2: {24, 25, 28, … , 47}. Since this procedure of randomly drawing a  
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subset of games entails drawing arbitrary games, we resampled games 10 times for each game length. On 

each iteration, the model was fit to the games in the subset, parameter estimates were derived, and an ICC 

score was calculated on these estimates. Figure 1c shows the average ICC at each game length. 

The top graph of Figure 1c shows that the d parameter tended to improve with number of games played. 

Notably, when the number of games played in each subset was approximately equal to the number of 

games played in D1 (10-12 games per half), the ICCs range from only .35-.38. This is still higher than the ICC 

estimate for D1 (.17), in which a comparable number of games were played (~11 per half). But it is much 

lower than the ICC estimate for D2 when all games in the dataset were fit (.68; ~23 games per half). This 

suggests that the number of games played is a major factor driving the reliability of this parameter. For 

bottom graph, Figure 1c), there also appears to be some improvement in reliability as the number of 

games played increases, but the improvement is much weaker than for the d parameter. In future work, we 

plan to explore further the factors that increase the reliability of .  

General Discussion 

Overall, the higher reliabilities of the model parameters relative to behavioral measures support the promise 

of computational modeling for clinical science. As modeling improves, model parameters may ultimately 

exhibit test-retest reliability comparable to that of questionnaire measures. Questionnaire measures are the 

current standard-bearers in test-retest reliability (Mischel, 1968; Lilienfeld, 2014), but their validity is marred 

by response biases inherent to questionnaires (Hitchcock, 2017; Podsakoff et al., 2003). Thus, it is 

noteworthy that, at least for one parameter under one set of task specifications (decay in D2), we found that 

test-retest reliability (.68) approached a level considered adequate for questionnaires. This level of reliability 

is almost unheard of for a measure derived from behavior, particularly when the measure is only collected 
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at a single visit (Epstein, 1979; Lilienfeld, 2014). These early results suggest the possibility that, as 

computational psychiatry progresses and modeling approaches are refined, model parameters may 

eventually achieve the holy grail of psychometrics: high reliability and high validity. 
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Abstract

This work considers the problem of learning cooperative policies in complex, partially observable domains without
explicit communication. We extend three classes of single-agent deep reinforcement learning algorithms based on policy
gradient, temporal-difference error, and actor-critic methods to cooperative multi-agent systems. To effectively scale
these algorithms past a trivial number of agents, we combine them with a multi-agent variant of curriculum learning. The
algorithms are benchmarked on a suite of cooperative control tasks, including tasks with discrete and continuous actions,
as well as tasks with dozens of cooperating agents. We report the performance of the algorithms using different neural
architectures, training procedures, and reward structures. We show that policy gradient methods tend to outperform
both temporal-difference and actor-critic methods and that curriculum learning is vital to scaling reinforcement learning
algorithms in complex multi-agent domains.

Keywords: multi-agent, reinforcement learning, deep learning

Paper T50 259



1 Introduction

Learning to cooperate between several interacting agents has been well studied. While the problem of cooperation
can be formulated as a decentralized partially observable Markov decision process (Dec-POMDP), exact solutions are
intractable. A number of approximation methods for solving Dec-POMDPs have been developed recently that adapt
techniques ranging from reinforcement learning to stochastic search. However, applying these methods to real-world
problems is challenging because they are typically limited to discrete actions and require carefully designed features.

On the other hand, recent work in single agent reinforcement learning has enabled learning in domains that were previ-
ously thought to be too challenging due to their large and complex observation spaces. This line of work combines ideas
from deep learning with earlier work on function approximation, giving rise to the field of deep reinforcement learning.
Deep reinforcement learning has been successfully applied to complex real-world tasks that range from playing Atari
games to robotic locomotion. The recent success of the field leads to a natural question — how well can ideas from deep
reinforcement learning be applied to cooperative multi-agent systems?

In this work, we focus on problems that can be modeled as Dec-POMDPs. We extend three classes of deep reinforcement
learning algorithms: temporal-difference learning using Deep Q Networks (DQN), policy gradient using Trust Region
Policy Optimization (TRPO), and actor-critic using Deep Deterministic Policy Gradients (DDPG) and Asynchronous Ad-
vantage Actor-Critc (A3C). We consider three training schemes for multi-agent systems based on centralized training
and execution, concurrent training with decentralized execution, and parameter sharing during training with decentral-
ized execution. We incorporate curriculum learning into cooperative domains by first learning policies that require a
small number of cooperating agents and then gradually increasing the number of agents that need to cooperate. The
algorithms and training schemes are benchmarked on four multi-agent tasks requiring cooperative behavior. The bench-
mark tasks were chosen to represent a diverse variety of complex environments with discrete and continuous actions
and observations.

Our empirical evaluations show that multi-agent policies trained with parameter sharing and an appropriate choice of
reward function exhibit cooperative behavior without explicit communication between agents. We show that the multi-
agent extension of TRPO outperforms all other algorithms on benchmark problems with continuous action spaces, while
A3C has the best performance on the discrete action space benchmark. By combing curriculum learning and TRPO, we
demonstrate scalability of deep reinforcement learning in large, continuous action domains with dozens of cooperating
agents and hundreds of agents present in the environment. To our knowledge, this work presents the first cooperative
reinforcement learning algorithm that can successfully scale in large continuous action spaces.

2 Cooperative Reinforcement Learning

2.1 Centralized

A centralized policy maps the joint observation of all agents to a joint action, and is equivalent to a MPOMDP policy.
A major drawback of this approach is that it is centralized in both training and execution, and leads to an exponential
growth in the observation and actions spaces with the number of agents. We address this intractability in part by factoring
the action space of centralized multi-agent systems.

2.2 Concurrent

In concurrent learning, each agent learns its own individual policy. Concurrent policies map an agent’s private observa-
tion to an action for that agent. Each agent’s policy is independent.

The major drawback of concurrent training is that it does not scale well to large numbers of agents. Because the agents do
not share experience with one another, this approach adds additional sample complexity to the reinforcement learning
task. Another drawback of the approach is that the agents are learning and adjusting their policies individually making
the environment dynamics non-stationary. This often leads to instability.

2.3 Parameter Sharing

The policies of homogeneous agents may be trained more efficiently using parameter sharing. This approach allows the
policy to be trained with the experiences of all agents simultaneously. However, it still allows different behavior between
agents because each agent receives unique observations, which includes their respective index. In parameter sharing,
the control is decentralized but the learning is not. In the remainder of the paper, all training schemes are assumed to
be parameter sharing unless stated otherwise. So long as the agents can execute these decentralized policies with shared
parameters, single agent algorithms like DDPG, DQN, TRPO, and A3C can be extended to multi-agent systems.
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Figure 1: Examples of the four cooperative domains.

3 Tasks

Pursuit: Pursuit is a standard task for benchmarking multi-agent algorithms. The pursuit-evasion domain consists of
two sets of agents: evaders and pursuers. The evaders are trying to avoid pursuers, while the pursuers are trying to
catch the evaders. The action and observation spaces in this problem are discrete. Each pursuer receives a range-limited
observation of its surroundings, and must choose between five actions Stay, Go East, Go West, Go South, Go North.

Waterworld: Waterworld can be seen as an extension of the above mentioned pursuit problem to a continuous domain.
In this task, agents need to cooperate to capture moving food targets while avoiding poison targets. Both the observation
and action spaces are continuous, and the agents move around by applying a two-dimensional force.

Multi-Walker: Multi-Walker is a more difficult continuous control locomotion task based on the BipedalWalker envi-
ronment from OpenAI gym. The domain consists of multiple bipedal walkers that can actuate the joints in each of their
legs. At the start of each simulation, a large package that stretches across all walkers is placed on top of the walkers. The
walkers must learn how to move forward and to coordinate with other agents in order to keep the package balanced
while navigating a complex terrain.

Multi-Ant: The multi-ant domain is a 3D locomotion task based on the quadrupedal robot used in. The goal of the robot
is to move forward as quickly as possible. In this domain, each leg of the ant is treated as a separate agent that is able to
sense its own position and velocity as well as those of its two neighbors. Each leg is controlled by applying torque to its
two joints.

4 Experiments

4.1 Training Scheme
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Figure 2: Normalized average returns for multi-agent policies trained using TRPO. Missing entries indicate the training
was unsuccessful. A random policy has zero normalized average return. Error bars represent standard error. The
Wilcoxon test suggests the differences are significant (p < 0.05) except for the difference between centralized GRU and
shared parameter GRU for the waterworld domain.

We first compared the performance of the three training schemes on the pursuit problem using TRPO. The results are
summarized in Fig. 2. The figure shows that parameter sharing tends to outperform both the concurrent and centralized
training schemes, especially when the number of agents in the environment increases.
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4.2 RL Algorithm

We next compared the performance of different single agent deep reinforcement learning algorithms based parameter
sharing approaches. As can be seen from Table 1, PS-A3C outperforms both PT-TRPO and PS-DQN, with PS-DQN having
the worst performance for the discrete task. In the continuous domain tasks, we found that PS-TRPO outperforms both
PS-A3C and PS-DDPG in the waterworld and multi-walker domains. We believe that with more hyperparameter tuning,
PS-A3C results can be comparable as in the multi-ant environment.

We hypothesize that PS-DQN and PS-DDPG are unable to learn a good controller due to the changing policies of other
agents in the environment. This makes the dynamics of the problem non-stationary which causes experience replay to
inaccurately describe the current state of the environment.

Table 1: Average returns (over 50 runs) for policies trained with parameter sharing. DQN for discrete environment, DDPG for
continuous

Task PS-DQN/DDPG PS-A3C PS-TRPO

Pursuit 10.1± 6.3 25.5± 5.4 17.4± 4.9
Waterworld NA 10.1± 5.7 49.1± 5.7
Multiwalker −8.3± 3.2 12.4± 6.1 58.0± 4.2
Multi-ant 307.2± 13.8 483.4± 3.4 488.1± 1.3

4.3 Reward Structure

The concept of reward shaping involves modifying rewards to accelerate learning without changing the optimal policy.
When modeling a multi-agent system as a Dec-POMDP, rewards are shared jointly by all agents. Decentralized repre-
sentations allow us an alternative local reward representation. Local rewards can restrict the reward signal to only those
agents that are involved in the success or failure at a task. An example would be to add a penalty restricted to the agent
falling down in the Multi-Walker problem rather than distributing this penalty to all the agents because the team fails to
carry the box forward. It has been shown that such local information can help reduce the number of samples required
for learning. Table 2 confirms that local reward shaping leads to better performance, and is critical to learning intelligent
behavior in multi-agent domains.

Table 2: Average returns for parameter sharing multi-agent policies with global and local rewards

Task Global Local

Pursuit 8.1 12.1
Waterworld −1.4 14.3
Multi-Walker −23.3 29.9
Multi-Ant 475.2 488.1

4.4 Scaling
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Figure 3: Performance of multi-walker policies as a function of the number of agents during training. Each data point
in the shared parameters, centralized, and concurrent curves was generated by training and evaluating a policy with a
fixed number of agents. The curriculum curve was generated by evaluating a single policy with varying numbers of
agents.
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Figure 3 shows the degrading performance of all policies with increasing number of agents in the multi-walker domain,
and the performance improvements when curriculum learning is used. The policies were all trained with TRPO. The
decrease in performance is in part due to the increasing difficulty of the reinforcement learning task as the number of
cooperating agents grows. As the number of agents required to complete a task increases, it becomes more difficult to
reach the parts of the state space with positive rewards using naive exploration policies.

We investigated how a curriculum learning scheme can help scale the multi-walker problem in the number of agents. An
intuitive curriculum for this problem is over the number of agents, and so we define a curriculum with the number of
agents in the environment ranging from 2 to 10. Because the policies are decentralized even though the parameters are
shared, they can be evaluated on tasks with any number of cooperating agents regardless of the number of cooperating
agents present during training. Unfortunately, we found that these decentralized shared parameter policies trained on a
few agents often fail to generalize to larger numbers of agents.

To mitigate this, we define a Dirichlet distribution for this range of tasks with higher probability assigned to the simplest
task (with two agents for the Multi-Walker domain). We then sample an environment from this distribution over the
tasks in the curriculum and optimize the policy with PS-TRPO for a few iterations. Once the expected reward for the
most likely environment reaches a threshold, we change the distribution such that the next environment is most likely.
We continue this curriculum until the expected reward in all environments reaches the defined threshold. We believe
this performance improvement is due to two reasons: a) The distribution over environments provides a regularization
effect, helping avoid local minima during policy optimization, and b) A curriculum partially addresses the exploration
problem by smoothly increasing the difficulty of the policy to be learned.

5 Conclusion

Despite the advances in decentralized control and reinforcement learning over recent years, learning cooperative policies
in multi-agent systems remains a challenge. The difficulties lie in scalability to high-dimensional observation spaces and
to large numbers of agents, accommodating partial observability, and handling continuous action spaces. In this work,
we extended three deep reinforcement learning algorithms to the cooperative multi-agent context, and applied them to
four high-dimensional, partially observable domains with many agents.

Our empirical evaluations show that PS-TRPO policies have substantially better performance than PS-DDPG and PS-A3C
in continuous action collaborative multi-agent domains while PS-A3C is able to outperform PS-TRPO in the discrete do-
main. We suspect that DQN and DDPG perform poorly in systems with multiple learners due to the non-stationarity
of the system dynamics caused by the changing policies of the agents. The non-stationary nature of the system makes
experience replay samples obsolete and negatively impacts training. As evidence, we found that by disabling experience
replay and instead relying on asynchronous training we were able to improve on the performance of DQN and DDPG.
However, we believe more hyperparameter tuning might be required to reduce the gap in overall performance in contin-
uous domains with respect to TRPO. Finally, we presented how cooperative domains can form a natural curriculum over
the number of agents required to collaborate on a task and discovered how this not only allows us to scale PS-TRPO to
environments with large number of cooperating agents, but owing to the regularization effect offered, allows us to reach
better local optima in general.

There are several areas for future work. To improve scalability of the proposed approach for larger numbers of coop-
erating agents further future work is needed. Two major challenges in multi-agent systems are accommodating reward
sparsity through intelligent domain exploration and incorporating high-level task abstractions and hierarchy. These are
acute forms of similar challenges in the single agent learning. Recently, curiosity based information gain maximizing
exploration strategy was explored by. Similar ideas could be adapted to maximize information gain not only about the
environment’s dynamics, but the dynamics of an agent’s behavior as well. Correspondingly, hierarchical value functions
were integrated with deep reinforcement learning. Incorporating task hierarchies in a multi-agent system would allow
us to tackle learning specialization and heterogeneous behavior.
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Abstract

We present a framework for computing and presenting prediction regions and tolerance regions for the returns of a
policy operating within a multi-objective Markov decision process (MOMDP). Our framework draws on two bodies of
existing work, one in computer science for learning in MOMDPs, and one in statistics for uncertainty quantification.
We review the relevant methods from each body of work, give our framework, and illustrate its use with an empirical
example. Finally, we discuss potential future directions of this work for supporting sequential decision-making.
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1 Introduction

Markov Decision Processes (MDP) [1] are useful conceptual tools for reasoning about sequential decision-making under
uncertainty. Much of the computer science research on planning and learning in MDPs has focused on constructing an
autonomous agent that acts in a given environment over an extended period of time, choosing actions according to a
particular policy in order to achieve a high expected sum of rewards [12]. Other research, particularly in statistics, uses
MDPs to frame the development of evidence-based decision support for sequential decision-making problems [2]. In the
field of statistics, policies are often called Dynamic Treatment Regimes (DTRs), and there is a substantial literature studying
their development and application in the field of health care decision-making [8, 11]. As in computer science, much of
the literature is devoted to the estimation of regimes that optimize the expected sum of rewards, as well as to uncertainty
quantification for the parameters and the performance of such regimes.

Most DTR literature focuses on the use of batch data to understand how treatments can be selected with the goal of
achieving long-term success for a population of patients. Thus, the deployment of DTRs in statistics was always assumed
to be “multi-agent” in the sense that the DTR would be used to aid the decisions of many different patient-clinician pairs
where each patient would experience only one ”episode” of the regime. Thus, there is a fundamental disconnect between
the average performance of a regime (“How will a population respond?”) and the individual performance of a regime
(“How will an individual respond?”). In a computer science framework with a single agent over a long horizon, this
difference matters much less; in decision support, however, recognizing the variability in performance achieved over
individual episodes and communicating that variability to a human decision-maker is crucial. The difference can be
viewed as one of statistical versus practical significance – with enough data, we may become extremely confident that
one action affords higher expected return than another in a given state. However, if the variance of the returns is large,
the question of which action will perform better in a particular episode may nearly come down to a fair coin flip.

In this work, our goal is to capture and convey information about the distribution of returns, rather than only the mean
return, of a learned policy. We also wish to accommodate multiple reward signals; rather than formulate an MDP using
a single, one-size-fits-all reward, we use a Multi-Objective Markov Decision Process (MOMDP) to enable the end user to
consider several rewards that may be important (e.g. symptom relief, side effects, cost) before making their next decision.

To accomplish this goal, we extend and combine ideas from recent work on uncertainty quantification in MDPs and on
Q-learning for MOMDPs. Lizotte and Tahmasebi [6] present methods for constructing prediction intervals and tolerance
intervals for the returns of a policy. To a decision-maker their method conveys, given a state and action, what returns are
likely to be observed, but is restricted to the single-reward setting. Lizotte and Laber [5] describe a methodological and
computational framework for computing optimal policies of MOMDPs under different solution concepts using linear
function approximation over a finite time horizon. Their approach, an extension of Q-learning, provides point estimates
for the mean vector-valued returns achievable from a given state, but does not give information about the distribution of
vector-valued returns.

Our main contribution is a framework for computing tolerance regions in the multiple-reward setting by augmenting
both the tolerance interval algorithm from Lizotte and Tahmasebi [6] and the policy learning algorithm from Lizotte and
Laber [5]. The output of our algorithm is the region of the space of returns that is most likely to contain a return achieved
by following a non-dominated policy. We present a framework rather than a particular algorithm, because different
applications are likely to warrant different components for Q-function approximation, solution concept, and tolerance
region construction. We give a specific example to demonstrate how the framework functions but we also identify where
components could be interchanged to suit a broad variety of tasks.

2 Background

In the following, we review background for Multi-Objective Markov Decision Processes and Q-learning in that context.
We then review prediction regions and tolerance regions.

2.1 Multi-Objective Markov Decision Processes and Q-learning

This section follows the development in [5]. Human decision-making is often driven by multiple competing objectives;
for example, a medical decision will be based not only on the effectiveness of a treatment, but also on its potential side-
effects, cost, and other considerations. Because the relative importance of these objectives varies from user to user, the
quality of a policy is not well captured by a universal single scalar “reward” or “value.” Multi-Objective Markov Decision
Processes (MOMDPs) accommodate this by allowing vector-valued rewards [5, 9] and using an application-dependent
solution concept to define the performance of a policy. A solution concept is essentially a partial order on policies; the
set of policies that are maximal according to the partial order are considered “optimal” and are indistinguishable under
that solution concept – for example, using Pareto optimality as the solution concept leads to an equivalence class of all
policies that lead to a value on the Pareto frontier. A collection of policies may be represented by a non-deterministic
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policy (NDP) [7]. Given an MDP with state space S and an action set A, an NDP Π is a map from the state space to the set
2A \ {∅}. Like previous work [5, 9], we focus on the setting where the definition of an MDP is augmented by assuming a
D-dimensional reward vector R(st, at) is observed at each time step. We define a MOMDP with finite time horizon T as
a tuple of state spaces St, action spaces At, state transition functions Pt : St × At → P(St+1) where P(St+1) is the space
of probability measures on St+1, and reward functions Rt : St ×At → RD for t ∈ {1, ..., T}. In keeping with the Markov
assumption, both Rt and Pt depend only on the current state and action. We assume finite action sets, but we do not
assume that state spaces are finite. The value of a policy π is given by Vπ(s) = Eπ[

∑T
t=1 R

t(st, at)|s1 = s], the expected
sum of (vector-valued) rewards we achieve by following π.

Consider a batch of n trajectories si1, ai1, ri1[1], ..., r
i
1[D], s

i
2, a

i
2, r

i
2[1], ..., r

i
2[D], ..., s

i
T , a

i
T , r

i
T [1], ..., r

i
T [D] for i = 1, ..., n. At time

T , (the final time point) we define the approximate Q-function for reward dimension d as the least squares fit

Q̂T [d](sT , aT ) = φT (sT , aT )
ᵀ
ŵT [d], ŵT [d] = argmin

w

∑

i

(
φT (siT , a

i
T )

ᵀ
w − riT [d]

)2
(1)

giving the estimated vector-valued expected reward function Q̂T (sT , aT ) = (Q̂T [1](sT , aT ), ..., Q̂T [D](sT , aT ))ᵀ. Here,
φT (sT , aT ) is a feature vector of state and action. Having obtained the Q̂T from (1), we construct an NDP ΠT that gives,
for each state, the actions one might take at the last time point. For each state sT at the last time point, each action aT is
associated with a unique vector-valued estimated expected reward given by Q̂T (sT , aT ). Thus, we decide which among
these vectors is a desirable outcome using our solution concept, and include their associated actions in ΠT (sT ).

For t < T , it is only possible to define the expected return of taking an action in a given state by also deciding which
particular policy will be followed to choose future actions. In standard fitted-Q, for example, one assumes that the
future policy is given by πj(s) = arg maxa Q̂j(s, a) for all j > t. In the non-deterministic setting, we may know that
the future policy belongs to some set of possible policies derived from Πj for j > t, but in general we do not know
which among that set will be chosen; therefore, we explicitly include the dependence of Q̂t on the choice of future
policies πj , t < j ≤ T by setting Q̂t(st, at;πt+1, ..., πT ) = [Q̂t[1](st, at;πt+1, ..., πT ), ..., Q̂t[D](st, at;πt+1, ..., πT )]ᵀ where
for d = 1, . . . , D, Q̂t[d](st, at;πt+1, ..., πT ) = φt(st, at)

ᵀ
ŵt[d]πt+1,...,πT

, and ŵt[d]πt+1,...,πT
= argminw

∑n
i=1[φt(s

i
t, a

i
t)

ᵀ
w −

{rit[d] + Q̂t+1[d](s
i
t+1, πt+1(sit+1);πt+2, ..., πT )}]2.

We useQt to denote theQ-pool, a set of partially-evaluatedQ-functions; each member ofQt is a function of st and at only
and assumes a particular fixed sequence πt+1, ..., πT of future policies. Each one gives the estimated expected return for
the given state-action pair and future sequence of policies. Our goal in this work is to augment each one with information
about the distribution of those returns.

2.2 Prediction Regions and Tolerance Regions

A prediction regionRα (Y1, . . . , Yn) for a data generating process traps the next observation Yn+1 with probability 1− α:

Pr (Yn+1 ∈ Rα (Y1, . . . , Yn)) = 1− α. (2)

Conformal prediction (CP) is a methodology for constructing nonparametric prediction regions under mild assumptions
[10]. CP methods produce valid prediction regions under any distribution using a given nonconformity measure. A
nonconformity measure takes a data sample and produces nonconformity scores σi that measure the “novelty” of each
observation with respect to the whole set. For example, we may define nonconformity in terms of regression predic-
tions as σi = |yi − ŷi| where ŷi = Xβ̂ is the ith fitted value. Let F be the data generating distribution for Y1, . . . , Yn.
Once the nonconformity scores are obtained for all i = 1 . . . n, the nonconformity σn+1 of a hypothetical additional
observation Yn+1 can be compared to the observed data to obtain a p-value for the null hypothesis H0 : Yn+1 ∼ F

by p(Yn+1;Y1, . . . , Yn) = (n + 1)−1
∑n+1
i=1 1 {σi ≥ σn+1} . By definition, if Yn+1 ∼ F , Pr(p(Yn+1;Y1, . . . , Yn) ≤ α) = α.

Therefore, the region described by RαCP = {Y : p(Y ;Y1, . . . , Yn) > α} traps Yn+1 with probability 1 − α, and is a 1 − α
prediction region. Conformal prediction guarantees the produced prediction is valid under any given nonconformity
measure–parametric or nonparametric– even in finite samples. However, the nonconformity measure does influence the
size of the region and therefore its usefulness in practice. Lei, Robins, and Wasserman [3] propose the use of a kernel
density estimate to produce the nonconformity score. We use their approach in our empirical example below.

A (1− α), γ-content tolerance regionRα,γ (Y1, . . . , Yn) has the property

Pr(PF [Rα,γ (Y1, . . . , Yn)] ≥ γ) = 1− α. (3)

Note that this is a much stronger probability statement than (2): it says that each interval we construct, with high
probability, captures at least γ of the probability mass of the data generating distribution, F . Several parametric and
non-parametric methods are known for one-dimensional tolerance intervals, and Lizotte and Tahmasebi demonstrate
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their use for constructing one-dimensional tolerance for the returns of estimated DTRs [6]. Li and Liu [4] propose a
nonparametric method based on order statistics derived from data depth, which is a quantity very similar in spirit to a
nonconformity measure. Tolerance intervals are then computed by applying one-dimensional techniques to data depth.
Although this method produces tolerance regions, which make a stronger probability statement than prediction regions,
(3) is shown to hold only asymptotically. Nonetheless, Li and Liu demonstrate that they can achieve good performance
in some finite sample settings (i.e. with hundreds of data points and two dimensions).

3 A Framework for Prediction and Tolerance Regions for Multiple Objectives

Algorithm 1 Regions for MOMDPs
Input: Set of n trajectories; region functionR; initial
state action pair (st, at)

Compute Q-pool for timestep t [5]
for each function in the pool do

Collect all trajectories beginning with (st, at)
and consistent with the current Q-function
If necessary, re-weight trajectories and/or add
trajectories using residual borrowing [6]
Construct a region by applyingR to the returns
of the resulting trajectories

end for
return The union of the regions

We present a modular framework for constructing tolerance re-
gions for multiple objectives. The set of optimal policies are found
using methods from Lizotte and Laber [5], and the regions are
constructed using methods from Lizotte and Tahmasebi [6]. Al-
gorithm 1 lays out the major steps for constructing regions from
policies learned by these methods.

The methods in [5] produce a pool of Q-functions at each timestep,
as described above. For a given (st, at), each Q-function in the
time t pool produces a different expected return, and its associ-
ated future policies produce a different distribution over returns.
To construct a region (prediction or tolerance) for a particular Q-
function from the pool, we identify the trajectories that start1 with
st, at and whose actions are consistent with that Q-function’s as-
sumed future policies. We then use the empirical distribution of
their returns to construct whichever type of region is desired. Since in general we do not know which future policy will
be followed, we propose to construct regions for all Q functions in the pool and then take their union.

Lizotte and Tahmasebi note that if the exploration policy is allowed to depend on state, then the distribution of matched
trajectories will not in general match the distribution of returns we would obtain by following the future policies under
consideration [6]. Hence, constructing regions naı̈vely using the matched trajectories will yield incorrect results. They
characterize this dependence and present an inverse probability weighting procedure for correcting the distribution
before constructing regions. We propose to use the same strategy in the MOMDP setting when necessary. They also
propose residual borrowing, which uses the residuals between the estimated Q values and the returns among the matched
trajectories to infer what the distribution of returns would have been among the unmatched trajectories by combining
them with the estimated Q-values. (For further detail please see reference [6].) This methodology increases the amount
of trajectories we can use, and could also be used within our framework.

Our framework can accommodate any multivariate region method (prediction or tolerance) and any reweighting proce-
dure (based on generalized additive models, density ratio estimation, etc.). In our opinion the most promising methods
are the Lei-Robins-Wasserman conformal prediction method [3] and the Li-Liu tolerance region method [4].

4 Illustrative Example

To illustrate our methods, we use a generative model with 2 decision points, and consider a 2-dimensional reward vector
which allows us to visualize the results. Our state-action pairs of interest are (s1, a1) = (0, a1), where A1 is binary,
S2 is continuous, A2 is binary, and Y is continuous. Drawing n = 200 trajectories, we split A1 evenly between the
actions 0 and 1. The generative model is defined as S2|S1 = 0, A1 = a1 ∼ Normal(δ10 + δ11s1 + δ12a1 + δ13s1a1, 2).
In this case δ0 = (δ10, δ11, δ12, δ13) = (0, 0.5,−0.75, 0.25). A2 ∼ Bernoulli(0.5). We generate the rewards by Yi|S1 =
0, S2 = s2, A1 = a1, A2 = a2 ∼ Normal(µY (s1, s2, a1, a2), 10), where µY = β20 + β21s1 + β22a1 + β23s1a1 + β24s2 +
β25s2 + a2(ψ20 + ψ21a1 + ψ22s2). Our model used β2 = (β20, β21, β22, β23, β24, β25) = (3, 0, 0.1,−0.5,−0.5, 0). For Y1,
ψ2 = (ψ20, ψ21, ψ22) = (10, 0.4, 0.5), for Y2, ψ2 = (1, 0.2,−1).

From these generated trajectories, we form prediction regions by following Algorithm 1 with a confidence level 1− α =
0.95. Using the methods of Lizotte and Laber [5], we find 72 members for the Q-pool. For each member, we build a
region by running conformal prediction with density estimation for the nonconformity score. In this example, we use a
Gaussian kernel with bandwidth parameter selected using Scott’s rule.

To visualize the shape of the boundary, we calculate the nonconformity scores for a 120×120 grid of sample points with
respect to the trajectories where a2 matches that of the policy. We calculate the test statistic for the conformal prediction
hypothesis, and include sample points with scores that meet the level α. Figure 1 shows the results. In all panels, the data

1If St is continuous, we may need to select trajectories that start “near” st. The best way to do this is an open question.
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Figure 1: Data points are the observed returns, red dots for trajectories with a1 = 0, blue triangles for those with a1 = 1.
Left: Prediction regions for one feasible policy. Center: Overlay of three prediction regions. Right: Prediction regions for
all 72 feasible policies.

points are the 200 observed returns, red dots for a1 = 0, blue triangles for a1 = 1. In the leftmost panel, the prediction
regions shown corresponds to the first feasible policy. Similarly to the point markers, the red-shaded region encloses
the returns for trajectories with a1 = 0, while the blue-shaded region corresponds to trajectories where a1 = 1. The
center panel overlays the prediction regions for the first three feasible policies for each action. On the right panel are the
prediction regions corresponding to all 72 feasible policies.

5 Discussion and Conclusion

Our example shows how one might present and use the information from the regions: by overlaying the regions corre-
sponding to different actions, we can compare their likely outcomes to aid decision-making. In forthcoming work, we
will explore applications to medical treatment decision-making. In general, we expect that the best choices for the details
of this framework (e.g. approximation method, region type, presentation style) will differ from task to task, and it is
therefore our hope that this work provides a foundation for both novel research and useful application.
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Abstract
Self-control depletion theory claims to account for between-task performance changes in terms of the 
consumption of a limited cognitive resource. Dual-task designs have been used to demonstrate that 
increased self-control on an initial effortful task predicted a decreased use of self-control on a later 
categorically distinct effortful task, suggesting a limited resource model. These accounts struggle to identify 
specific mechanisms linking them to rational theories of effort, and the reported effect size has recently 
come into question. Subject engagement during the depleting task is often assumed, but systematic 
disengagement may account for inconsistencies in the observed effect. We recreated a common dual-task 
depletion paradigm using a computer-automated design allowing for measurement of individual task 
performance as well as pupil size. We found evidence that task engagement measures do indeed account for 
some individual variation in the depletion effect, offering a possible explanation for inconsistent group-level 
effects.

Keywords: effort, decision-making, control, depletion, pupil 
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1 Background

Why do we sometimes feel physically drained after a long day at the office? Going to the gym, cooking 
dinner, or even deciding what to watch on Netflix may feel more effortful than it does on the weekend. It 
seems intuitive that performance should decrease over time for physically strenuous tasks to prevent injury, 
but why should this be the case for mental performance? The physiological constraints of cognition are 
unknown, but tasks that engage executive functions are associated with a sense of mental effort. The 
perception of effort is now thought to be centrally generated (not an afferent feedback signal from 
metabolically strained tissue) [1]. Resource-depletion models capture a nonrational (i.e., not based upon 
explicit value calculation) aspect of performance deterioration on effortful tasks.

Resource-depletion theories explain performance reductions in terms of the “depletion” of some limited 
resource in proportion to the duration and magnitude of expended cognitive control [2,3]. This effect is 
tested using sequential task paradigms where performance reduction on task 2 is measured after differences 
in difficulty on task 1 [6,7]. Mechanistic accounts of limited metabolic resources [4,5] are challenged by 
observations that increasing the future reward for continuing a demanding task seems to mitigate the 
immediate performance drop. These findings support models that frame self-control as a type of limited 
cognitive resource. Performance reductions predicted by self-control depletion theory have now been 
supported by hundreds of studies, incorporating the use of conscious inhibition on effortful tasks 
demanding physical, mental, emotional, and appetitive control [8]. However, the theory has not provided 
clear neurophysiological or computational targets. In addition, a recent pre-registered, multisite trial of a 
classic dual-task pairing produced a null finding, reinforcing questions about effect size inflation from 
publication bias [9,10].  

Due to inconsistent reports from depletion studies, we sought to recreate a classic self-control depletion 
paradigm using an automated format capturing individual changes in performance and engagement. Can 
we find a depletion effect in an automated paradigm? Accounting for individual differences in task 
engagement may reveal a reason for the inconsistent reports of the depletion effect. Is performance on the 
depleting task and overall engagement necessary to produce a depletion effect? 

2          Methods

This study was designed to recreate the classic self-control depletion findings reported in the literature [8]. 
The depleting task, “crossing out E’s”, was chosen for the reported large effect size. All trials of the task 
were computer-automated using Matlab. Pupillometry data was recorded at 30 Hz using an Eye Tribe eye 
tracker. The dependent physical effort task was created to match the effort in squeeze-bar tasks, where 
subject must maintain a certain grip over time. Instead of a grip bar, this study required subjects to tap the 
left and right arrow keys on a keyboard as quickly as possible. This alternating, “running” motion of the 
fingers on one hand was maintained above an individually set threshold rate (70% of maximum individual 
tap rate) for as long as possible.

Depleting Task, Mental Effort. In the first crossing out “E’s” task subjects were instructed to click on as many 
“E’s” as possible on a page of random letters in paragraph format over 4 minutes (forming a habit of 
clicking all “E’s”).  This was followed by a second page where participants were randomized to either a 
control group (where the instructions were the same as the first page) or an experimental depletion group 
(where they were instructed to cross out “E” as long as it was not directly next to or one space away from 
any vowel—requiring inhibition of previously formed habit and holding rules in working memory). A circle 
appears around an “E”only after a correct click.

Dependent Measure, Physical Effort. The above task was followed by the dependent measure where 
participants were instructed to press the left and right arrow keys in an alternating fashion using only one 
hand.  Participants’ time above their individualized threshold rate was measured.  Times above threshold 
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were normalized by the threshold value. A difference in the total time that subjects performed above 
threshold was the main expected effect.  

                         

Subjects completed a repeated-measures crossover version of the dual-task paradigm. Condition grouping 
was randomly assigned to complete two trials of easy (control) tasks followed by two trials of hard 
(depleting) tasks or vice versa for a total of four trials for a 50-minute total time. A total of  77 subjects 
completed the study (38/39 per order condition).

3         Results and Discussion

3.1       Physical performance declines after difficult mental task, but only before crossover

The main predicted effect of decreased physical performance following difficult mental tasks was not 
present across all blocks, but was present between groups on the first trial. A trend in the predicted 
direction (greater performance after easy) was observed before the difficulty crossover, but not on trials 
after. This modest, but significant effect resembles the same trend seen in an earlier behavioral study (no 
pupillometry) and a replication study — no other null-finding studies or data have been excluded. Non-
parametric one-way ANOVA was used to detect group difference.

                Present Study (n 77)               Behavioral Study Data (n 45)      Replication with Pupil Data (n 44)

* = Kruskal-Wallis p < 0.05

3.2      Pupil diameter is smaller during difficult mental task

Pupil diameter was significantly smaller during the difficult mental effort task. This reduction in mean 
pupil size was not due to differences in pupil event related potentials (pERP) associated with finding target 
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“E’s”. The significant reduction in pupil is still present in pERP’s with a freely varying baseline.

3.3 Pupil diameter during mental task correlates with mental performance

A reduced pupil diameter on a task designed to produce increases in cognitive demands was an unexpected 
result. Increases in mental workload are generally associated with increased arousal, resulting in increases 
in pupil size. We then investigated if decreased pupil size was representing systematic task disengagement 
by subjects. To do this we quantified performance on each page of the mental effort task as a mean reward 
rate (response accuracy/inter-response interval) as correct response per second. This measure captures the 
tradeoff between speed and accuracy to quantify total mental performance. For example, 80% accuracy with 
correct clicks every 2 second would yield a high score of 0.4 (0.8/2). High accuracy with long response times 
or low accuracy with fast response times produce middling scores (1.0/10 = 0.1 or 0.2/2 = 0.1). 
Individualized difference scores were created by subtracting page 2 (difficult) from page 1 (control). These 
scores were averaged across both difficult trials and then correlated with average pupil size difference 
scores calculated in the same way. It was found that higher relative mental performance correlated with 
increased  relative pupil diameter. This correlation suggests that larger pupil size reflects task engagement. It 
should be noted that this relationship was only present in the condition when the hard mental tasks were 
completed in blocks 1 and 2 and easy in blocks 3 and 4.
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3.4 Pupil diameter and performance on difficult mental task correlates with physical performance

Relative pupil diameter and mental performance on difficult trials were then separately correlated with 
subsequent physical performance for each subject averaged across both difficult trials. It was found that 
lower relative mental performance (dM) predicted greater subsequent physical performance. This finding 
suggests that the performance changes observed after difficult mental tasks (the depletion effect) is 
mediated not only by categorical task difficulty, but also by individual performance on the difficult task 
(i.e., greater mental performance leads to greater depletion effect). Similarly, smaller relative pupil size (dP) 
predicted higher subsequent physical performance (T). This is consistent with an interpretation that 
increases in pupil size are indicative of increased task engagement with an associated increase in cognitive 
performance. Multiple regression analysis (T ~ dP + dM)  revealed that the majority of the total variance is 
explained by mental performance difference alone.

             

Overall these findings suggest that the inconsistent results reported in the self-control depletion literature 
may be due in part to the failure to control for individual subject engagement on the depleting task. Using 
experimental paradigms that allow for quantification of individual performance on the depleting task 
combined with pupillometry (an increasingly affordable and non-invasive psychometric tool) offer a 
method for controlling for task engagement.
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Abstract

Transferring knowledge from prior source tasks in solving a new target task can be useful in several learning applications.
The application of transfer poses two serious challenges which have not been adequately addressed. First, the agent
should be able to avoid negative transfer, which happens when the transfer hampers or slows down the learning instead
of helping it. Second, the agent should be able to selectively transfer, which is the ability to select and transfer from
different and multiple source tasks for different parts of the state space of the target task. We propose A2T 1 (Attend,
Adapt and Transfer), an attentive deep architecture which adapts and transfers from these source tasks. Our model is
generic enough to effect transfer of either policies or value functions. Empirical evaluations on different learning algo-
rithms show that A2T is an effective architecture for transfer by being able to avoid negative transfer while transferring
selectively from multiple source tasks in the same domain.
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1 Introduction

One of the goals of Artificial Intelligence (AI) is to build autonomous agents that can learn and adapt to new environ-
ments. Reinforcement Learning (RL) is a key technique for achieving such adaptability. The goal of RL algorithms is to
learn an optimal policy for choosing actions that maximize some notion of long term performance. Transferring knowl-
edge gained from tasks solved earlier to solve a new target task can help, either in terms of speeding up the learning
process or in terms of achieving a better solution, among other performance measures. When applied to RL, transfer
could be accomplished in many ways ([4],[12],[6],[5] see [13, 14] for a very good survey of the field). One could use the
value function from the source task as an initial estimate in the target task to cut down exploration [11]. Alternatively
one could use policies from the source task(s) in the target task [1, 8, 7, 3]. The two recent works that are very relevant to
the proposed architecture are [9] and [10].

While transfer in RL has been much explored, there are two crucial issues that have not been adequately addressed in
the literature. The first is negative transfer, which occurs when the transfer results in a performance that is worse when
compared to learning from scratch in the target task. This severely limits the applicability of many transfer techniques
only to cases for which some measure of relatedness between source and target tasks can be guaranteed beforehand.
This brings us to the second problem with transfer, which is the issue of identifying an appropriate source task from
which to transfer. In some scenarios, different source tasks might be relevant and useful for different parts of the state
space of the target task. As a real world analogy, consider multiple players (experts) who are good at different aspects
of a game (say, tennis). For example, Player 1 is good at playing backhand shots while Player 2 is good at playing
forehand shots. Consider the case of a new player (agent) who wants to learn tennis by selectively learning from these
two experts. Our agent can transfer knowledge from Player 1 when required to play backhand shots and Player 2 for
playing forehand shots. We call this selective transfer. Further, let us consider consider the situation that both Player 1
and Player 2 are bad at playing drop shots. Apart from the source tasks, we maintain a base network that learns from
scratch on the target task. Our framework allows an agent to avoid transferring from both Players 1 and 2 while learning
to play drop shots, and rather acquire the drop shot skill by learning to use the base network. The architecture is trained
such that the base network uses not just the experience obtained through the usage of its solutions in the target task,
but the overall experience acquired using the combined knowledge of the source tasks and itself. This enables the base
network solutions to get closer to the behavior of the overall architecture (which uses the source task solutions as well).
This makes it easier for the base network to assist the architecture to fine tune the useful source task solutions to suit the
target task perfectly over time. The key contribution in the architecture is a deep attention network, that decides which
solutions to attend to, for a given input state.

To this end, we propose A2T: Attend, Adapt and Transfer, an Attentive Deep Architecture for Adaptive Transfer, that
avoids negative transfer while performing selective transfer from multiple source tasks in the same domain. A2T is
a fairly generic framework that can be used to selectively transfer different skills available from different experts as
appropriate to the situation. For instance, a household robot can appropriately use skills from different experts for
different household chores. Further, A2T is generic enough to effect transfer of either action policies or action-value
functions, as the case may be.

2 Proposed Architecture

Let there be N source tasks and let K1,K2, . . .KN be the solutions of these source tasks 1, . . . N respectively. Let KT be
the solution that we learn in the target task T . Source tasks refer to tasks that we have already learnt to perform and
target task refers to the task that we are interested in learning now. These solutions could be for example policies or
state-action values. Here the source tasks should be in the same domain as the target task, having the same state and
action spaces. We propose a setting where KT is learned as a function of K1, . . . ,KN ,KB , where KB is the solution of a
base network which starts learning from scratch while acting on the target task.

KT (s) = wN+1,sKB(s) +
N∑

i=1

wi,sKi(s) (1)

∑N+1
i=1 wi,s = 1, wi,s ∈ [0, 1] where, wi,s is the weight given to the ith solution at state s. The agent uses KT to act in the

target task. Figure 1 shows the proposed architecture. While the source task solutions K1, . . . ,KN remain fixed, the base
network solutions are learnt and hence KB can change over time. There is a central network which learns the weights
(wi,s, i ∈ 1, 2, . . . , N + 1), given the input state s. We refer to this network as the attention network. The [0, 1] weights
determine the attention each solution gets allowing the agent to selectively accept or reject the different solutions, de-
pending on the input state. (e1,s, e2,s, . . . , eN+1,s) = f(s; θa). Here, f(s; θa) is a deep neural network (attention network),
which could consist of convolution layers and fully connected layers depending on the representation of input. It is
parametrised by θa and takes as input a state s and outputs a vector of length N + 1, which gives the attention scores
for the N + 1 solutions at state s. This score is then normalised using softmax to get the weights wi,s. Working at the

1
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granularity of states allows the attention network to attend to different source tasks, for different parts of the state space
of the target task, thus giving it the ability to perform selective transfer. For parts of the state space in the target task,
where the source task solutions cause negative transfer or where the source task solutions are not relevant, the attention
network learns to give high weight to the base network solution (which can be learnt and improved), thus avoiding
negative transfer.

Depending on the feedback obtained from the environment upon following KT , the attention network’s pa-
rameters θa are updated to improve performance. The source task solutions, K1, . . . ,KN remain fixed. Up-
dating these source task’s parameters would cause a significant amount of unlearning in the source tasks so-
lutions and result in a weaker transfer, which we observed empirically. This also enables the use of source
task solutions, as long as we have the outputs alone, irrespective of how and where they come from.

Figure 1: A2T architecture

Even though the agent follows KT , we update the parameters of the base network
that produces KB , as if the action taken by the agent was based only on KB . Due
to this special way of updating KB , apart from the experience got through the
unique and individual contribution of KB to KT in parts of the state space where
the source task solutions are not relevant,KB also uses the valuable experience got
by using KT which uses the solutions of the source tasks as well. In practise, the
source task solutions though useful, might need to be modified to suit perfectly for
the target task. The base network also takes care of these modifications required to
make the useful source task solutions perfect for the target task. The special way
of training the base network assists the architecture in achieving this faster. To
summarise, for a given state, A2T learns to attend to specific solutions and adapts
this attention over different states, hence attaining useful transfer. A2T is general and can be used for transfer of solutions
such as policy and value.

In the case of policy transfer, the solutions that we transfer are the source task policies, taking advantage of which, we
learn a policy for the target task. Thus, we have K1, . . . ,KN ,KB ,KT ← π1, . . . πN , πB , πT . Here π represents a stochastic
policy, a probability distribution over all the actions. The agent acts in the target task, by sampling actions from the
probability distribution πT .

In the case of value transfer, the solutions being transferred are the source tasks’ action-value functions, which we will
call as Q functions. Thus, K1, . . . ,KN ,KB ,KT ← Q1, . . . , QN , QB , QT . Let A represent the discrete action space for the
tasks and Qi(s) = {Q(s, aj) ∀ aj ∈ A}. The agent acts by using QT in the target task, which is got as described in Eq.(1).

3 Experiments and Discussion

We evaluate the performance of A2T on policy transfer in two discrete versions of the standard puddle world (Figure 2a,
2b). Further, we evaluate the performance of our architecture on value transfer using the Arcade Learning Environment
(ALE) platform [2]. The main goal of these experiments is to test the consistency of results with the algorithm motivation.

(a) Puddle World 1 (b) Puddle World 2

Figure 2: Puddle worlds used for policy transfer ex-
periments

3.1 Ability to do Selective Transfer

In this section, we consider the case when multiple partially fa-
vorable source tasks are available such that each of them can
assist the learning process for different parts of the state space
of the target task. The objective here is to first show the effec-
tiveness of the attention network in learning to focus only on the
source task relevant to the state the agent encounters while try-
ing to complete the target task and then evaluating the full ar-
chitecture with an additional randomly initialised base network.

This is illustrated for the Policy Transfer setting using the chain
world of length 21. A is the left most cell, while B is the right
most cell of the chain world. C lies in the center. Consider that the target task LT is to start in A or B with uniform
probability and reach C in the least number of steps. L1 is the source task where the agent has learned to reach the
left end (A) starting from the right end (B). In contrast, L2 is the source task where the agent has learned to reach the
right end (B) starting from the left end (A).We train the agent to solve the task LT using REINFORCE given the policies
learned for L1 and L2. Figure 3a (i) shows the weights given by the attention network to the two source task policies for
different parts of the state space at the end of learning. We observe that the attention network has learned to ignore L1,
and L2 for the left, and right half of the state space of the target task, respectively.

2
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(a) The weights given by the atten-
tion network. Selective transfer in
REINFORCE

(b) Selective transfer in Actor-
Critic

(c) Visualisation of the attention
weights in the Selective Transfer
with Attention Network experi-
ment:

(d) Selective Value Transfer.

Figure 3: Evaluation of A2T in doing selective transfer in different domains.

Next, we add base network and evaluate the full architecture on this task. Figure 3a (ii) shows the weights given by the
attention network to the different source policies for different parts of the state space at the end of learning. We observe
that the attention network has learned to ignore L1, and L2 for the left, and right half of the state space of the target
task, respectively. As the base network replicates πT over time, it has a high weight throughout the state space of the
target task. We also evaluate our architecture in a relatively more complex puddle world shown in Figure 2b. In this
case, L1 is the task of moving from S1 to G1, and L2 is the task of moving from S2 to G1. In the target task LT , the agent
has to learn to move to G1 starting from either S1 or S2 chosen with uniform probability. We learn the task LT using
Actor-Critic method where A2T is the actor. Figure 3b shows the performance results. We observe that actor-critic using
A2T is able to use the policies learned for L1, and L2 and performs better than a network learning from scratch without
any knowledge of source tasks.

We do a similar evaluation of the attention network, followed by our full architecture for value transfer as well. We
try to simulate players with different weakness’ in Pong. The trick is to blur the part of the screen where we want to
force the agent to be weak at returning the ball. We construct two partially helpful source task experts L1 and L2. L1 is
constructed by training a DQN on Pong with the upper quadrant (the agent’s side) blurred, while L2 is constructed by
training a DQN with the lower quadrant (the agent’s side) blurred. The source task experts L1 and L2 scored an average
of 9.2 and 8 respectively on Pong game play with black background. With an attention network to suitably weigh the
value functions of L1 and L2, an average performance of 17.2 was recorded just after a single epoch (250,000 frames) of
training. (The score in Pong is in the range of [−21, 21]). This clearly shows that the attention mechanism has learned to
take advantage of the experts adaptively. Fig. 3c shows a visualisation of the attention weights for the same. We see that
in the first two snapshots, the ball is in the lower quadrant and as expected, the attention is high on Expert-1, while in
the third and fourth snapshots, as the ball bounces back into the upper quadrant, the attention increases on Expert-2.

We then evaluate our full architecture (A2T) in this setting, i.e with an addition of DQN learning from scratch (base
network) to the above setting. The architecture can take advantage of the knowledge of the source task experts selectively
early on during the training while using the expertise of the base network wherever required, to perform well on the
target task. Figure 3d summarizes the results, where it is clear that learning with both the partially useful experts is
better than learning with only one of them which in turn is better than learning from scratch without any additional
knowledge.

3.2 Ability to Avoid Negative Transfer and Ability to Transfer from Favorable Task

We first consider the case when only one learned source task is available such that its solution K1 (policy or value) can
hamper the learning process of the new target task. We refer to such a source task as an unfavorable source task. In
such a scenario, the attention network shown in Figure 1 should learn to assign a very low weight (ignore) to K1 . We
also consider a modification of this setting by adding another source task whose solution K2 is favorable to the target
task. We now define an experiment using the puddle world from Figure 2a for policy transfer. The target task in our
experiment is to maximize the return in reaching the goal state G1 starting from any one of the states S1, S2, S3, S4. We
artificially construct an unfavorable source task by first learning to solve the above task and then negating the weights
of the topmost layer of the actor network. We then add a favorable task to the above setting. We artificially construct a
favorable source task simply by learning to solve the target task and using the learned actor network. Figure 4a shows
the results. The target task for the value transfer experiment is to reach expert level performance on Pong. Inverse-Pong:
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A DQN on Pong trained with negated reward functions, that is with R′(s, a) = −R(s, a) where R(s, a) is the reward
provided by the ALE emulator for choosing action a at state s is used as the unfavorable task.

(a) Avoiding negative transfer and
transferring policy from a favor-
able task(lower the better).

(b) Avoiding negative trans-
fer(Pong) and transferring from a
favorable task

Figure 4: Avoiding negative transfer and transferring value from a fa-
vorable task(higher the better).

We artificially construct a favorable source
task by learning a DQN to achieve exper-
tise on the target task (Pong) and use the
learned network. Figure 4b compares the per-
formance of the various scenarios when the
unfavorable source task is Inverse-Pong.

From all the above results, we can clearly see
that A2T does not get hampered by the unfa-
vorable source task by learning to ignore the
same and performs competitively with just
a randomly initialized learning on the target
task without any expert available. Secondly,
in the presence of an additional source task
that is favorable, A2T learns to transfer use-
ful knowledge from the same while ignoring
the unfavorable task, thereby reaching expertise on the target task much faster than the other scenarios.

4 Conclusion and Future work

In this paper we present a very general deep neural network architecture, A2T, for transfer learning that avoids negative
transfer while enabling selective transfer from multiple source tasks in the same domain. We show simple ways of using
A2T for policy transfer and value transfer. We empirically evaluate its performance with different algorithms, using
simulated worlds and games, and show that it indeed achieves its stated goals. Apart from transferring task solutions,
A2T can also be used for transferring other useful knowledge such as the model of the world. While in this work we
focused on transfer between tasks that share the same state and action spaces and are in the same domain, the use of
deep networks opens up the possibility of going beyond this setting. For example, a deep neural network can be used to
learn common representations [9] for multiple tasks thereby enabling transfer between related tasks that could possibly
have different state-action spaces. A hierarchical attention over the lower level filters across source task networks while
learning the filters for the target task network is another natural extension to transfer across tasks with different state-
action spaces. The setup from Progressive Neural Networks [10] could be borrowed for the filter transfer, while the A2T
setup can be retained for the policy/value transfer. Exploring this setting for continuous control tasks so as to transfer
from modular controllers as well avoid negative transfer is also a potential direction for future research.
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Abstract

In many decision-making settings, reward is acquired in response to some complex behaviour that an agent realizes over
time. An autonomous taxi may receive reward for picking up a passenger and subsequently delivering them to their
destination. An assistive robot may receive reward for ensuring a person in their care takes their medication once daily
soon after eating. Such reward is acquired by an agent in response to following a path – a sequence of states that col-
lectively capture the reward-worthy behaviour. Reward of this sort is referred to as non-Markovian reward because it is
predicated on state history rather than current state. Our concern in this paper is with both the specification and effective
exploitation of non-Markovian reward in the context of Markov Decision Processes (MDPs). State-of-the-art UCT-based
planners struggle with non-Markovian rewards because of their weak guidance and relatively myopic lookahead. Here
we specify non-Markovian reward-worthy behaviour in Linear Temporal Logic. We translate these behaviours to cor-
responding deterministic finite state automata whose accepting conditions signify satisfaction of the reward-worthy
behaviour. These automata accepting conditions form the basis of Markovian rewards that can be solved by off-the-shelf
MDP planners, while crucially preserving policy optimality guarantees. We then explore the use of reward shaping to
automatically transform these automata-based rewards into reshaped rewards that better guide search. We augmented
benchmark MDP domains with non-Markovian rewards and evaluated our technique using PROST, a state-of-the-art
heuristic and UCT-based MDP planner. Our experiments demonstrate significantly improved performance achieved by
the exploitation of our techniques. The work presented here reflects the use of Linear Temporal Logic to specify non-
Markovian reward, but our approach will work for any formal language for which there is a corresponding automata
representation.

Keywords: Markov Decision Processes, Non-Markovian Rewards, LTL,
Monte Carlo Search, Reward Shaping
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1 Introduction

In Markov Decision Processes agents typically receive positive or negative reward in response to their current state.
Nevertheless, agents may also realize reward in response to more complex behaviour that is reflected over a sequence of
states. An autonomous taxi may receive reward for picking up a passenger and subsequently delivering them to their
destination. Similarly, a personal robot getting ice cubes from the freezer is rewarded for opening the freezer, removing
the ice cubes, and closing the freezer soon after. Such reward is commonly referred to as non-Markovian reward because
it is predicated on the state history rather than solely on the current state. Our concern in this paper is with both the
specification and effective exploitation of non-Markovian reward in Markov Decision Processes (MDPs). Here we use
Linear Temporal Logic to specify non-Markovian rewards. Notwithstanding, our approach is applicable to other formal
languages for which there exist corresponding automata representations.

Current state-of-the-art MDP planners are based on heuristic search and variants of UCT techniques [11]. UCT policies
tend to make greedy and myopic decisions. As such, these planners struggle with non-Markovian rewards since there is
little guidance for their relatively myopic lookahead. The impact of this myopic guidance can be seen in state-of-the-art
MDP planner PROST [10], a UCT-based planner that generates high-quality solutions for moderately sized MDPs, but
whose performance suffers in large problems that require significant lookahead.

In this paper we explore transformation of the reward function through reward shaping [12] as a means of mitigating for
the myopic lookahead of UCT-based methods. To this end, we propose an approach to solving non-Markovian Reward
Decision Problems (NMRDPs) by transforming our reward-worthy non-Markovian behaviour into corresponding deter-
ministic finite state automata. The accepting conditions of these automata signify satisfaction of the reward-inducing
behaviour in a manner that is solvable with off-the-shelf MDP planners, crucially preserving optimality guarantees.
Moreover, we use reward shaping with these automata-based reward encodings in order to induce non-sparse, myopic-
friendly rewards. This helps guide the accrual of non-Markovian reward. We evaluate our approach to solving NMRDPs
via experimentation with off-the-shelf state-of-the-art heuristic and UCT-based MDP planners. Experiments with a set
of International Probabilistic Planning Competition (IPPC) domains augmented with non-Markovian rewards show sig-
nificantly improved performance using our automata representation together with reward shaping.

2 Background

2.1 Model-based Decision Making

Markov Decision Processes: Markov Decision Processes (MDPs) [14] are popular models for decision-theoretic planning
problems [5]. An MDP is a tuple M = 〈S,A, P,R, T, γ, s0〉, where: S is a finite set of states; A is a finite set of actions;
Pa(s, s′) is the probability of reaching the state s′ ∈ S after applying action a in state s ∈ S; R : S × A × S → R is
the reward function (sometimes R : S × A → R); T ∈ N is the horizon; γ ∈ (0, 1] is the discount factor; and s0 ∈ S
is the initial state of the MDP. Solutions to an MDP are a sequence of step-dependent policies Π = (π0, . . . , πT−1) that
map states s ∈ S at step k (0 ≤ k < T ) to actions πk(s) ∈ A. The value of a policy Π in state s at step k, VΠ,k(s), is the
expected discounted cumulative reward over the horizon T − k following Π. Formally, VΠ,k(s) = EΠ{ΣT−1

i=k γ
iRi}, where

Rt denotes the immediate reward obtained at step i if the agent follows policy Π from s. An optimal policy sequence Π∗

for an MDP over horizon T with initial state s0 satisfies Π∗ = argmaxΠ VΠ,0(s0).

MDPs are commonly described using factored representations of the states and dynamics. In particular, RDDL [15] is
a modelling language that allows for a lifted, compact representation of factored MDPs. The current state-of-the-art
solution method for MDPs specified in RDDL is PROST [10], a Monte Carlo sampling algorithm based on UCT and
heuristic search. Whereas PROST generates good-quality solutions for moderate-sized MDPs, its performance suffers in
large problems that require significant look-ahead. In such cases, the Monte-Carlo roll-outs cannot capture the structures
inherent in the problem, leading to myopic search behavior.

Non-Markovian Reward Decision Processes: NMRDPs (e.g., [1, 2, 16]) generalize the MDP model by allowing reward
functions to range over the history of visited states. In contrast to MDPs, the domain of the reward function R ranges
over the set of finite state sequences drawn from S, denoted S?. As in conventional MDPs, optimal solutions maximize
the expected discounted cumulative reward.

2.2 Finite Linear Temporal Logic and Deterministic Finite-State Automata

Linear Temporal Logic (LTL) is a compelling language for expressing temporal properties over (infinite) sequences of states,
balancing expressiveness with ease of use. LTL was initially developed to express safety and liveness properties for pro-
gram verification [13] and has been used for a myriad of applications including the specification of temporally extended
goals and preferences in planning (e.g., [4]). Here we specify non-Markovian rewards using LTLf , a variant of LTL in-
terpreted over finite traces. Our specification language is similar to $FLTL, a finitely interpreted future LTL used by
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q0start

q1

q2

¬ingested(lunch) ∧
¬ingested(medication)

ingested(lunch) ∧
¬ingested(medication)

ingested(lunch) ∧ ingested(medication)

1

ingested(medication)

¬ingested(medication)

Figure 1: DFA corresponding to LTLf formula (ingested(medication)) ∧ (¬ingested(medication) U ingested(lunch)).

Thiébaux et al. (2006) to specify non-Markovian rewards. Bacchus et al. (1996, 1997) employed a finitely interpreted Past
LTL (PLTL) to specify non-Markovian rewards.

The syntax of LTLf includes the logical connectives (∧, ∨, ¬), unary modal operators next (), weak next ( ), and binary
modal operator until ( U ). Other operators, such as always () and eventually (), can be defined in terms of these basic
operators. The truth of an LTLf formula ϕ is evaluated over finite sequences of states which – in the context of this paper
– are the propositional states of an NMRDP or MDP (see [8] for details). We write π |= ϕ when a sequence of states
π = s0, . . . , sn satisfies ϕ.

By way of illustration, an assistive robot might accumulate reward by ensuring that its ward takes their medication daily
and that they do so after eating lunch. Such behaviour might be expressed by LTLf formula (ingested(medication)) ∧
(¬ingested(medication) U ingested(lunch)).

2.2.1 LTLf and Deterministic Finite-State Automata

Given LTLf formula ϕ, one can construct a corresponding Deterministic Finite-State Automaton (DFA) Aϕ that accepts a
word π iff it satisfies ϕ (e.g. [9]). A DFA is a tuple 〈Q,Σ, δ, q0, QFin〉, where Q is a finite set of states, Σ is the alphabet of
the automaton, δ : Q×Σ→ Q is a transition function, q0 ∈ Q is the initial state, and QFin ⊆ Q is a set of accepting states.
The transition dynamics of an automaton is defined over finite words, or sequences w = s0, s1, . . . , sn of elements in Σ. In
the scope of this paper, Σ are the states of an MDP. At every stage i, the automaton makes a deterministic transition from
state qi to state qi+1 = δ(qi, si). We say that M accepts w if qn+1 ∈ QFin.

Fig. 1 shows a DFA corresponding to LTLf formula (ingested(medication))∧ (¬ingested(medication) U ingested(lunch)).
Automaton states are represented by nodes, and transitions are represented by arcs. Transition labels describe
the conditions that need to hold in a state to allow a particular transition. These are called guards. Finally,
accepting states are depicted by double-ringed nodes. The word π = {¬ingested(lunch),¬ingested(medication);
ingested(lunch),¬ingested(medication); ingested(lunch), ingested(medication)} induces one and only one run in the au-
tomaton, {q0, q0, q1, q2}. As this run finishes in an accepting state, it follows that π satisfies the LTLf formula.

3 Problem: Solving NMRDPs with LTLf rewards

As noted in Section 1, state-of-the-art MDP planners based on heuristic search and UCT struggle with non-Markovian
rewards. In the rest of this paper we propose a novel method to effectively address this shortcoming. Following Bacchus
et al. (1996), we specify rewards in an NMRDP as a temporally extended reward function (TERF). This TERF is realized by
a set of reward behaviours, ϕi, specified in here in LTLf , together with a set of mappings to rewards ri, denoted ϕi : ri.
Reward ri is realized upon satisfaction of ϕi.

Returning to our previous example, we can define a TERF that gives a positive reward of 100 to agent behavior ϕ,
satisfying (ingested(medication)) ∧ (¬ingested(medication) U ingested(lunch)), written ϕ : 100. To only reward the
first occurrence of the behaviour within a sequence of states, one could modify the above LTLf formula as follows:
(¬ingested(medication) U (ingested(medication) ∧ ¬>)) ∧ (¬ingested(medication) U ingested(lunch)).

4 Approach: From LTLf to automata-based reward shaping

To solve an NMRDP, M , we compile M with TERF R into an MDP M ′ with a Markovian reward R′ that can be solved
with a conventional off-the-shelf MDP planner. Our approach is realized in three steps: (i) for each ϕ : r in the TERF, the
LTLf formula ϕ is transformed into a corresponding DFAAϕ; (ii) an MDPM ′ is constructed fromM by augmenting state
variables and transitions to reflect the state and progress of each Aϕ towards its accepting condition. The Markovian
reward function R′ is associated with being in the accepting conditions of each Aϕ, denoting satisfaction of reward-
worthy behaviour ϕ; and (iii) M ′ is solved using an off-the-shelf MDP planner, thus obtaining a solution that can be
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converted, in a straightforward manner, into a solution to M . For the purposes of this paper, we limit our explication to
finite-horizon NMRDPs. Notwithstanding, our approach can be extended to infinite-horizon NMRDPs.

Elaborating on step (ii), M ′ augments M with extra fluents and actions that integrate the dynamics of the DFAs within
the MDP. The dynamics of M ′ expand each time step into three modes: world, sync, and reward. In world mode, an
action from the NMRDP is applied. In sync mode, the automata states are synchronized according to the observed
state. Intuitively, the automata states simulate the runs of the automata given the observed world state trajectories. The
assignment of reward is delayed to reward mode and is performed upon satisfaction of each of the LTLf reward formulae
in the TERF . This is detected when an automaton reaches an accepting state. Solutions to the original NMRDP– that is,
mappings from state trajectories into actions – can be obtained from solutions to the compiled MDP M ′ by simulating
the state trajectories in M ′. Our compilation preserves optimal solutions, as there is a bijection between state trajectories
in M and M ′ that preserves the accumulated reward. The interested reader can find the technical details in [6, 7].
Theorem 1. The automata-based compilation from NMRDPs into MDPs preserves optimal solutions.

Returning to our assistive robot example with TERF defined by ϕ : 100, suppose the agent performs actions
ingest(lunch) followed by ingest(medication), which induce the state trajectory (only relevant subset of state shown): π =
{¬ingested(lunch),¬ingested(medication); ingested(lunch),¬ingested(medication); ingested(lunch), ingested(medication)}.
The dynamics in the compiled MDP start by processing the initial state, and self-transitioning from the automaton state
q0 to itself. In reward mode, no reward is given. Then, in world mode the action ingest(lunch) is performed, leading to a
state s1 in which {¬ingested(medication), ingested(lunch)} holds. The following sync mode synchronizes the automaton
state to q1, and so on until reaching world state s2, where {ingested(medication), ingested(lunch)} holds. At this point,
the automaton synchronizes to state q3, that is accepting. In reward mode, a reward of 100 is given.

4.1 Improving Performance via Reward Shaping

The above approach to solving NMRDPs preserves optimality (cf. Theorem 1). Here we augment our approach with
reward shaping in an effort to mitigate for the sparse reward inherent in our non-Markovian rewards, that aggravates
the weak guidance and lookahead of state-of-the-art UCT-based MDP planners.

Reward shaping is a common technique in MDPs which aims to improve search by transforming the reward function.
Such reward transformations have the form R′(s, a, s′) = R(s, a, s′) + F (s, a, s′), where R is the original reward function
and F is a shaping reward function. The intuition behind reward shaping is that by increasing (resp. decreasing) the
reward in states that lead to other high-value states or trajectories (resp. low-value states or trajectories), we can increase
the effectiveness of search and the quality of solutions, while reducing search memory and run times. Unfortunately,
reward shaping with an arbitrary F (s, a, s′) may lead to an optimal policy that is suboptimal w.r.t. the original unshaped
reward. However, as noted by [12], if F (s, a, s′) is chosen from a restricted class of potential-based shaping functions
defined as F (s, a, s′) = γφ(s′)− φ(s) (for some real-valued function φ), then this guarantees preservation of optimal and
near-optimal policies with respect to the original unshaped MDP. Preservation of near-optimality is desirable since it
provides guarantees for suboptimal solutions obtained by approximate methods.

Here we introduce a reward shaping technique that is, by construction, potential-based, and thus preserves optimal
and near-optimal solutions. Given a particular automaton configuration in s, the idea is to decompose the potential
φ(s) into sums of potentials for each of the automaton state variables, fq , that together describe the current automaton
configuration. Since many off-the-shelf MDP planners employ reward functions of the form R(s, a), rather than the
more general R(s, a, s′), we record the previous automaton configuration in corresponding state variables f cq , and delay
attribution of reward to reward mode. Our corresponding shaping reward function isF (s) = γ

∑
fq
φ(fq)−∑fc

q
φ(f cq ), for

all fq and f cq that hold in s. To preserve optimality in finite-horizon NMRDPs, partial rewards given to state trajectories
that do not finish in accepting states of the TERF must be subtracted; full details are in [7].
Theorem 2. Automata-based reward shaping preserves optimal, and near-optimal solutions.

In the assistive robot example, we may want to provide some guidance by assigning potentials φ(q0) = 0, φ(q1) = 50,
and φ(q2) = 100. Intuitively, these potentials assign positive reward for transitioning from q0 to q1, with the rationale
that state trajectories that yield such transitions make progress towards achievement of an accepting state.

5 Empirical Evaluation

We performed preliminary experiments to assess the benefits of our automata-based reward transformations at guiding
search for high-quality solutions. For this task, we selected two different benchmarks from the previous IPPC: academic-
advising, and wildfire. We replaced the original rewards with non-Markovian rewards, and compiled the resulting NM-
RDPs into MDPs as described above. All problems were described in RDDL [15], and we used PROST [10] as the MDP
planner. In academic-advising problems, p m n , the agent is rewarded for passing m ·n courses, each one having m course
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MDP Planner Compilation p
3 3

p
4 2

p
4 3

p
4 4

PROST UCT?(IDS) MDP 30 30 0 0
PROST UCT?(DFS) MDP 30 30 0 0
PROST IPPC-2014 MDP 2 30 0 0
PROST IPPC-2011 MDP 27 30 2 0
UCT MDP 0 0 0 0

PROST UCT?(IDS) MDP + RS 30 30 30 30
PROST UCT?(DFS) MDP + RS 30 30 30 30
PROST IPPC-2014 MDP + RS 30 30 30 30
PROST IPPC-2011 MDP + RS 30 30 30 30
UCT (3 steps look ahead) MDP + RS 29 30 29 30

Table 1: Number of runs (over 30 trials) that achieved the
non-Markovian reward in the academic-advising problems.
Compilations tested with and without reward shaping (RS).

MDP Planner No RS RS

PROST UCT?(IDS) MLE 617
PROST UCT?(DFS) MLE 627
PROST IPPC-2014 MLE 620
PROST IPPC-2011 MLE 637
UCT (3 steps look ahead) 423 527
no actions taken 263 263

Table 2: Average reward achieved (over 30 tri-
als) in the MDP compilations of the wildfire prob-
lem, with and without reward shaping (RS).
MLE indicates that PROST exceeded the mem-
ory limit of 512 MB.

prerequisites. In the wildfire problems, the agent is given reward to extinguish fire in a 3 × 3 grid, if performed no later
than two time steps from its origination. The potentials used for reward shaping are naive, and distributed uniformly in
the automaton states according to the distance to an accepting state. We observed that reward shaping can be an effec-
tive technique to provide guidance. In some of our tests, the quality of solutions improved drastically from zero average
reward, to optimal policies even with simple UCT search (see Table 1). The wildfire problems are more probabilistically
complex, and PROST easily ran out of memory (512 MB) in problems without reward shaping (see Table 2). On the other
side, the guidance provided by reward shaping reduced the amount of memory needed by PROST, which found policies
of increased quality than those obtained without reward shaping – even when we limited the memory usage of PROST.

6 Summary and Discussion

NMRDPs provide a powerful framework for modelling decision-making problems with behaviour-based rewards. In
this paper we use LTLf to specify rich non-Markovian rewards and present a technique for solving NMRDPs through a
compilation to MDPs that can be solved with off-the-shelf MDP planners. Our approach integrates automata representa-
tions of the LTLf formulae into the compiled MDP. We leverage reward shaping to help guide search, mitigating for the
sparseness of non-Markovian rewards and the poor lookahead of some state-of-the-art UCT-based methods. Our exper-
iments demonstrate that automata-based reward shaping is an effective method to enhance search and obtain solutions
of superior quality. While non-Markovian rewards were specified here in LTLf , the proposed approach will work for
rewards specified in any formal language for which there is a corresponding automata representation (e.g., [3]).
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Abstract

While significant advancements have been made recently in the field of reinforcement learning, relatively little work
has been devoted to reinforcement learning in a human context. Learning in the context of a human adds a variety of
additional constraints that make the problem more difficult including an increased importance on sample efficiency and
the inherent unpredictability of the human counterpart.

In this work we used the Sparse Latent Space Policy Search algorithm and a linear-Gaussian trajectory approximator
with the objective of learning optimized, understandable trajectories for object handovers between a robot and a human
with very high sample-efficiency. We present an analysis of various learning scenarios and provide results for each.

Keywords: Trajectory optimization, human-robot interaction, dimensionality
reduction
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1 Introduction

Reinforcement learning (RL) algorithms have been shown to solve highly challenging tasks. Harnessing these capabilities
for human-assistive technologies will lead to important breakthroughs in domestic and healthcare robotics.

For example, a robot assistant may learn how to seamlessly handover objects to human partners with specific personal
preferences, limited postural range, or physical disabilities. Fig. 1 shows a robot assistant offering an apple to a person
with an arm fracture. By finding an individualized solution for the task, the robot could increase the likelihood of success
and improve quality of life for the human. Unfortunately, standard reinforcement learning methods are ill-suited for
human-in-the-loop learning scenarios due to their inherent sample complexity required to reach a reasonable solution.
Both human and robot would have to jointly execute a task for long periods of time before finding a reasonable solution.

Human-centered applications of RL therefore require sample-efficient methods that can learn with a limited budget of
trials, e.g., less than 100 trials. In this paper we discuss a sample-efficient RL method that is particularly well suited
for human-in-the-loop learning. The rationale underlying our algorithm is that policy parameters are often correlated.
Individual joints can be grouped into synergies. A combination of a small number of synergies, can lead to a large range
of different possible movements. In humans, such synergies reduce the dimensionality of the control task and, in turn,
reduce the cognitive effort during learning and execution [1].

Figure 1: A Baxter robot learning to handover an apple to
a person with an arm fracture. Adaptation is performed
through sample-efficient reinforcement learning.

Leveraging this insight, we factorize robot control policies
into a matrix of synergies, as well as a low-dimensional
control policy. The synergies and control policies are up-
dated within a reinforcement learning loop thus exhaust-
ing the information provided by each trial. The result is a
sample-efficient policy search method for motor skill tasks
that involve the coordination of multiple joints. In human-
robot collaboration experiments, the robot autonomously
learned optimal handover strategies within 30-40min.

We evaluate the approach in different robot to human han-
dover settings involving a static and mobile robot, differ-
ent postural ranges of the human partner, along with three
different cost functions that we propose for reinforcement
learning in a human context. We emphasize that the setup
is not specific to handover tasks and that the paradigm
should generalize to additional scenarios.

2 Methodology

2.1 Sparse Latent Space Policy Search

Policy search methods try to find an optimal policy for an agent which acts in an uncertain world with an unknown
world model. Such methods use a parametrized policy represented by πλ(at|st, t) with parameters λ. The goal is to
identify the values for λ that maximize the expected return of the policy:

J(λ) =

∫

T
pλ(τ)R(τ)dτ (1)

where the expectation integrates over all possible trajectories τ in the set T of time steps. Each trajectory τ = [s1:T ,a1:T ]
is the result of repeatedly applying policy πλ in all states s the agent encounters.

Our goal is to create a specific policy search algorithm for collaborative tasks that converges on an optimal policy with less
than 100 executions. This goal can be achieved by reducing the dimensionality of the reinforcement learning process.
Using latent variable estimation techniques, Luck, et. al. [2] derive a policy search variant that uncovers the low-
dimensional manifold of solutions during the search process. To this end, we factorize the action at time step t according
to:

a
(m)
t =

(
W(m)Zt + M(m) + E

(m)
t

)
φ(st, t), (2)

where m ∈ [1, 2, . . . ,M ] defines the number of the group and a
(m)
t ∈ RDm×1 the D dimensions of the action vector for a

specific time step t. The vector at is a linear projection of the feature vector φ(st, t) ∈ Rp×1. The mean matrix is given by
M ∈ RD×p and the exploration noise by the entries of E ∈ RD×p.

The above factorization can be seen as a low-dimensional policy that is projected into a higher-dimensional space
through the projection matrix W. This yields a class of policy search algorithms that simultaneously searches for a
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lower-dimensional policy, as well as the projection matrix W that embeds the low-dimensional latent signal into the
high-dimensional space of robot control parameters. Using such a latent space approach for robot learning results in
highly sample efficient policy search methods that can learn from a small number of executions in the real-world.

2.2 Policy Representation

We use a linear-Gaussian time-dependent trajectory representation similar to a Dynamic Motor Primitive (DMP) [3].
However, in contrast to DMPs, we do not employ a forcing function. A trajectory is represented by a set of weights and
their respective basis functions which are spaced equally over the time of the trajectory.

In order to ensure invariance with respect to the position and orientation of the user, the linear-Gaussian policy is de-
fined in the coordinate frame of the human partner (as opposed to the joint space of the robot). The trajectory can be
transformed to robot space and then converted to joint space by using inverse kinematics. Defining the policy in the
human frame permits a simpler generalization, as the trajectory is specified relative to human movements. Additionally,
constraints on human posture can also be easily encoded in this space. Finally, representing policies in the coordinate
space of the human permits training over fewer parameters than using joint coordinates.

Before running RL, imitation learning is used to derive an initial policy. We provided a few samples (ten in our experi-
ments) defining a reasonable handover trajectory. Consequently, the trajectory representation is fit to these samples.

2.3 Reward Functions

Symbol Meaning

t Total number of time steps in a trajectory
d Total number of degrees of freedom
b Total number of basis functions. Also the

number of weights per DOF.
Ψ The set of Gaussian basis functions spaced

over time in Rb x t

W The weights on the basis functions that define
a trajectory in Rb x d

H A matrix representing the position of the hu-
man in each DOF over time in Rt x d

Table 1: Notation used to describe our cost functions

Subsequently, we introduce various reward functions
that are well-suited for human-robot interaction sce-
narios.

Optimizing Distance: Perhaps the most intuitive ob-
jective when learning a handover task is the distance
between the robot’s end-effector and the human’s
hand. This turned out to be a quite effective method
but was susceptible to learning unintuitive trajecto-
ries since the only reward signal was the final dis-
tance. Accordingly, we try two additional methods
to resolve the jerkiness in the trajectory while still op-
timizing for distance. Formally, the cost function we
minimize is

D(W,H) =
1

2

∑

i

‖ψTi W − hi‖2e−(t−i). (3)

The notation used throughout the paper can be found in Tab. 1. We add an exponential scaling term that gives a higher
weight to time steps close to the final position.

Optimizing Jerk: To combat some of the jerky, counterintuitive trajectories that can result from optimizing only for
distance we also try optimizing over a combination of closeness to the human’s hand and minimal trajectory jerk. This
motivation behind this objective stems from an experimentally validated theory that humans make arm movements with
minimal jerk trajectories [4]. The jerk cost for a trajectory is the sum of squared jerk over time averaged over degrees of
freedom.

S(W ) =
1

2d

∑

i

(
δ3ψTi W

δt3

)2

(4)

The total cost is then a linear combination of the jerk cost and the distance cost. We perform a grid search to find an
approximate minimum of C(W ) = D(W,H) + λS(W ) and find an approximate solution at λ = 0.5.

3 EXPERIMENTS

We ran all of our experiments on the Rethink Robotics Baxter robot mounted on a Clearpath Robotics Ridgeback omni-
directional base. We use Kinect skeleton tracking to monitor the human position. We run several experiments analyzing
various reward functions for human robot interaction along with eight different scenarios that validate our robot to
human handover approach. First we describe the various objectives and then each scenario. Four human subjects per-
formed each of the eight scenarios.

2
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3.1 Human-In-The-Loop Experiments

We run a total of 32 experiments with four human subjects: with and without the mobile base, with the human sitting
and standing, and with and without a sling simulating a lack of mobility. All of our experiments used eight iterations
and 10 interactions per iteration. In all human experiments we optimize only for distance from the end-effector to the
human’s left hand. This results in 90 training interactions (20 in the first iteration).

4 Results

We achieve good convergence in all scenarios and often find a good solution in less than five iterations, or about 50
interactions. Table 2 shows specific results per task per subject. Due to noise in the Kinect skeleton tracking and vari-
ability in the human we cannot expect to reach a distance of zero. Averaged over all trials, we reach a final distance of
approximately twenty centimeters, which accounting for these sources of error, is well within the range of a grasp target
even for someone with a mobility impairment.
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Figure 2: Distribution of distances calculated from a single experiment (left) and all performed experiments (right) at
each iteration. We can see that even averaged over all experiments the distance to the user is shrinking.

Fig. 2 (left) shows the variance in distance from within a single RL experiment. During the initial trials, high exploration
produces a range of different distance values. However, as learning progresses, the distance shrinks to below 10cm.

Scenario Subject #1 Subject #2 Subject #3 Subject #4

Non-Mobile
Standing
No-Sling 0.124 0.063 0.040 0.095
Sling 0.204 0.144 0.205 0.150

Sitting
No-Sling 0.092 0.118 0.070 0.152
Sling 0.177 0.203 0.116 0.363

Mobile
Standing
No-Sling 0.142 0.224 0.174 0.144
Sling 0.342 0.313 0.181 0.374

Sitting
No-Sling 0.110 0.202 0.168 0.119
Sling 0.200 0.097 0.113 0.054

Table 2: Results per individual per task measured in meters between
the endeffector and the human’s hand. The best trial for each subject
is bolded; the worst trial is italicized.

While we used only the distance cost in the opti-
mization, the trend of the other costs throughout
training is still interesting. We find that optimiz-
ing for distance still results in reasonably low jerk
but appears to have little to no effect on correla-
tion. During the first iteration exploration is high
and results in very large jerk costs. After the first
policy update, we achieve a similar jerk cost to the
initial policy and it does not decrease further.

It is perhaps most instructive to examine when
the algorithm performed very well or very poorly.
Notice that three of the four subjects worst results
were on tasks involving the mobile base. While a
sample size of four is not sufficient to make a sta-
tistical conclusions we do believe the adding base
movement (even only in one dimension) makes
the task much more difficult. This relates to re-
ward function design. Unless we hand engineer
the reward to take into account both base move-
ment and arm movement, an interaction could have excellent base movement but still receive a high cost due to poor
arm movement. The opposite is also possible. Learning in this scenario requires that exploration early in training expe-
rience high value states, which becomes increasingly less likely as the dimensionality increases.
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5 Subjective Observations

All of the human subjects in our experiments had prior experience working with robots. Since our emphasis in this
work is on efficient learning in the context of a human we did not conduct a formal survey. Nevertheless we did gather
some observations of the training experience. None of the subjects reported feeling unsafe during the process though all
were familiar with the Baxter robot. Still, safety is a major concern when learning a human context. Our setup had no
constraints that stopped the base from driving into the human or hitting the human mid trajectory. We did not experience
any safety issues but these are important considerations. The most common observation was that the movement of the
robot was unpredictable especially early during training with exploration is high.

6 Related Work

There is some existing work with ties to our own. DMPs are a very common means of trajectory representation in robotics
and have been used in reinforcement learning applications but to our knowledge have not been used in a interactive
context [5]. Likewise, imitation learning has become a common method of initializing policies, especially in robotics,
to provide prior information and reduce training time [6]. The existing work in human-robot learning has largely been
focused on learning distributions over trajectories using imitation learning. Ben Amor developed the Interaction Primi-
tives framework, an extension of DMPs that also models the human movement and conditions the trajectory of the robot
on the observation of the human [7],[8], [9]. Unlike an Interaction Primitive, our work only determines the trajectory
based on the initial position of the human and does not condition the robot movement on additional observations of
the human over time. This is the logical next step in our work. Finally, [10] also adapt handover trajectories to human
limitations. Unlike our work, they also perform an estimation step over the rewards which are specified by the human.

7 Conclusion and Future Work

This work examines a sample efficient method for reinforcement learning in human-robot interaction, specifically han-
dover tasks. While our approach does converge to good solutions, we feel the need to mention some significant limita-
tions whose resolution we leave for future work. First, since each trajectory timestep is not conditioned on the state of the
human, the current setup generalizes poorly with human movement. Second, since the algorithm adds random noise to
the model weights for each interaction, the movement along the trajectory is not guaranteed to be time correlated. This
often results in trajectories during exploration that are not intuitive to the human counterpart.
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Abstract

Reinforcement learning is a computational approach to learning from interaction. Specifically, it describes the framework
for modelling an agent interacting with an environment as a Markov Decision Process (MDP). A class of techniques called
policy gradient methods are used to solve MDPs by optimizing a parametrized policy via the use of stochastic gradient
descent. The major goal of this paper is to use the tools of convex optimization to improve these methods.

First, we draw inspiration from LASSO and add `1 regularization to our policy gradient objective in order to induce
sparse parameters. The motivation for doing so comes from the fact that many domains have noisy and irrelevant
features that would benefit from sparsity.

Next, we introduce Mirrored PG, which applies mirror descent to policy gradient methods. Many mirror maps, such as
p-norms, have been shown to handle noise particularly well, and furthermore, there exists a rich collection of feasible
mirror maps. For this reason, we integrate mirror descent into the policy gradient framework.

Keywords: policy gradient, mirror descent, reinforcement learning
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1 Related Work

`1 regularization has shown up in many value-function based methods; examples include LARS-TD [3] and Sparse Q-
Learning [4]. Motivated by the success of these methods, we apply similar ideas to policy gradient methods.

Furthermore, [4] investigated the application of mirror descent to TD(λ). Much of their justification and observed results
seem like they could carry over to policy gradient methods, which was the basis of our decision to formulate Mirrored
PG.

In addition, policy gradient methods do not usually deal with constraints. However, [8] gives great reason for adding
the ability to deal with constraints–specifically in the context of safety. While [8] focuses on natural actor critic, we use
their ideas in the Mirrored PG formulation for policy gradient methods in general.

2 Background

2.1 Mirror Descent

Mirror map Let Φ : Rn → R. Φ is a mirror map if it satisfies the following:

(i) Φ is strictly convex and differentiable

(ii) The gradient of Φ is surjective, i.e. ∇Φ(Rn) = Rn.

(iii) The gradient of Φ diverges:
lim

x→+∞
‖∇Φ(x)‖ = +∞

Bregman divergence The Bregman divergence associated with Φ is:

DΦ(x, y) , Φ(x)− Φ(y)− 〈∇Φ(y), x− y〉

Note that many metrics are special cases of Bregman divergence, for example Euclidean distance when Φ(x) = 1
2‖x‖22, or

KL divergence when Φ is the entropy function.

Fenchel transform The Fenchel transform of h : Rn → R is denoted by h∗, and given by [6]:

h∗(y) , sup
x
{〈x, y〉 − h(x)}

A key property is that∇h∗ = (∇h)−1, or in other words, x = ∇h∗(∇h(x)).

The (unconstrained) mirror descent strategy to minimize f is:

θt+1 := ∇Φ∗(∇Φ(θt)− α∇f(θt))

The original idea and explanation of mirror descent in [5] came from ideas in functional analysis, where the gradient of
the mirror map (or more generally the Fréchet derivative) maps between primal and dual spaces. However, more recent
work in [1] gives a simpler and more intuitive explanation.

The key observation is that the gradient descent update can be written in terms of the proximal operator:

θt+1 := arg min
u
{〈u,∇f(θt)〉+

1

2α
‖u− θt‖22}

With mirror descent, the update is the same, but we replace the Euclidean metric with the more general Bregman diver-
gence (based on the mirror map):

θt+1 := arg min
u
{〈u,∇f(θt)〉+

1

α
DΦ(u, θt)}
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3 Sparse PG

In order to encourage sparse parameters, we can add an `1 regularization term to the policy gradient objective as fol-
lows:

maximize
θ

η(θ)− λ‖θ‖1

where η(θ) is the main policy gradient objective [7]. Note that this objective cannot be handled by stochastic gradient
descent, as the objective is not differentiable due to the `1 term. There are many ways to resolve this issue, but we shall
use the proximal gradient method due to simplicity.

Let ∇̃η(θ) denote a stochastic gradient for the policy gradient objective (e.g. γtGt∇θlog π(At|St, θt) for REINFORCE [9]).
The SGD update now becomes:

θt+1 := proxαλ‖·‖1
(
θt + α∇̃η(θ)

)
(1)

Elementary computations show that:
proxαλ‖·‖1(x) = (x− αλ)+ ◦ sign(x) (2)

where ◦ refers to the Hadamard product and (·)+ replaces all negative components with 0. Thus, combining (1) and (2)
gives us:

θt+1 := (θt + α(∇̃η(θ)− λ))+ ◦ sign(θt + α∇̃η(θ)) (3)

Replacing the update step of a policy gradient method with (3) will give a sparse version of the method.

4 Mirrored PG

Using mirror descent with a mirror map defined by a p-norm has been shown to work especially well in high-dimensional
and noisy settings. Specifically, [2] shows this with linear regression and binary classification. Additionally, [4] exhibited
success with mirror descent in TD(λ) using a multitude of mirror maps. As a result, we apply mirror descent to policy
gradient methods in hopes of achieving similar success.

Traditionally, policy gradient methods do not have constraints. However, constraints can be very useful so we will
include the ability to handle them. Let X be a convex set such that we require θ ∈ X . A couple practical examples of X
include the convex hull of some values (useful if we want to constrain θ for safety purposes) and the unit simplex (useful
when dealing with mixtures). Alternatively, we can set X = Rn if no constraints are desired.

Let Φ denote a mirror map, and Φ∗ its Fenchel transform. We will denote the projection operator on our constraint set by
ΠΦ
X (y) := arg minx∈X DΦ(x, y).

We can now modify the policy gradient update as follows to create Mirrored PG:

wt+1 := ∇Φ∗
(
∇Φ(θt) + α∇̃η(θt)

)

θt+1 ∈ ΠΦ
X (wt+1)

Replacing the update step of a policy gradient method with the above will give a mirrored version of the method.

4.1 p-norm Mirror Map

Using Mirrored PG requires one to choose a mirror map. As we have previously mentioned, a p-norm is one such choice
that has shown its mettle in a variety of situations.

Let p, q ∈ R s.t. 1
p + 1

q = 1, and let Φ(x) := 1
2‖x‖2p. It is immediate to verify that Φ is a valid mirror map. As shown in [4],

the Fenchel transform and gradients are as follows:
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Φ∗(x) =
1

2
‖x‖2q

(∇Φ(x))j =
sign(xj)|xj |q−1

‖x‖q−2
q

(∇Φ∗(x))j =
sign(xj)|xj |p−1

‖x‖p−2
p

5 Empirical Results

5.1 Cart Pole Domain

To test Sparse PG and Mirrored PG, we chose to use a noisy version of the Cart Pole domain, which we describe
here.

Cart Pole1 is a classic domain used in the RL literature. In this domain, a pole is attached (by an un-actuated joint) to
a cart which moves along a friction-less track. The state space is continuous, and consists of the cart’s x position, the
velocity in the x direction, the angle of the pole with respect to the vertical axis, and the speed with which the pole’s
angle is changing. The actions are applying a +1 or −1 force to the cart (i.e. pushing it right and left). A +1 reward is
provided every timestep, and the episode ends when the pole drops too low or the cart goes out of bounds.

Additionally, two features with uniformly random values are provided as part of the state. This is done to simulate noise
and irrelevancy, which is present in many complex domains. For example, if one is using pixel values as features in
learning an Atari game, many pixels would be noisy and irrelevant.

We used REINFORCE as the base policy gradient method with linear function approximation, a softmax policy, a learning
rate of .0003, and 1 as the discount factor.

5.2 Sparse PG

The Sparse PG formulation was tested on noisy Cart Pole, with the results shown in Figure 1(a). Using `1 regularization
shows significant improvement over the baseline REINFORCE.

5.3 Mirrored PG

Mirrored PG with a p-norm mirror map was also tested on noisy Cart Pole (Figure 1(b)). Greater values of p lead to
increased performance, with performance starting to drop at p = 30.

Furthermore, Figure 1(c) shows a comparison of all the methods (baseline REINFORCE, sparse REINFORCE, and mir-
rored REINFORCE), where Mirrored PG beats out the other methods quite significantly.

5.4 Removing Noise

Additionally, the methods were run on normal Cart Pole (i.e. with the two noisy features removed), as shown in Figure
1(d). As expected, Sparse PG performs terribly due to there being no irrelevant features; after all, we do not want
any sparsity in this case. Performance picks back up as the regularization parameter is decreased. On the other hand,
Mirrored PG maintains its lead and continues to outperform the other methods.

This shows a weakness of Sparse PG, in that it is very sensitive to its regularization parameter which requires careful
tuning. Making the regularization parameter too large can completely halt learning.

6 Conclusion

In this paper, we introduced the Sparse PG and Mirrored PG extensions to policy gradient methods. Furthermore, we
demonstrated their effectiveness in the Cart Pole environment, with the Mirrored PG p-norm formulation showing itself
to perform the best. Indeed, with the great many possibilities of mirror maps, Mirrored PG forms a very flexible and

1The OpenAI Gym implementation of Cart Pole was used in these experiments.
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(c) Comparison of vanilla REINFORCE with the sparse and
mirrored formulations of it. For Sparse PG, λ = 3.0, and
Mirrored PG uses p = 12 (i.e. the best parameter values
from the above graphs).
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Figure 1: Results on the Cart Pole domain. Error bars are 95% confidence intervals.

general extension to policy gradient methods. We leave testing more complex domains and evaluating other mirror maps
to future work.
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Abstract
Reinforcement Learning (RL) is a paradigm for enabling autonomous learning wherein rewards are used to influence an agent’s action
choices in various states. As the number of states and actions available to an agent increases, so it becomes increasingly difficult for
the agent to quickly learn the optimal action for any given state. One approach to mitigating the detrimental effects of large state
spaces is to represent collections of states together as encompassing “abstract states”.

State abstraction itself leads to a host of new challenges for an agent. One such challenge is that of automatically identifying new
abstractions that balance generality and specificity; the agent must identify both the key similarities and differences between states
that are relevant to the agent’s goals, while ignoring unnecessary details from the environment. We call this problem of identifying
abstract states the Abstraction Synthesis Problem.

In this work we propose the Recursive Cluster-based Abstraction Synthesis Technique (RCAST), a new method for abstraction
synthesis. We provide the algorithmic details of RCAST and its subroutines, and compare the general properties of RCAST with
those of alternative abstraction synthesis algorithms. Finally we show that RCAST enables RL agents to quickly and accurately
identify helpful transactions in a variety of RL domains with minimal need for expert configuration.

Keywords: Reinforcement Learning, Model-based Reinforcement Learning, Hier-
archical Reinforcement Learning, Knowledge Representation, Active
Learning
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1 Introduction
The efficiency with which an AI agent learns the dynamics of a domain is heavily influenced by that agent’s internal representation
of the world. This is especially true for complex, multi-faceted domains that are often found in the real world. For this reason,
AI researchers are often forced to wrestle with the so-called curse of dimensionality wherein the complexity of a domain scales
exponentially with the number of variables used to describe it.

A traditional solution to this problem is through the use of hierarchical layers of abstraction; rather than painstakingly learning about
every individual state possible in some domain, an agent can instead group large numbers of states together and consider only this
abstract representation during the learning process. While such representations are merely helpful for simpler domains, for domains
over real-valued variables (such as one’s position in continuous space) abstractions are all but necessary to apply any form of machine
learning.

In this work we present an abstraction synthesis technique that leverages hierarchical discretization and recursive clustering tech-
niques to efficiently build abstractions that balance generality and specificity, allowing an AI agent to quickly build useful and
computationally simple models of the environment. We refer to this approach as the Recursive Cluster-based Abstraction Synthesis
Technique (RCAST). In Section 2 we describe the existing work related to RCAST as well as the general context of its use in learn-
ing problems and the learning frameworks upon which it depends. In Section 3 we describe RCAST in detail and in Section 4 we
conclude and discuss future work.

2 Background and Related Work
In this paper we focus our discussion on state abstraction synthesis in the context of Reinforcement Learning (RL). Thus we begin
our discussion of background literature with a brief overfiew of RL, and then proceed to cover the related work on state abstraction.

2.1 Markov Decision Processes

The Markov Decision Process (MDP) is a mathematical description of a task that is central to RL theory. An MDP M is defined
by a 5-tuple 〈S,A, P,R, γ〉 with state space S, action space A, transition distribution function P , reward function R, and discount
factor γ. When S = S1 × S2 × . . .× Sn we say that S and M are factored, and that M is a Factored MDP (FMDP). Reinforcement
Learning methods seek to learn optimal policies through exploring and exploiting the state-action space of an MDP.

2.2 Model-based Reinforcement Learning

Model-based reinforcement learning is a branch of reinforcement learning in which an agent uses a model to predict the effects of its
actions in the environment. In effect, while classical Reinforcement Learning is concerned with learning a value function dependent
upon R, model-based reinforcement learning is additionally concerned with invoking (and possibly learning) an approximation of P .

In our work we consider models based on Dynamic Bayesian Netowrks (DBNs). Earlier work by Dean and Kanazawa [1] describes
how an FMDP can be modeled compactly as a set of DBNs. In this work RCAST encodes the effects of each action with a single DBN,
where the DBN is a two-layer directed bipartite graph with nodes corresponding to state variables and edges denoting dependence
under the relevant action.

Jonsson and Barto [5] show how a DBN can be encoded with a set of Conditional Probability Trees (CPTs), with each CPT encoding
the dependencies of a single state-variable/action pair. The tree’s internal nodes are each tagged with a single state variable which
indicates dependency with respect to the CPT’s action. A CPT can be refined by adding internal nodes over time as these dependencies
are discovered in the environment. Each such node is thus a refinement.

2.3 State Abstraction Synthesis

Small, finite, and factored state spaces give rise to useful and intuitively defined state abstraction mechanisms. Jong and Stone
[3] propose a method for state abstraction in such factored state spaces through identification of so-called “irrelevant” factors. For
instance, if the state space S has factorsX and Y , then an abstract state might be a particular assignmentX = x0 with no assignment
for Y . In this case, the abstract state space S′ consists of |X| abstract states each encompassing |Y | primitive states. Jonsson and
Barto [4] use decision tree models of the state space toward a similar end, where each branch encodes an assignment of variables to
values, and omitted variables represent those that are irrelevant for a particular action model.

Rather than defining abstractions in terms of critical values, there has been ample work on defining abstractions in terms of their
relevance to “macro” actions using the options framework [15]. “Bottleneck” options are one such example where the state space is
divided into regions on either side of highly-traversed intermediate states (“bottleneck” states). The initiation and termination sets of
such options each designate two distinct abstract states that can be used for planning in lieu of the primitive state space [11, 10, 14].

State abstractions can be more difficult to synthesize in domains with continuous-valued state variables. Due to the small likelihood
of visiting a single continuous state value assignment multiple times, an agent must instead attempt to visit neighborhoods about
such values for effective planning. Planning with neighborhoods raises the challenge of determining the appropriate size and shape
of such neighborhoods. Option-based state abstraction extends naturally into continuous domains, however this does not relieve
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1: function RCAST(Fi, Fo,D,Q, L)

2: D′ ← D uQ
3: C ′ ← X-Means(D′)
4: C ′ ← Fi(C)
5: T ← H-Part(Q,C ′)
6: L← SplitLeaf(L,Fi, T )
7: return L
8: end function

(a) A concrete implementation of RCAST.

1: function H-PART(Q, C)
2: T ← an empty KD-Tree with label “undecided”
3: C ′ ← {c uQ|c ∈ C, c uQ 6= ∅}
4: if One cluster c in C ′ then
5: T.label← c.label
6: else if Diameter(Q) ≤ 1 then
7: T.label←“multi”
8: else
9: Recursively split and label T with H-Part by a factor of 10

10: end if
11: return T
12: end function

(b) H-Part: A hierarchical cluster-based spatial partitioning algorithm.

Algorithm 1: RCAST and its primary subroutine H-Part

the aforementioned difficulty in identifying continuous neighborhoods. Such neighborhoods can be classified using a traditional
supervised learning approach [8], but this relies on large numbers of sample trajectories and predefined classes used to label the
samples. Ultimately, any supervised learning approach to abstraction synthesis will require repeated intervention from an expert to
provide training labels.

Alternative approaches rely on iteratively dividing the state space into half-spaces using orthogonal hyperplanes [6, 13, 9, 7, 2].
Such iterative half-space (IHS) approaches identify optimal hyperplanes for splitting some space one at a time until all of the splits
necessary to fully describe the space’s dynamics have been identified. While this technique can achieve arbitrary levels of precision,
it invariably results in creating unnecessary abstract states as a side-effect of the iterative halving process. Moreover, when multiple
half-spaces are required for meaningful separation of datapoints, the initial splits must be performed with limited statistical indication
of their relevance. Thus the algorithm must split aggressively in anticipation of high quality abstractions many iterations in the future,
and at the same time split conservatively to avoid creating abstractions that are harmful to the learning process. The overall effect is
that such algorithms tend to be either sample-inefficient or inaccurate.

Fayyad and Irani [2] tackle the state abstraction problem with unidimensional continuous factors by hierarchically splitting continuous
intervals into two parts at a time, but even this approach suffers from creating unnecessary abstract states and is poorly suited to
continuous factors over multiple dimensions.

Our work improves upon that of Fayyad and Irani by both removing the need for creating unnecessary abstract states and enabling
abstraction over continuous factors of arbitrary dimensionality. Section 3 provides a more detailed description of these differences.

3 The RCAST Algorithm
This section introduces RCAST, the main contribution of the paper. We will describe a concrete implementation of RCAST in Sec-
tion 3.1 using the model framework and action selection mechanisms described by Menashe and Stone [12] as the T-UCT algorithm.
RCAST will thus augment T-UCT with the ability to model changes in state in the context of continuous factors.

At each timestep t, T-UCT collects a datapoint consisting of the state st−1, the last action a which was taken, and finally the
consequent state st. T-UCT then identifies a collection of CPTs in its model which correspond to a and adds this latest datapoint
dt = 〈st−1, a, st〉, analytically determines each unique leaf that matches st−1 from each CPT. For each such leaf l, T-UCT adds dt to
its dataset, and then analyzes that dataset to determine if it can be better described by splitting the CPT on some factor at l. Jonsson
and Barto [5] describe this process in detail.

T-UCT only allows for such splits to occur on tabular variables. With this restriction, T-UCT splits on a factor f at leaf l by creating
one child of l for each possible value of f . Clearly, such a splitting scheme cannot be applied when the domain of f is continuous
due to its infinite cardinality. In this work we will apply RCAST to the task of filling in this gap, allowing efficiently-computed and
informative splits over continuous factors.

3.1 Algorithm Description

RCAST’s purpose is to analyze observed dynamics in a given environment and identify key areas of the environment that exhibit
similar dynamics. RCAST’s analysis is then leveraged through model refinements which allow an agent to use its experiences to
knowledgeably plan its actions. Algorithm 1a provides pseudo-code for the main RCAST implementation. Line 1 defines the basic
inputs to the algorithm including an input factor Fi, an output factor Fo, a dataset D, and an orthotope Q describing the bounds of
Fi. In calling this function we assume that changes in Fo depend on Fi when Fi’s value falls within Q. We will be analyzing D to
identify the specifics of this relationship. The final input variable, L, is the CPT leaf which will be refined based on this analysis.
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(a) A histogram of values taken from some
hypothetical dataset. Values are derived
from the next-state of each datapoint for
some hypothetical factor Fo. The two pat-
terns represent the two optimal clusters.
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(b) A plot of the same dataset using
previous-states and factor Fi where Fi hap-
pens to be 2D. The two colors and shapes
represent the same optimal clusters.
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(c) A 3D plot of the previous two dataset
projections, where each point is the concate-
nation of the the Fi and Fo values shown
above. The XY plane represents Fi, and
the Z axis represents Fo.
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(d) A hypothetical KD-tree partitioning of the clusters iden-
tified in Figure 3.1c. Lines on the plot designate the separate
partitions. Partition indices correspond with leaf indices in
Figure 3.1e.
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(e) The induced CPT refinement based on the partitions in
Figure 3.1d. Statistical values are computed from the ob-
served data.

Figure 3.1: An example of the RCAST algorithm being applied to some hypothetical dataset.

In Line 2 we see that the use of the u operator applied to D and Q. This operator restricts the dataset to those datapoints whose
predecessor states’ value assignments for Fi fall within the bounds of Q. Intuitively, this means that each state-action-state sequence
“started” in Q. Line 3 then clusters this subset of points using X-Means Clustering, which produces as many clusters as necessary
to maximize the BIC score of the clusters. Line 4 projects the clusters’ datapoints into the value space Q of Fi so that Q can be
partitioned in accordance with these clusters. Line 5 then hierarchically partitions Q according to C ′ using Algorithm 1b as the
partitioning subroutine. Algorithm 1b produces a KD-Tree with leaves labeled according to the clusters they encompass. The trees
are recursively discretized by a factor of 10.

In the context of T-UCT, the partitions produced by Algorithm 1a are used to split leaves of T-UCT’s CPT model. Jonsson and
Barto [4] show that a CPT leaf can be split along some input factor F ′i by creating one child leaf per value of that factor. In a
sense, the discrete value space of F ′i is partitioned into singleton subspaces. In the context of a continuous and multidimensional Fi,
Algorithm 1b produces a labeled tree where the set of leaves for a particular label defines a subspace of Fi. Thus, we can refine a
CPT model over a continuous, multidimensional Fi by partitioning its value space and then creating one new CPT leaf per label. In
Line 6 the algoriths splits L in just this manner, which refines the overarching transition model. Figure 3.1 provides a hypothetical
example of this process.

4 Conclusion and Future Work
In this work we have described RCAST, a new method for synthesizing abstract states based on observed data. RCAST requires little
expert knowledge which renders it preferable to comparable supervised learning techniques in the context of efficient and accurate
abstraction synthesis. Moreover, RCAST allows refinement of discrete models with less data than IHS methods.

A primary focus for future work lies in modifying the clustering subroutine which RCAST depends upon. While X-Means Clustering
achieves the basic requirements of RCAST, there exists a vast array of clustering algorithms in the present literature which may be
better suited to the problem of abstraction synthesis. For instance, X-Means is reliant upon centroid distance comparisons and is thus
biased toward ellipsoid clusters; it may instead be advantageous to employ a hierarchical clustering algorithm that is better equipped
to generate irregularly shaped clusters.

Additionally, we note that the discretization mechanism of Algorithm 1b arbitrarily divides bins at equal intervals along the spatial
boundaries, similar to a naive tile coding. It may be possible to improve the accuracy of Algorithm 1b by allowing for multiple
overlapping tilings.

Finally, we note that while RCAST has been shown to improve model induction, its contributions to general HRL and the pursuit of
discounted reward should be studied further. Thus, a promising area of future work lies in the incorporation of RCAST in general
HRL tasks using more traditional RL metrics such as the accumulation of episodic and lifetime reward.
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Abstract

The dynamic stability of the internal environment is one of the main characteristics of animals. In our work, we revisit
the work of the Ashby’s homeostat, that is an early computational model of the biological homeostasis with substantial
simplification. Our recent study suggests that recapturing the homeostat from the view point of the probabilistic frame-
work connects the maximization of the survival probability by using the variational lower bound with the computational
reinforcement learning (RL) theory with given form of reward functions. In this paper, we extend our previous work and
solved the classical and visual two-resource problem by using deep neural networks. Even though our agents only have
primitive actions, we observe that the switching behavior between two food resources.

Keywords: Reinforcement Learning, Reward, Homeostat, Foraging, Survival
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1 Background

Survival strategies are essential for biological agents in the wild [17, 2]. Many researchers have developed various types
of survival agents since the early days of artificial intelligence [1, 14, 13, 6, 3, 5, 4]. Reward stimuli were introduced
in most of the preceding research studies, with a reward function being necessary for the computational reinforcement
learning (RL) paradigm. However, almost all of the previous studies on survival adopted hand-crafted reward functions
that do not guarantee the intended behaviors, which are the survival strategies in this case. The reward and objective
function given by the designer may work well in simple RL tasks. However, for more complex tasks and life-long
learning settings, a badly hand-crafted reward function may have damaging effects on system performance in the end.

In our recent study [16, 15], we formally re-formulated the survival problem from the view point of probabilistic frame-
work. Similar ideas from the view point of optimal control theory are suggested in ethology [11, 7, 6], but our formulation
include more general case that the environment may not be Markovian. In our previous study, we empirically examined
our reward function in the toy-domain with table representations [16]. However, the capability of our formulation in
more general environment with function approximation remained unknown. In this work, we examine more complex
environment constructed by following the classical two-resource problem.

2 Problem Formulation and Homeostatic Reward Functions

In the classical model [6], an animal has several variables which is observed by the animal and have some importance
for sustaining its life (for example, the water level and some nutrient level). These variables are called physiological
state s. And if the physiological state exceed the predefined region (physiological space), the agent immediately dies.
Agents also has a perceptual state which is the perception of the environmental stimuli (vision, touch, etc.). The combined
physiological state and perceptual state is called the motivational state [6], that corresponds to the observation in the
context of the partially observable reinforcement learning (PORL).

The threshold between death and live is hard and it prevented the probabilistic treatment of this problem and online
learning [1, 11, 6]. In our recent study, we extended this hard threshold by softening the death/live boundary of the
physiological space [16, 15]. In our framework, we introduce a binary survival flag A ∈ {0, 1}. A = 1 represents
that the agent is ‘live’ and otherwise ‘dead’. And then, we introduce the temporal survival probability at the time t as
P (At+1 = 1|st). This probability represent the probability that the agent is alive at the next time step t + 1. The T -step
survival probability is immediately represented as

P (A1 = 1, A2 = 1, . . . AT = 1|π,A0 = 1), (1)

with agent’s behavioral policy π.

In order to solve above problem in the reinforcement learning (RL) setting, we introduced the homeostatic reward func-
tion

rt = logP (At+1 = 1|st). (2)

The detailed derivation of this reward is explained in the another place [16, 15]. Intuitively, the maximization of the
cumulative sum of this reward function (and some applicable transformation suggested by Ng et al. [10]) corresponds
to the maximization of the original objective (equation 1) from the variational lower bound. Even though we have
to introduce the temporal survival probability, the reward signal becomes fully intrinsic signals and this probability
function is more intuitive than that of the classical reward function because this function have an explicit meaning. We
have to note that this reward function is the sufficient reward function for survival, but not the optimal reward function.
However, this reward can provide the baseline for future extensions by the shaping reward [10] and so on.

3 Experiment

The two-resource domain or Spier’s domain is a classical domain for the homeostatic agent [12, 5]. The agent is required
to gather two kind of nutrient resources and balance the level of the both nutrients (sred, sblue). Importantly, agents ini-
tially do not know what perceptual stimuli are related to the nutrient resource in both of our two experiments. Therefore
the agent has to associate these objects (perceptual state) with changes in resource levels (physiological state). Also, in
our original reward setting, agents never receive positive rewards when they take nutrient resources and the amount of
rewards for nutrient-capture depend on the agent’s resource level. Therefore, the agent initially doesn’t have any knowl-
edge of nutrient resource internally and then this experiment is fundamentally different from task-oriented problems
like the “food capturing”.
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3.1 Two-Resource Domain with Low Dimensional Input

Figure 1(a) represents our implementation of the two-resource domain. The size of the field is 480x480 pixels. In the field,
there are two kind of food objects (red and blue) and the number of each food is 15. Agents (a turtle in the figure) have
three range finders for red food, blue food and walls (the edge of square field) to detect distance from objects. Because
range finders have detection limits, agents only can observe the partial information about the field. If the distance
between the center of the agent and the (red or blue) food object is less than 30 pixel (that is, if the agent ”touches” the
food), the nutrient resource corresponding to the food color is supplied by 1.0 and that food disappears (food is eaten).
When a food is eaten, new food object is generated at a random position to maintain the number of the food in the field.
Nutrient resource levels are initialized with sred = sblue = 0 and decreased by 0.01 every step.

Similar experiment was treated by [5] as a RL experiment, but they defined high-level actions, those are ”approaching”
and ”consuming” each visible target. In our experiment, the agent only has three primitive actions “Rotate Clockwise”,
“Rotate anti-Clockwise” and “Forward”. Rotation actions rotate an agent by 15 degree at the current position, an agent
proceeds 30 pixels when “Forward” action is selected.

In this experiment, we set the temporal survival probability as the function of the two nutrient resource level (red and
blue)

P (At+1 = 1|sred, sblue) = e−k(s2red+s2blue) (3)

and the reward is generated by taking the natural logarithm of this probability. In our experiment k = 0.05 was chosen
in this experiment. If red or blue nutrient resource level of the agent exceed the range [−10.0, 10.0], that episode is
terminated. Then the next episode starts with sred = sblue = 0 and the agent, red food, blue food are randomly and
uniformly settled in the field. Because this RL task is continual, the agent can survive arbitrarily long time once the
successful survival policy is obtained. Therefore, we forced to the terminate episodes if the agent survived 10,000 time
steps

In this experiment, we construct an RL agent by Q-learning with the function approximation. We used a three-layer
perceptron as the function approximator. The neural network has input units, two thousand hidden units with the
rectified linear (ReLU) activation function, and three linear output units. The number of the output unit correspond to
the number of actions. The input of the network is a vector of concatenated sensor inputs, that are the range finder (wall,
red, blue) and the nutrient resource levels (red and blue).

The result is shown in Figure 1. In the left figure (a), the vertical axis represents the survival time of the agent in the
domain, the horizontal axis represents the number of episodes. This figure clearly represents that the agent initially
cannot survive longer than 3000 steps, but finally learned to survive in the given environment. Figure 1(c) is an example
of the red and blue resource levels in an agent during the 100-th episode. We can observe that the agent can balance
the red and blue resources. Interestingly, we can observe that the agent automatically “switches” between two behavior
mode forage red and forage blue. These result suggests that the behavior of our agent, that are foraging, resource balancing
and behavioral switching were automatically emerged from the reward function with the internal signal of the agent.
And importantly, these behaviors are naturally and theoretically integrated for the survival of the agent.

3.2 Visual Two-Resource Domain

We scaled the two-resource problem to treat the vision input. The 3D environment was constructed by LIS (Life-in-Silico)
framework developed by [9]. LIS is a general-purpose reinforcement learning framework with Unity game engine. Using
this framework, we can develop an arbitrary 3D (and 2D) RL environment with the dynamics engine using Unity editor
tools.

The overall view of our environment is shown in Figure 2(a). These settings are similar to that of the previous experiment
but now everything is in 3D. The approximately 12x12[m2] field is surrounded by mountains, and the bottom of the field
is covered by the grass texture. The square field is surrounded by four invisible walls (visualized as green frames in the
figure) to prevent agent from being embedded in the mountains and seeing the outside of the field. As is in the previous
experiment, there are two kind of food that have different nutrient property (red and blue food) and there are 15 units
for each. These food are represented by small cubes and scattered uniformly and randomly over the entire field.

When the front area of the agent touches the food cube, agent’s nutrient resource corresponding to the food color is
supplied by 0.3 and the touched food is erased. Then a new food object is generated at the random position to maintain
the number of food in the field. The color (RGB) vision information is provided from the single front camera on the agent
and then the vision information is scaled into 32x32x3 pixel images (an example is shown in Figure 2(b)). In total, the
agent is provided the current and previous vision input, and the internal resource levels.

Nutrient resource levels are decreased by 0.01 every step. Similar to the previous experiment, the agent has three prim-
itive actions ”Rotate Clockwise”, ”Rotate anti-Clockwise” and ”Forward”. The reward is given as the function of the
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two nutrient resource levels (red and blue) that is the same with the previous experiment, k = 0.01 was chosen in this
experiment. When the nutrient resource level of the agent exceeds the range [−10.0, 10.0], that episode is terminated and
the next episode starts with sred = sblue = 0. The agent, red food, blue food are randomly and uniformly settled over the
entire field. Again, this is a continual task and the agent can survive arbitrarily long time when the successful survival
policy is obtained. Therefore, we forced to terminate episodes when the agent survived 20,000 time steps in an episode.

We applied Deep Q-network (DQN) developed by Mnih et al. [8] in this task. DQN is composed of a convolutional
neural network to efficiently treat the visual information. In the network, the visual information was encoded by two
convolution layers and mixed with resource level signals. Resource levels are encoded by one fully connected layer.
And finally the mixed layer was connected to the output layer. We adopted the epsilon-greedy exploration strategy, and
decreased the exploration rate linearly along the time steps from 0.3 to 0.1.

The preliminary results were encouraging. Figure 3 show the results of this experiment. The vertical axis is the survival
time steps of the agent at that episode, and the horizontal axis is the episode of the trial. The plot represents the average of
10 individual agents and we observed that all agents successfully learned to survive in the given environment (individual
plots are not shown).

4 Conclusions

In this study, we extended our previous toy-scale experiment on the survival problem. We treated the low-dimensional
and the high-dimensional two-resource problem and the results were encouraging. Environments in this paper were easy
enough that the reactive agent can learn the survival policy. Our future step should be the treatment of more complex
environments that requires the short-term memory to survive.
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(a) (b) (c)

Figure 1: (a) The two-resource environment with low-dimensional observations. There are agent and two nutrient re-
sources (red and blue). The agent has three range finders for walls (the edge of the environment) and nutrient resources.
The agent has two internal state that are red and blue nutrient resources levels. In order to survive, the agent needs to
balance the level of both nutrient resources around zero (minimum: -10, maximum: +10). (b) The growth of survival
time along the episode. The plot shows the mean and the standard deviation over ten individual run of the experiment.
(c) The trajectory of two nutrient resource levels during the 100-th episode.

(a) Overview of the environment (b) Example of the vision input

Figure 2: Overview of the Visual Two-Resource Problem Environment

Figure 3: The survival time steps along the episodes. The plot is the average of the 10 individual agents. In this experi-
ment, the maximum survival time is bounded by 20,000 steps.
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Abstract

We propose to merge together techniques from control theory and machine learning to design a stable learning-based
controller for a class of nonlinear systems. We adopt a modular adaptive control design approach that has two compo-
nents. The first is a model-based robust nonlinear state feedback, which guarantees stability during learning, by ren-
dering the closed-loop system input-to-state stable (ISS). The input is considered to be the error in the estimation of the
uncertain parameters of the dynamics, and the state is considered to be the closed-loop output tracking error. The second
component is a data-driven Bayesian optimization method for estimating the uncertain parameters of the dynamics, and
improving the overall performance of the closed-loop system. In particular, we suggest using Gaussian Process Upper
Confidence Bound (GP-UCB) algorithm, which is a method for trading-off exploration-exploitation in continuous-armed
bandits. GP-UCB searches the space of uncertain parameters and gradually finds the parameters that maximize the per-
formance of the closed-loop system. These two systems together ensure that we have a stable learning-based control
algorithm.1

Keywords: Adaptive Control, Modular Control, Stability, Machine Learning,
Bayesian Optimization, GP-UCB

1This paper is a summary of Benosman and Farahmand [2016]; Benosman et al. [2016].
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1 Introduction

There are much common problems between the fields of control engineering and reinforcement learning, as is mainly
practiced in computer science. A central problem in both is to make a sequence of decisions in order to ensure that a
dynamical system behaves in a desired manner. This high-level similarity notwithstanding, there are noticeable differ-
ences between the goals and methodologies of these two fields. Without attempting to characterize the differences in this
short paper, we focus only on one crucial difference between them, and that is the prominent importance of stability in
control engineering. This is understandable as many applications of control engineering are safety-critical. Proving that
a controller (i.e., policy) makes the dynamical system stable, especially when there are uncertainties about the dynamics,
requires making certain assumptions about the system. The challenge is to make as few assumptions as possible while
still being able to guarantee the stability. On the other hand, methods in machine learning, in general, and reinforcement
learning, in particular, are often capable of providing good solutions with minimal assumptions about the underlying
system. Their guarantees, if there is any, is often in the form of suboptimality of the solution, which does not necessarily
translate into the stability of the resulting policy.

We would like to have a controller design methodology that brings the best of these worlds together. Ideally, such a
methodology can work with a large class of problems and can incorporate the prior knowledge about the system (which
is often available in many engineering problems). The designed controller must be guaranteed to be stable, so it can be
used in safety-critical problems. Its performance should also gradually improve while interacting with the environment.
In this paper, we introduce such a method, which merges together a model-based controller and a data-driven machine
learning algorithm. The model-based controller is designed to ensure stability, while the data-driven module improves
the performance of the closed-loop system over time. More specifically, we use tools from indirect modular adaptive
nonlinear control design and the Bayesian optimization technique of Gaussian Process-Upper Confidence Bound (GP-
UCB) [Srinivas et al., 2010].

We take the indirect modular approach to adaptive nonlinear control design, e.g., Krstic et al. [1995]; Wang et al. [2006];
Benosman and Atinc [2013]; Atinc and Benosman [2013]; Benosman [2014]. In the indirect approach, a controller is
designed by assuming that all the parameters of the dynamical system are known (certainly equivalence principle) while
an estimator is used to estimate the unknown parameters online. When the design of the estimator is independent
of the designed controller, the approach is called “modular”. The proposed modular adaptive control uses a robust
model-based nonlinear controller to ensure the stability of the system—in the input-to-state stable (ISS) sense. The
learning-based algorithm, GP-UCB in particular, estimates the uncertain parameters of the dynamical system in order to
maximize the performance.

Our approach can be seen as solving a continuous-armed bandit problem in which each action corresponds to a set of
parameters passed to a controller design mechanism. By defining the reward signal as the closed-loop performance of
the controller for the selected action, we may use GP-UCB, a method for trading-off exploration-exploitation in the bandit
setting, to orchestrate the selection of actions, and thus improving the closed-loop performance.

We would like to note that a modular design that combines model-based control and a model-free algorithm, in particular
an extreme seeking-based (ES) algorithm, has been proposed before [Haghi and Ariyur, 2013; Benosman and Atinc, 2013;
Atinc and Benosman, 2013; Benosman, 2014; Xia and Benosman, 2015]. The limitation of the ES-based algorithm is that it
converges to a local minimum. GP-UCB, on the other hand, has a guarantee, in the form of a no-regret compared to the
global optimum.

2 Problem Formulation

We consider a large class of affine uncertain nonlinear systems of the form

ẋ = f(x) + ∆f(t, x) + g(x)u,
y = h(x),

(1)

where x ∈ Rn, u ∈ Rp, y ∈ Rm (p ≥ m), represent the state, the input and the controlled output vectors, respectively.
The vector field ∆f(t, x) represents the additive model uncertainties. The vector fields f , ∆f , columns of g and function
h satisfy the following assumptions.

Assumption A1

• The function f : Rn → Rn and the columns of g : Rn → Rp are C∞ vector fields on a bounded set X of Rn and
h : Rn → Rm is a C∞ vector on X . The vector field ∆f(x) is C1 on X .

• System (1) has a well-defined (vector) relative degree {r1, r2, · · · , rm} at each point x0 ∈ X , and the system is
linearizable, i.e.,

∑m
i=1 ri = n.

• The desired output trajectories yid (1 ≤ i ≤ m) are C∞ functions of time, relating desired initial points yid(0) at
t = 0 to desired final points yid(tf ) at t = tf .

1
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The goal is to design a state feedback adaptive controller such that the output tracking error is uniformly bounded, with
an upper bound that is a function of the estimation error of the uncertain parameters. Meanwhile, the estimation error
is gradually being decreased by the model-free learning algorithm. Note that the goal of the learning algorithm is not
stabilization but rather performance optimization, i.e., the learning improves the parameters’ estimation error, which in
turn improves the output tracking error. To achieve this control objective, we proceed as follows: First, we design a robust
controller that guarantees input-to-state stability (ISS) of the tracking error dynamics w.r.t. the estimation errors input
(Section 3). Then, we combine this controller with a model-free learning algorithm to iteratively estimate the uncertain
parameters, by online optimizing a user-selected cost function (Section 4).

3 Controller Design

The controller design has two steps. First, we design a stabilizing controller under nominal conditions, i.e., when
∆f(t, x) = 0. Then we design a robust controller that ensures that the tracking error is guaranteed to be bounded
even when we have estimate error in the parameters of the system.

Under the nominal condition ∆f(t, x) = 0, it is well know (cf. Khalil [2002]) that system (1) can be written as

y(r)(t) = b(ξ(t)) +A(ξ(t))u(t), (2)

where y(r)(t) = [y
(r1)
1 (t), y

(r2)
2 (t), · · · , y(rm)

m (t)]>, ξ(t) = [ξ1(t), · · · , ξm(t)]>, and ξi(t) = [yi(t), · · · , y(ri−1)
i (t)] for

1 ≤ i ≤ m. The functions b(ξ) and A(ξ) can be written as functions of f , g and h. A(ξ) is non-singular in X̃ , where X̃ is
the image of the set of X by the diffeomorphism x 7→ ξ between the states of system (1) and the linearized model (2). To
deal with the uncertain model, we need to introduce one more assumption on system (1).

Assumption A2 The additive uncertainties ∆f(t, x) in (1) appear as additive uncertainties in the input-output linearized
model (2) as follows:

y(r)(t) = b(ξ(t)) +A(ξ(t))u(t) + ∆b(t, ξ(t)), (3)

where ∆b(t, ξ) is C1 w.r.t. the state vector ξ ∈ X̃ .

It is well-known that the nominal model (2) can be easily transformed into a linear input-output mapping. We can first
define a virtual input vector v(t) as

v(t) = b(ξ(t)) +A(ξ(t))u(t). (4)

Combining (2) and (4), we obtain the following input-output mapping:

y(r)(t) = v(t). (5)

Based on the linear system (5), it is straightforward to design a stabilizing controller for the nominal system (2) as

un = A−1(ξ) [vs(t, ξ)− b(ξ)] , (6)

where vs is a m× 1 vector and the i-th (1 ≤ i ≤ m) element vsi is given by

vsi = y
(ri)
id −Ki

ri(y
(ri−1)
i − y(ri−1)

id )− · · · −Ki
1(yi − yid). (7)

If we denote the tracking error as ei(t) , yi(t)− yid(t), we obtain the following tracking error dynamics

e
(ri)
i (t) +Ki

rie
(ri−1)(t) + · · ·+Ki

1ei(t) = 0, (8)

where i ∈ {1, 2, . . . ,m}. By properly selecting the gains Ki
j (i ∈ {1, 2, . . . ,m} and j ∈ {1, 2, . . . , ri}), which exist under

certain assumptions, we can obtain global asymptotic stability of the tracking errors ei(t). Refer to [Benosman and
Farahmand, 2016; Benosman et al., 2016] for the detail. It can be shown that there exists a positive definite matrix P > 0
such that (see e.g. Khalil [2002])

ÃTP + PÃ = − I (9)

where Ã ∈ Rn×n is a diagonal block matrix given by Ã = diag{Ã1, Ã2, . . . , Ãm}, and Ãi (1 ≤ i ≤ m) is a ri × ri matrix
given by

Ãi =




0 1
0 0 1

.

.

.
.
.
.

.

.

. 1

−Ki
1 −Ki

2 · · · · · · −Ki
ri



.

2
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We now build a robust ISS controller for the uncertain model with ∆f(t, x) 6= 0. The corresponding exact linearized
model is given by (3) where ∆b(t, ξ(t)) 6= 0. The global asymptotic stability of the error dynamics (8) cannot be guaran-
teed anymore due to the additive uncertainty ∆b(t, ξ(t)). We use Lyapunov reconstruction techniques to design a new
controller so that the tracking error is guaranteed to be bounded given that the estimate error of ∆b(t, ξ(t)) is bounded.

The new controller for the uncertain model (3) is defined as uf = un + ur, where the nominal controller un is given
by (6) and the robust controller ur will be defined shortly. By plugging-in this controller in the dynamics (3), we obtain

y(r)(t) = b(ξ(t)) +A(ξ(t))uf + ∆b(t, ξ(t)) = b(ξ(t)) +A(ξ(t))un +A(ξ(t))ur + ∆b(t, ξ(t))

= vs(t, ξ) +A(ξ(t))ur + ∆b(t, ξ(t)). (10)

This leads to the following error dynamics

ż = Ãz + B̃δ, (11)

where Ã is defined as above (9), δ is a m × 1 vector given by δ = A(ξ(t))ur + ∆b(t, ξ(t)) and the matrix B̃ ∈ Rn×m is

given by B̃> =
[
B̃>1 . . . B̃>m

]>
where each B̃i (1 ≤ i ≤ m) is given by a ri×m matrix such that B̃i(l, q) = 1 for l = r1 and

q = i, and 0 otherwise. If we choose V (z) = z>Pz as a Lyapunov function for the dynamics (11), where P is the solution
of the Lyapunov equation (9), we obtain

V̇ (t) =
∂V

∂z
ż = = zT (ÃTP + PÃ)z + 2zTPB̃δ = −‖z‖2 + 2zTPB̃δ. (12)

Next, we design the controller ur based on the form of the uncertainties ∆b(t, ξ(t)). More specifically, we consider here
the case when ∆b(t, ξ(t)) is of the following form

∆b(t, ξ(t)) = E Q(ξ, t), (13)

where E ∈ Rm×m is a matrix of unknown constant parameters, andQ(ξ, t) : Rn×R→ Rm is a known bounded function
of state and time variables. We denote the estimate of E by Ê(t) and the estimate error by eE = E − Ê. We define the
unknown parameter vector ∆ = [E(1, 1), ..., E(m,m)]T ∈ Rm2

, i.e., concatenation of all elements of E, its estimate is
denoted by ∆̂(t) = [Ê(1, 1), ..., Ê(m,m)]T , and the estimation error vector is given by e∆(t) = ∆− ∆̂(t). We now define
the following robust controller:

ur = −A−1(ξ)[B̃TPz‖Q(ξ, t)‖2 + Ê(t)Q(ξ, t)]. (14)

The closed-loop error dynamics can be written as

ż = f̃(t, z, e∆), (15)

where e∆(t) is considered to be an input to system (15).

Theorem 1. Consider the system (1) and assume that Assumptions A1, A2 hold, ∆b(t, ξ(t)) satisfies (13), and the gains Ki
j

stabilize (8). If we apply the feedback controller uf = un + ur (cf. (6) and (14)) to the uncertain nonlinear dynamical system (1),
the closed-loop system (15) is ISS from the estimation errors input e∆(t) ∈ Rm2

to the tracking errors state z(t) ∈ Rn.

4 GP-UCB-based Uncertainties Estimation

The robust controller in the previous section ensures that the closed-loop system is ISS. The performance of the system,
however, depends on the estimate ∆̂(t) used in the robust controller design (14). There are various ways to define the
performance measure. For example, for a finite horizon 0 < Tf <∞, we may define it as

J(∆̂) =

∫ Tf

0

∥∥∥e(t; ∆̂)
∥∥∥

2

+
∥∥∥uf (t; ∆̂)

∥∥∥
2

dt, (16)

in which e(t; ∆̂) and uf (t; ∆̂) are the tracking error and the control signal when ∆̂ is used to design the controller.

To guide the search for ∆̂ leading to a high-performance controller, we propose to use GP-UCB [Srinivas et al., 2010].
GP-UCB is a Bayesian approach for stochastic optimization, i.e., the task of finding the global optimum of an unknown
function when the evaluations are potentially contaminated with noise. GP-UCB balances the exploration-exploitation
in the continuous-armed bandit setting and has a guarantee in the form of cumulative regret bound.

We briefly describe GP-UCB following the original paper [Srinivas et al., 2010]. Consider the cost function J : D → R to
be minimized, e.g., (16). This function depends on the dynamics of the closed-loop system, which itself depends on the

3
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parameters ∆̂ used in the controller design (14). A Gaussian Process (GP) [Rasmussen and Williams, 2006] is defined by
its mean function µ(∆̂) = E

[
J(∆̂)

]
and covariance function (or kernel) K(∆̂1, ∆̂2) = Cov(J(∆̂1), J(∆̂2)). An example of

the kernel function is K(∆̂1, ∆̂2) = exp(−‖∆̂1−∆̂2‖2
2l2 ), the squared exponential kernel with length scale l > 0.

The combination of GP-UCB and the controller design method of Section 3 works iteratively. Suppose that we are at
iteration τ = 1, 2, . . . and we have already selected the set of parameters ∆̂τ−1 , {∆̂1, ∆̂2, . . . , ∆̂τ−1} ⊂ D. For each
i = 1, . . . , τ − 1, we have also observed the noisy evaluation yi = J(∆̂i) + ηi with ηi ∼ N(0, σ2) being i.i.d. Gaussian
noise. The value of yi is obtained after using ∆̂i to design the robust controller (cf. (14)) and running the closed-loop
dynamical system with the control signal uf = un + ur (cf. (6) and (14)).

GP-UCB requires the computation of the posterior mean and variance of the GP given data. Suppose that initially we
started with GP(0, K), a GP with zero prior mean. We find the posterior mean and variance for a new point ∆̂∗ ∈ D
as follows: Denote the vector of observed values by yτ−1 = [y1, . . . , yτ−1]> ∈ Rτ−1, and define the Grammian matrix
K ∈ Rτ−1×τ−1 with [K]i,j = K(∆̂i, ∆̂j), and the vector K∗ = [K(∆̂1, ∆̂

∗), . . . , K(∆̂τ−1, ∆̂
∗)]. The expected mean µτ−1(∆̂∗)

and the variance στ−1(∆̂∗) of the posterior of the GP evaluated at ∆̂∗ are (cf. Section 2.2 of Rasmussen and Williams
[2006]) µτ−1(∆̂∗) = K∗

[
K + σ2I

]−1
yτ−1 and σ2

τ−1(∆̂∗) = K(∆̂∗, ∆̂∗) − K>∗
[
K + σ2I

]−1
K∗. At iteration τ , the GP-UCB

algorithm selects the next query point ∆̂τ by solving the following optimization problem:

∆̂τ ← argmin
∆̂∈D

µτ−1(∆̂)− β1/2
τ στ−1(∆̂). (17)

Here βτ depends on the choice of kernel among other parameters of the problem [Srinivas et al., 2010]. This process
repeats. The optimization problem (17) is often nonlinear and non-convex. Nonetheless, solving it only requires query-
ing the GP, which in general is much faster than querying the original dynamical system. This is important when the
dynamical system is a physical system and having as few number of interactions as possible is crucial.

5 Conclusion

We used tools from machine learning and modern control engineering to design an adaptive robust controller for a class
of nonlinear systems. The designed controller is guaranteed to be input-state stable, while the Bayesian optimization
technique allows its performance to improve. We have empirically studied this approach for the control of a two-link
manipulator with favourable results [Benosman and Farahmand, 2016]. One of the main advantages of the proposed
controller, compared to the existing model-based adaptive controllers, is that we can estimate multiple uncertainties at
the same time even if they appear in the model equation in a challenging structure, e.g., linearly dependent uncertainties
affecting only one output, or uncertainties appearing in a nonlinear term of the model, which are well-known limitations
of the model-based estimation approaches.
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Abstract

Many applications of planning under uncertainty require autonomous agents to reason over outcomes in continuous
dynamical environments using imprecise but readily available semantic observations. For instance, in extended search
and tracking applications, small autonomous unmanned aircraft must be able to efficiently reacquire and localize mobile
targets that can potentially remain out of view for long periods of time; planning algorithms must generate vehicle
trajectories that optimally exploit imperfect detection data from onboard sensors, as well as semantic natural language
observations that can be opportunistically provided by human supervisors. This work develops novel strategies for
optimal planning with semantic observations using continuous state Partially Observable Markov Decision Processes
(CPOMDPs). We propose two major innovations to Gaussian mixture (GM) CPOMDP policy approximation methods.
Our innovations address the fact that, while these state of the art methods have many theoretically nice properties, they
are hampered by the inability to efficiently represent and reason over hybrid continuous-discrete probabilistic models.
Firstly, closed-form variational GM approximations of PBVI Bellman policy backups are derived using softmax models
of continuous-discrete semantic observation probabilities. Secondly, a new clustering-based technique for condensation
of GMs is introduced for efficient scaling to large GMs. We show that GM policies resulting from our proposed methods
result in policies that are as effective as those produced by other state of the art GM approximation approaches, although
our methods require significantly less modeling overhead and runtime cost. We show results for a combined localization
and target search task based on semantic binary observations.

Keywords: Continuous state POMDPs, variational Bayes, Gaussian mixtures,
softmax models, semantic reasoning, hybrid inference

Acknowledgements

This work was supported by the NSF IUCRC Center for Unmanned Aircraft Systems (C-UAS) project CU14-02, ”Har-
nessing Human Perception for UAS via Bayesian Active Sensing”.

Paper T76 309



1 Introduction

In small unmanned aircraft systems (UAS), human operators and users can play valuable roles as ‘human sensors’ that
contribute information beyond the reach of autonomous air vehicle sensors. For instance, operators in search and track-
ing missions can provide ‘soft data’ to narrow down possible survivor locations using semantic natural language obser-
vations (e.g. ‘Nothing is around the lake’; ‘Something is moving towards the fence’), or provide estimates of physical
quantities (e.g. masses/sizes of obstacles, distances from landmarks) to help autonomous vehicles better understand
search areas and improve online decision making with limited computational resources. This research focuses on the de-
velopment of intelligent operator-UAS interfaces that not only leverage combined robotic sensing and semantic human
sensing, but are also tightly integrated with vehicle motion planning in large continuous dynamic spaces. Previous work
has looked at modeling semantic natural language data from human sensors in continuous dynamic state spaces using
softmax observation likelihoods [2, 8], and explored the use of convolutional neural networks (CNNs) to compute the
Value of Information (VOI) for a given human sensor query [5]. However, the problem of integrating semantic sensing
with planning and decision-making in continuous spaces remains fairly open. While such problems are most naturally
formulated as continuous state POMDPs (CPOMDPs), several important limitations must still be addressed for existing
CPOMDP solution strategies to be practically viable and deployable for real systems. To this end, this work presents
a novel variational Bayes (VB) Gaussian mixture (GM) approximation method for finding CPOMDP policies based on
semantic sensor observations that are modeled by softmax likelihood models (which can be used to model data provided
by autonomous detection algorithms as well as human sensors). We also propose a novel technique for quickly and effi-
ciently condensing GM CPOMDP policy approximations, allowing these techniques to scale to more complex problems
and larger state spaces. Finally, we provide preliminary results of our proposed VB CPOMDP policy approximation on
a simple dynamic target search problem, showing favorable comparisons to the existing state-of-the-art approximation
method of [4].

2 Problem Definition and Continuous State POMDP Preliminaries

Formally, a POMDP is described by the 7-tuple (S,A, T,R,Ω, O, γ), where: S is a set of states s; A is a set of actions a; T is
a discrete time probabilistic transition mapping from state s to state s′ given some a; R is the immediate reward mapping
over (s, a) pairs; Ω is a set of observations o; O is the likelihood mapping from states to observations; and γ ∈ [0, 1] is a
discount factor. An agent whose decision making process is modeled by a POMDP seeks to maximize a utility function
defined by the expected future discounted reward: E [

∑∞
t=0 γ

tR(st, at)], where st ∈ S is the state at discrete time t, and
at ∈ A. The expectation operator E [·] reflects that the agent lacks full knowledge of st. It must instead rely on the noisy
process model T and observation model O to update a Bayesian belief function b(st) = p(st|a1:t, o1:t), which summarizes
all available information for reasoning about present and possible future states. A decision making policy π(b(st))→ at
must therefore be found for any possible belief b(st). Since POMDPs are equivalent to MDPs over b(st), exact policies are
impossible to compute for all but the simplest problems.

One family of well-known techniques for computing approximate POMDP policies offline is Point-Based Value Iteration
(PBVI) [6]. These methods approximate π at a finite set of ‘typical’ sample beliefs b(s), for which explicit finite-horizon
Bellman equation recursions can be performed to obtain locally optimal actions. When S is a set of discrete states with
N possible outcomes, then b(s) ∈ RN such that

∑N
s=1 b(s) = 1. In this case, PBVI policies are often represented by a set Γ

of vectors α ∈ RN for each possible action a ∈ A. The α vectors encode the value function over the state space as linear
hyperplanes. The action a recommended by the policy for a given b(s) ∈ RN is found as arg maxαa∈Γ < α, b(s) >, where
< · > is the inner product and αa is an α vector associated to action a ∈ A. A number of methods exist for sampling
beliefs, e.g. starting with a large randomly collected set of b(s) elements [6] (the approach used in this work), or starting
with a smaller set and propagating them between recursive Bellman updates for α vector computations. When s is a
continuous random vector such that s ∈ RN with support S(S), it is more natural to represent b(s) as a probability
density function (pdf), where

∫
S(S)

b(s)ds. In such cases, CPOMDPs can be formulated by specifying T,R,O and α(s) to
be suitable continuous functions over s. Although b(s) can sometimes be represented by simple parametric models such
as Gaussian pdfs [1], b(s) is in general analytically intractable for arbitrary T and O models (e.g. nonlinear dynamics,
semantic sensing). Therefore, b(s) must also be approximated to derive a suitable set Γ of approximate functions α(s),
such that actions for the (approximate) policy π(b(s)) are given by arg max < α(s), b(s) >.

2.1 Gaussian Mixture CPOMDPs

Finite Gaussian mixture (GM) models provide a very general and flexible way to approximate arbitrary functions f(s)
of interest for CPOMDPs, where

f(s) =
M∑

m=1

wmφ(s|µm,Σm)

1
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is a GM defined by M weights wm ∈ R≥0, means µm ∈ RN , and covariance matrices Σm ∈ RN×N for the multivariate
normal component pdf φ(s|µm,Σm), such that

∑M
m=1 wm = 1 to ensure normalization when f(·) represents a pdf (this

condition need not apply otherwise). Ref. [4] showed that if A describes a discrete action space and T = p(s′|s, a),
O = p(o|s′), and R = ra(s) are all specified by finite GM functions over s, then PBVI approximations to π(b(s)) can be
found based on closed-form GM recursions for b(s) and α(s), where

b(s) =
J∑

j

wjφ(s|µj ,Σj), αn =
M∑

k=1

wkφ(s|µk,Σk),

< α, b > =

∫

s

[
M∑

k

wkφ(s|µk,Σk)

]


J∑

j

wjφ(s|µj ,Σj)


 ds =

M×J∑

k,j

wkwjφ(µj |µk,Σj + Σk),

and the α functions are recursively computed in closed-form via finite horizon PBVI Bellman backups for time steps
0, ..., n,

αia,o(s) =

∫

s′
αjn−1(s′)p(o|s′)p(s′|s, a)ds′, αin = ra(s) + γ

∑

o

arg max
αj

a,o

(< αja,o, b >).

2.2 Limitations for Hybrid Continuous-Discrete Reasoning and Example Semantic Sensing Search Problem

If o ∈ Ω describes a categorical/discrete-valued semantic observation withNo = |Ω| possible values, then the observation
likelihood function O = p(o|s) must describe a valid hybrid (continuous-discrete) probability distribution, such that∑
o p(o|s) = 1 ∀s ∈ S(S). The current state-of-the-art is to model O by an unnormalized GM for each possible outcome

o [4], p(o|s) ≈ ∑Lo

lo=1 woφ(s|µlo ,Σlo), such that
∑
o p(o|s) ≈ 1 everywhere. Although this preserves the closed-form

updates required for PBVI, such models are often very difficult and labor intensive to specify. In particular, for N ≥ 2, Lo
must be very large for each possible o to ensure that the normalization requirement is satisfied for all s and that desired
probabilities in p(o|s) are modeled accurately. This effectively turns p(o|s) into a ‘soft discretization’ model based on
GMs and severely restricts the scalability of GM policy approximation. Another related and more general problem is
the fact that the GM multiplication and summation operations in the α recursions defined above each lead to a drastic
increase in the number of resulting GM components. GM condensation methods are thus needed to control the size of
b(s) and αa(s). However, these can be computationally expensive and introduce additional approximations. The use
of dense unnormalized GM models for semantic likelihoods O exacerbates this issue and introduces additional errors if
normalization is not guaranteed for all s ∈ S(S).

For concreteness, consider a simple N = 2 CPOMDP in which an autonomous robot ‘cop’ attempts to localize and catch
a mobile ‘robber’, where both are constrained to move along parallel linear paths (see Figure 1). Here, S = R×R consists
of two bounded continuous random variables at each discrete time step t, s = [Cop,Rob]T , Cop ∈ (0, 5), Rob ∈ (0, 5). The
robber executes a Gaussian random walk: p(Robt+1 = φ(Robt+1|Robt, 0.5). The cop must choose from among 3 noisy
actionsA = {left, right, stay} to define a movement direction, such that: p(Copt+1|Copt, left) = φ(Copt+1|Copt−0.5, 0.01),
p(Copt+1|Copt, right) = φ(Copt+1|Copt + 0.5, 0.01), and p(Copt+1|Copt = Copt+1, stay) = 1. The reward function is
defined to reward the cop for remaining within a set distance of the robber’s position, and to penalize otherwise,

r(|Robt − Copt| <= 0.5) = 3, r(|Robt − Copt| > 0.5) = −1.

The cop obtains simple binary semantic observations ot from a noisy sensor (e.g. human supervisor or onboard visual
detector), where ot ∈ {‘robber detected’, ‘robber not detected’}. Figure 2 (a) shows GM models for the ‘detection’ and
‘no detection’ likelihoods, which are respectively parameterized by 8 and 200 isotropic Gaussian components, for 624
parameters total.

3 Variational CPOMDP Approximations for Softmax Semantic Observation Likelihoods

Semantic observation likelihoods should ideally be modeled by self-normalizing functions like the softmax model,

p(o|s) =
exp(wTo s+ bo)∑No

c=1 exp(wTc s+ bc)

where w1, ..., wNo ∈ RN and b1, ..., bNo are the vector weight parameters and scalar bias parameters for each categorical
outcome o given s. In addition to ensuring

∑
o p(o|s) = 1 ∀s ∈ S(S), softmax functions require relatively few parameters

compared to GM likelihoods, and scale well to higher dimensional spaces. Figure 2 (b) shows how the cop’s semantic ob-
servation likelihood can be easily modeled with a softmax function featuring 3 semantic categorical classes (two of which
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Figure 1: Set up for ‘Cop and Robot’ semantic target search problem.

(a) Gaussian Mixture Likelihood Function (b) Softmax Likelihood Function

Figure 2: Observation models compared by number of parameters.

collectively represent the ‘no detect’ observation in the blue and yellow regions via the ‘multimodal softmax’/MMS for-
mulation [8]). Unlike the GM likelihood function approxmation, the softmax model only requires 9 parameters. In
general, softmax parameters can be easily synthesized to conform to a priori sensing geometry information and quickly
calibrated/tuned with training data [8]. However, the product of GMs and softmax functions is analytically irreducible,
which breaks the recursive nature of the α function updates for GM-based CPOMDPs. Thus, in order to use softmax
models for the observation likelihoods p(o|s) in the GM-based PBVI CPOMDP policy approximation described earlier,
the local variational Bayes (VB) approximation for hybrid inference with softmax models developed in [2] is used to
approximate the product of a softmax model and a GM as a variational GM,

αin−1(s′)p(o|s′) =

[
M∑

k=1

wkφ(s|µk,Σk)

][
expwTo s

′
∑S
c=1 expwTc s

′

]
≈

V∑

v=1

wvφ(s′|µv,Σv).

Figure 3 (left) shows the key idea behind the VB approximation: the softmax function (shown in blue) is approximated by
a variational Gaussian lower bounding function (black) that ensures the product with another Gaussian function (green)
results in a good Gaussian approximation (red dots) to the true non-Gaussian but unimodal product of the softmax and
Gaussian functions (solid magenta). This allows us to reform the previous α update equation for PBVI as:

αia,o(s) =

∫

s′
αin−1(s′)p(o|s′)p(s′|s, a)ds′ ≈

∫

s′

[∑

k

wjkφ(s′|sjk,Σ
j
k)

][
expwTo s

′
∑S
c=1 expwTc s

′

]
[φ(s′|s+ ∆(a),Σa)] ds′,

≈
K∑

h=1

whφ(s|µ̂h −∆(a), Σ̂h + Σa) (where (∆(a),Σa) = known constants)

Recrusive semantic observation updates to GM b(s) pdfs can also be carried out online during execution of these policies
using softmax likelihoods, as shown in Figure 3 (right),

b(s′) ∝ p(o|s′)
∫

s

p(s′|s, a)b(s)ds =

(
expwTr s

′
∑S
c=1 expwTc s

′

)
∑

j

wjφ(s′|sj + ∆(a),Σj + Σa)


 ≈

Z∑

z=1

wzφ(s′|µz,Σz).
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Figure 3: Variational Bayes approximation (left) and GM belief update (right) examples.

(a) VB-POMDP Average Final Reward: 57 (b) GM-POMDP Average Final Reward: 59 (c) Greedy Average Final Reward: 19

Figure 4: Rewards achieved on simple target search problem (2σ bounds for 100 simulation runs shown).

Existing GM condensation algorithms perform myopic pairwise merging of the M components in αin, such that the
resulting M ′ components in α̂in minimize some information loss metric [4, 3]. Naı̈ve pairwise merging tends to be very
expensive and slow when M ≥ 100 (often the case for long horizon Bellman recursions with N ≥ 2). To improve
the speed of condensation, we employ a ‘divide and conquer’ strategy which first pre-classifies the mixture indices
into local clusters (submixtures) using K-means, and then condenses each cluster to some pre-determined number of
components via pairwise merging, before recombining the results to a condensed mixture with the desired size M ′ < M .
For merging within submixture clusters, we use the Runnall’s algorithm [7], which uses an upper bound on the KL
divergence between the pre-merge and post-merge submixture to select the least dissimilar component pairs merging.
Preliminary results indicate that our hybrid method achieves approximately the same accuracy (measured by the integral
square difference metric for GMs [9]) for condensation performance as classical full scale pairwise merging, although our
hybrid method is considerably cheaper and faster (e.g. 512 secs vs. 86.5 secs for M = 2000→M ′ = 10 with N = 2).

Fig. 4 compares the resulting policy approximations for the cop-robot search problem using the proposed VB-POMDP
method (using the softmax likelihood model shown in Fig. 2b) and the GM-POMDP policy approximation of [4] (using
the GM observation models shown in Fig. 2a); for reference on the optimality of both methods, results for a third greedy
one-step implementation of the latter approximation is also shown. The proposed VB-POMDP policy approximation
achieves a similar optimal performance to the baseline GM-POMDP policy, which is more expensive to generate.
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Abstract

We consider the problem of off-policy policy selection in reinforcement learning settings: using historical data generated
from running some policy to compare a set of two or more new policies. Policy selection methods can be used, for exam-
ple, to decide which policy should be deployed next when two or more batch reinforcement learning algorithms suggest
different policies or when we want to compare a policy derived from data to a policy constructed by an expert. We show
that existing approaches to policy selection based on importance sampling can be unfair: they can select the worse of two
policies more often than not. We present two illustrative examples to show that this unfairness can adversely impact
policy selection scenarios that may arise in practical settings. We then give sufficient conditions for when we can apply
existing techniques to do policy selection fairly. Our hope is that this work will lead to more researchers thinking about
the problems that arise in off-policy policy selection and how we may mitigate these problems, which we believe has
been largely ignored in the literature.
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1 Introduction

In this paper, we consider the problem of off-policy policy selection in reinforcement learning settings: using historical data
generated from running some policy to compare a set of two or more new policies. Policy selection methods can be used,
for example, to decide which policy should be deployed next when two or more batch reinforcement learning algorithms
suggest different policies or when we want to compare a policy derived from data to a policy constructed by an expert.
Importance sampling, a technique for predicting the performance of one policy using data generated from running a
different policy [4], is at the foundation of many policy selection and policy search algorithms [3, 1, 2, 5, 6]. In this paper,
we introduce the notion of fairness for policy selection algorithms, which we believe has not been considered in prior
work. In the case of comparing two policies, we say that a policy selection algorithm is fair if it selects the better of the
two policies more often than it selects the worse of the two policies. The primary contribution of this paper is that we
show that standard policy selection algorithms based on importance sampling are often unfair. We illustrate this with
two concrete examples of settings that may arise in practice. We then present sufficient conditions for when we can use
importance sampling to make fair comparisons, which is a first step towards fair policy selection.

2 Background

2.1 Reinforcement Learning

We consider sequential decision making settings in stochastic domains. In such domains, an agent interacts with
the environment, and in doing so, it generates a trajectory, τ , (O0, A1, R1, O1, A2, R2, . . . , AT , RT , OT ), which is a
sequence of observations, actions, and rewards, with trajectory length T . The observations and rewards are gener-
ated by the environment according to a stochastic process that is unknown. The agent chooses actions according
to a stochastic policy π, which is a conditional probability distribution over actions At given the partial trajectory
τ1:t−1 , (O1, A1, R1, O2, A2, R2, . . . , Ot−1) of prior observations, actions, and rewards. The value of a policy π, V π , is
the expected sum of rewards when the policy is used:

V π , E

[
T∑

t=1

Rt

∣∣∣∣∣ τ ∼ π
]

The agent’s goal is to find and execute a policy with a large value.

In this paper, we consider offline (batch) reinforcement learning where we have a batch of data, called historical data,
that was generated from some known behavior policy πb. We are interested in doing batch off-policy policy selection:
identifying a good policy for use in the future based on estimating its performance using the data from πb. This typi-
cally involves policy estimation or evaluation of a policy πe. If πe = πb this is known as on-policy policy evaluation.
Otherwise it is known as off-policy policy evaluation.

2.2 Importance Sampling

In this paper, we focus on estimators that use importance sampling for off-policy policy selection. Model-based off-policy
estimators tend to have lower variance than importance-sampling-based estimators, but at the cost of being biased and
asymptotically incorrect (not consistent estimators of V π) [3]. In contrast, importance sampling-based estimators can
provide unbiased estimates of the value of a policy.

Suppose we have a batch of trajectories τ1, τ2, . . . , τn sampled independently from executing a behavior policy πb, but we
want to estimate the value of another policy πe. We can use the importance sampling (IS) estimator [4], which is given
by:

V̂ πe

IS , 1

n

n∑

i=1

wi

Ti∑

t=1

Ri,t

where

wi =

∏Ti

t=1 πe(ai,t|τi,1:t−1)∏Ti

t=1 πb(ai,t|τi,1:t−1)

The IS estimator is an unbiased and strongly consistent estimator of V πe if πe(a|τ1:t−1) = 0 for all actions, a, and partial
trajectories, τ1:t−1, where πb(at|τ1:t−1) = 0. However, the IS estimator often has very large variance (which is at the
root of why it can be unfair for policy selection, as we will show below). The weighted importance sampling (WIS)
estimator is another estimator where instead of dividing the sum of the IS estimates for each trajectory by the number of
trajectories, we divide by the sum of the importance weights as follows:

V̂ πe

WIS , 1∑n
i=1 wi

n∑

i=1

wi

Ti∑

t=1

Ri,t
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s1 s2 s3 . . . s10
R(aR) = 0 R(aR) = 0 R(aR) = 0 R(aR) = 0

R(aL) = 1
R(aL) = 1

R(aL) = 1

R(aL) = 1

R(aR) = 10

Figure 1: Domain in Section 3.1. The agent is in a chain of length 10. In each state, the agent can either go right (aR)
which progresses the agent along the chain and gives a reward of 0 unless the agent is in s10, in which case it gives a
reward of 10 (and keeps the agent in the s10), or go left (aL), which takes the agent back to state s1 and gives a reward of
1.

This estimator has less variance than the importance sampling estimator, but at the expense of adding some bias.

2.3 Policy Selection

A policy selection algorithm is any algorithm that takes as input an arbitrary number of policies, and outputs one of
those policies. Any estimator used for policy evaluation can be transformed into a policy selection algorithm by simply
evaluating each input policy and selecting the one that performs best under the estimator. Because policy evaluation is
often used to do policy selection, the problem of policy selection has not been adequately studied independent of policy
evaluation to our knowledge, even though it is perhaps the more important of the two problems since policy selection
underlies the decision of what policy to use in practice. There are at least two properties that are desirable to have in a
policy selection algorithm:

• Consistency: In the limit as the number of trajectories of historical data goes to infinity, the algorithm should
always select the policy that has the largest value.

• Fairness: With any amount of data, the probability that the algorithm selects a policy with the largest value
should be greater than the probability that it selects a policy that does not have the largest value. When choosing
between two policies, this implies that the algorithm should choose the better policy at least half the time.

Since model-based approaches to policy evaluation are biased when the model class is inaccurate, they also do not satisfy
these properties in general. For example, comparing the estimated value of the optimal policy from a set of models is
both inconsistent and unfair (as even in the limit of infinite data, it may always pick the wrong policy) [3]. Importance
sampling on the other hand, is consistent when used for policy selection as it is an unbiased and consistent estimator of
the value function (so in the limit of infinite data, using IS will always lead to choosing the better policy); however we
now show that it is not a fair policy selection algorithm.

3 Unfairness of Importance Sampling

We will give two examples that show the unfairness of importance sampling and how they can arise in counterintuitive
ways in practically interesting settings, motivating why we should care about satisfying fairness.

3.1 Example 1: Bias Towards Myopic Policies

In this example, we show that using IS for policy selection could be biased in favor of myopic policies, which could be
of great practical concern. This may come up in practical settings where we are interested in comparing more heuristic
methods of planning (e.g., short look-ahead) to full-horizon planning methods. If we have the correct model class, full
horizon planning is expected to be optimal, however it is both computationally expensive (so possibly not even tractable)
and potentially sub-optimal if our model class is incorrect (e.g., our state representation is inaccurate or the world is a
partially observable Markov decision process but we are modeling it as a fully observable Markov decision process).
Thus, we may be interested in comparing full-horizon planning (or an approximation thereof) to myopic planning, and
the following example shows that IS can sometimes favor policies resulting from myopic planning.

Consider the domain given in Figure 1. Now suppose we have data collected from a behavior policy πb that takes each
action with probability 0.5 and all trajectories have length 200. We want to compare two policies: πmyopic which takes aL
with probability 0.99 and aR with probability 0.01, and πopt which takes aL with probability 0.01 and aR with probability
0.99. (Note: the actual optimal policy is to always take aR, for which πopt is a slightly stochastic version.) Notice that
the probability distribution of importance weights is the same for both πmyopic and πopt, so both are equally close to the
behavior policy in terms of probabilities over trajectories. However, for datasets that are not large enough, the importance
sampling estimate will be larger for πmyopic than for πopt, even though it is clearly the worse policy. In particular, when
we have 1000 samples, (1) around 60% of the time, the importance sampling estimate of πmyopic is larger than that of πopt,
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s0 s1 s2 s0 s1 . . . s80
R(aX) = 1

R(aY ) = 0

R(aX) = 1

R(aY ) = 0

R(aX) = 0

R(aY ) = 1

R(aX) = 0

R(aY ) = 1

R(aX) = 0

R(aY ) = 1

with probability 0.5 with probability 0.5

Figure 2: Domain in Section 3.2. The agent is placed uniformly at random in either a chain of length 2 or a chain of length
L. At each time step, action aX deterministically gives a reward of 1 to the agent if the agent is in the chain of length 2
and 0 otherwise, and action aY deterministically gives a reward of 1 to the agent if the agent is in the chain of length L
and 0 otherwise. Both actions progress the agent along the chain.

V̂MC V̂IS V̂WIS

πX 1.39 0.98 1.98
πY 39.52 0.010 0.020

Table 1: Median estimates, out of 100 simulations, of different estimators using 100 samples of πX and πY in the domain
in Section 3.2.

and (2) around 95% of the time, the weighted importance sampling estimate of πmyopic is larger than that of πopt. Thus
both the IS and WIS estimators are unfair for policy selection.

The reason IS is unfair in this case is because one policy only gives high rewards in events that are unlikely under the
behavior policy, and hence the behavior policy often does not see the high rewards of this policy as compared to a myopic
policy. However, note that these events are still likely enough that we can build a model that would suggest choosing
the optimal policy. IS is unable to detect simple patterns that a model-based approach (or even a human briefly looking
at the data) would easily infer; this is the cost of having an evaluation technique that places virtually no assumptions on
policies.

3.2 Example 2: Systematic Bias Towards Shorter Trajectories

We now show another practically important example where importance sampling can systematically favor policies that
assign higher probability to shorter trajectory lengths (in domains where the length of each trajectory may vary). This is
a problem that could arise in many practical domains, for example domains where a user is free to leave the system at
any time, such as a student doing problems in an educational game or a user chatting with a dialogue system. Moreover,
this is especially worrisome when there is some correlation between how long a user stays in the system and the reward
that the system obtains. In many cases the reward might be directly proportional to the number of interactions the user
has with the system. Even if that is not the case, in many situations, worse policies might bias users to leave the system
earlier. For example, in an educational game whose goal is to maximize student learning, we can imagine a policy that
gives levels that are too difficult will lead students to leaving the game and hence learning very little, whereas a policy
that gives an optimal progression of levels might result in the student to play the game for a longer duration of time
and hence learn more. Thus, it is particularly problematic that importance sampling can favor policies that assign higher
probability to shorter trajectories even when shorter trajectories are worse than longer ones, which the following example
shows to be true.

Consider the domain given in Figure 2. Now suppose we have data collected from a behavior policy πb that takes each
action with probability 0.5. We want to compare two policies: πX , which takes action aX with probability 0.99, and πY ,
which takes action aY with probability 0.99. Clearly πY is the better policy, because it incurs a lot of reward when we
encounter trajectories of length 80, while only losing out on a small reward when encountering the short trajectories.
Table 1 shows the median estimate, out of 100 simulations, of the Monte Carlo estimator (i.e., the standard on-policy
estimator V̂ πe

MC , 1
n

∑n
i=1

∑Ti

t=1Ri,t), as well as the median IS and WIS estimates using 1000 samples each. We find that
while πY is, in actuality, much better, IS essentially only weighs the shorter trajectories, so the estimates only reflect
how well the policies do on those trajectories. WIS simply (almost) doubles the estimates because half of the samples
have extremely low importance weights. So why does this occur? When using IS in settings where trajectories can have
varying lengths, the importance weight of shorter trajectories can be much larger than for longer trajectories, because for
longer trajectories, we are multiplying more ratios of probabilities that are more often smaller than one. This happens
even if the policy we are evaluating is more likely to produce a longer trajectories than a shorter one (because there are
exponentially many longer trajectories and so each individual trajectory has an exponentially smaller weight).

3
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4 Guaranteeing Fairness

We will now show conditions under which we can guarantee fairness when using importance sampling for policy selec-
tion.
Theorem 4.1. Using importance sampling for policy selection when we have n samples from the behavior policy is fair provided
that

wπ1

MAXV
π1

MAX + wπ2

MAXV
π2

MAX ≤ |V π1 − V π2 |
√

2n

ln 2

where wπMAX is the largest importance weight for policy π and V πMAX is the largest possible value for policy π. In other words,
Algorithm 1 is fair provided that ε ≤ |V π1 − V π2 | and δ ≤ 0.5.

Theorem 4.1 can be shown with a simple application of Hoeffding’s inequality. Alternatively, we can use other concentra-
tion inequalities to obtain fair algorithms of a similar form. Additionally, we can extend the algorithms to policy selection
with more than two policies by applying a union bound, but that is omitted here for brevity. Notice that Theorem 4.1 tells
us that as long as neither policy is too far from the behavior policy in terms of the largest possible importance weight,
then we can guarantee fairness, which intuitively makes sense; we can only fairly compare policies that are similar to
the behavior policy. However, how far we stray will also depend on how different the values of the policies are from
each other. This is a quantity we do not know, so we must pick an ε where either we think ε ≥ |V π1 − V π2 | or we are
comfortable with the possibility of choosing a policy that is worse than ε from the better policy. Theorem 4.1 helps us
better understand when we can guarantee fairness and gives hope that importance sampling is still useful for policy
selection, but there is still much to do before we can implement fair policy selection to obtain decent policies that are
very different from the behavior policy, which is what we would often like in practice. Our hope is that our paper will
lead to more researchers thinking about the problems that arise in off-policy policy selection and how we may mitigate
these problems, which we believe has been largely ignored in the literature.

Algorithm 1 Fair Policy Selection
Input: π1, π2, V π1

MAX , V
π2

MAX , ε, δ
τ1, τ2, . . . , τn ∼ πb

if wπ1

MAXV
π1

MAX + wπ2

MAXV
π2

MAX ≤ ε
√

2n
ln 1/δ then

return max(V̂ π1

IS , V̂
π2

IS )
else

return No Fair Comparison
end if
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Abstract 
Choice alternatives often consist of multiple attributes that vary in their predictiveness of reward. Some 
standard models assert that decision makers either weigh such attributes optimally (rational models) or use 
heuristics in which attributes are used suboptimally but in a manner that yields reasonable performance at 
minimal cost (e.g., the take-the-best heuristic). However, such models have no principled account of how 
decisions can be overly influenced by recent experiences (e.g., recency effects) or how individuals can end 
up with different attribute weights. In contrast, standard reinforcement learning models account for recency 
effects and different attribute weights as a result of different trial presentation orders and patterns of 
feedback. Yet these models are known to perform poorly with multi-attribute stimuli. Moreover, it remains 
unclear whether choices are evaluated at the level of attributes or alternatives in multi-attribute framework. 
We conducted a two-alternative choice experiment with stimuli that varied on three binary attributes. All 
attributes were predictive of reward but varied in their predictiveness. Participants generally learned to use 
all three attributes and the relative rank of those attributes. Our analysis also revealed that the time needed 
to make decisions increased as the number of relevant attributes increased, suggesting that subjects took an 
attribute-wise approach. Computational model fitting revealed that models that assumed that learners use 
multiple attributes performed better than those that didn’t and that models that account for recency effects 
performed better than those that didn’t. The best performing model was one that incorporated both factors. 
We discuss the role of selective attention in reinforcement learning more generally and the potential need to 
incorporate more hypothesis-testing like processes to account for results with multiple-attribute stimuli. 
Keywords: multi-attribute decision making, reinforcement learning 
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1. Introduction 

Choice options often consist of multiple attributes that vary on their predictiveness of rewards. One strand 
of models in decision making—rational models—assume perfect learning of how to weight and combine 
attributes so as to maximize reward [1, 2]. Heuristic models, such as take-the-best model, offer suboptimal 
solutions that consider some attributes while ignore others [3]. Numerous studies have evaluated which of 
these approaches are used by human decisions makers but have not yielded a clear answer [4]. Moreover, 
they appear to neglect how decisions can be overly influenced by recent experiences, which has been well-
captured by reinforcement learning (RL) models [5]. RL represents an advantage over the models described 
above in not requiring a full record of past experiences without arbitrarily ignoring information that could 
facilitate decisions. Yet, despite their successes RL models are notoriously inefficient as the number of 
attributes in choice options increases—the so-called curse of dimensionality [6]. 
We propose that the curse of dimensionality can be overcome by an attribute-wise RL model in which choices 
are evaluated by evaluating attributes and and then combining those evaluations in an optimal way. 
Moreover, decisions will be overly influenced by recent experiences, which can be well characterized by RL 
models. Human participants performed a 2-alternative-forced-choice task with multi-attribute stimuli and 
probabilistic feedback. We found that participants generally learned to use all attributes and the relative 
rank of those attributes. We also found that response time increased as the number of discriminating 
attributes increased, supporting the claim that subjects evaluated choices attribute-wise. Finally, that 
participants’ decisions was best characterized by an RL model implies an effect of recent reward histories. 
These results were inconsistent with a rational model that assumes participants will use information 
optimally or a take-the-best model that asserts only one attribute will be used during decision making.  

2. Method 

2.1 Experimental task  
The task stimuli varied on three binary attributes: head (triangular or rectangular); body (light or dark); and 
tail (big or small). The task consisted of 6 training blocks and a testing block, each 36 trials long. Before the 
start of training participants were informed that all three attributes (head, body and tail) were predictive of 
reward and that they needed to learn about the importance of the cues and stimulus attributes through trial-
and-error, with the goal to collect as many one-dollar bills as possible. On each training trial participants 
were presented with two stimuli (aliens), each consisting of one cue on each of the three attributes (Fig. 1 
1).  The participants’ task was to choose the stimulus that they deemed more likely to be rewarded. After a 
response the reward associated with that choice was displayed, consisting of an image of either a one-dollar 
bill or a zero-dollar bill. To associate reward with an alien on each trial, we associated with each stimulus 
dimension a target weight indicating how important that attribute was for predicting reward. Those 
weights were 1.7776, 1.3332, and 0.8888, for Attribute 1, 2 and 3, respectively. These weights were 
compensatory, such that Attributes 2 and 3 together outweigh Attribute 1. The assignment of the physical 
cues and attributes to their logical roles (see below) was counterbalanced across participants. We defined 13 
types of choice problems defined by the amount of evidence provided by one alternative (referred to as A) 
over the other (B). For each choice type, Table 1 defines the evidence that attribute i provides in favor of 
alternative A, denoted by 𝐸𝑣(𝐴𝑡𝑡&). 𝐸𝑣(𝐴𝑡𝑡&) = 1 means that the cues on attribute i provide evidence for A, 
𝐸𝑣 𝐴𝑡𝑡&  = –1 means that they provide evidence for B, and 𝐸𝑣(𝐴𝑡𝑡&) = 0 means they favor neither alternative, 
a situation that arises when A and B display the same cue on that attribute. Reward probabilities were 
derived from a logistic regression where the attributes were linearly combined via the weights {𝑤), 𝑤+, 𝑤,} 
were linearly combined:  

 
𝑃 𝑟 𝐴 = 	

1
1 +	𝑒4 (56∗89(:;;6))<

=
 

(1) 

 𝑃 𝑟 𝐵 = 	1 − 𝑃(𝑟|𝐴) (2) 

𝑃 𝑟 𝐴 	for each of the 13 choice types is presented in Table 1. It also presents the number of times each 
choice type was presented during the 216 training trials (e.g., choice type 1 was presented 24 times). The 
number of times each choice type was rewarded was chosen so at to approximate its target (e.g., choice type 
1 was rewarded on 21 of its 24 presentations). Finally, Table 1 presents the actual probability of reward for 
each choice type. The attribute weights recoverable from these 216 training trials were 1.7641, 1.3309 and  
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Figure 1: Schematic of a trial. Table 1: Structure of the task. 

0.8912. These are the weights that an ideal observer should adopt to maximize reward. Finally, 
instantiations of the 13 choice types were assigned to blocks of 36 training items such that the proportion of 
each choice type was the same in each block. 
2.2 Computational models 
To analyze choice behavior, we explored four computational models, The Rational model (RAT) is a variant 
of a weighted-additive decision model, RAT [2]. It uses all the relevant available information to update cue 
validity [2] on the basis of the proportion of rewarded inferences made across stimulus pairs in cases where 
a cue discriminates between alternatives. In our task, the validity of cue i (𝑣&) was defined as below with a 
Bayesian modification pointed out by [4]: 

 
𝑣& = 	

1 + 	𝑟𝑒𝑤𝑎𝑟𝑑𝑒𝑑_𝑑𝑒𝑐𝑖𝑠𝑖𝑜𝑛𝑠&
2 + 𝑟𝑒𝑤𝑎𝑟𝑑𝑒𝑑_𝑑𝑒𝑐𝑖𝑠𝑖𝑜𝑛𝑠&

 
(3) 

Validities for all the cues present in a trial were updated using Equation 3, after feedback was given on each 
trial. If a chosen stimulus was rewarded, the number of rewarded decisions for that cue increased by one, 
otherwise it remained the same. At the same time, the validities for the unchosen stimulus were also 
updated, given participants were instructed that only one stimulus would be rewarded on each trial. After 
calculating cue validities, each cue was assigned a weight (𝑤&), representing the independent contribution of 
each cue to the evidence in favor of an alternative. This was given by the log odds of cue validities [2] in 
Equation 3. 

 𝑤& = log	(
𝑣&

1 − 	𝑣&
) (4) 

The value of each stimulus was determined by the sum of cue weights for attributes (n is the number of 
discriminating attributes) that discriminate between alternative in that stimulus: 

 
𝑄 𝑆 = 	 𝑤&

O

&P)

 
(5) 

then these values were entered into a softmax choice function: 

 
𝑝 𝑐ℎ𝑜𝑜𝑠𝑒	𝑆 = 	

𝑒S∗T(U)

𝑒S∗T(UV)+
WP)

 
(6) 

where the inverse temperature parameter b represents the level of noise in the decision process, with larger 
b corresponding to low decision noise and near-deterministic choice of the highest-value option, and small 
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b corresponding to high decision noise and nearly random decisions. This model can be thought of an “ideal 
observer” model as it optimally evaluates the probability of an alternative getting rewarded given cues and 
associated validities for both alternatives. 
The second model is “take-the-best” model [2, 3] uses the same rule to update cue validities as rational model. 
However, instead of using all the cues and attributes, TTB sequentially searches through cues in a 
descending order of their validities and stops upon finding the highest-ranked cue that discriminates 
between two alternatives.  
The third model is an alternative-wise reinforcement learning model (atl-RL) [7] learns values for each distinct 
stimulus through the standard Rescorla-Wagner learning rule. After choosing a stimulus S and observing 
the reward for that choice, the value of S, Q(S), was updated according to: 

 𝑄OX5 𝑆YZ[\XO = 	𝑄[]^ 𝑆YZ[\XO + 	𝛼	(𝑅; − 	𝑄[]^ 𝑆YZ[\XO ) (7) 

where a is a learning-rate parameter. The unchosen stimulus was updated by the same predition error with 
reversed sign: 

 𝑄OX5 𝑆aOYZ[\XO = 	𝑄[]^ 𝑆aOYZ[\XO − 	𝛼	(𝑅; − 	𝑄[]^ 𝑆aOYZ[\XO ) (8) 

Stimuli values, Q(S), were then entered the same softmax choice rule described above to compute choice 
probabilities. 
The fourth model is an attribute-wise reinforcement learning model (attr-RL) [7] differs from the atl-RL model in 
using the Rescorla-Wagner learning rule to learn the value of individual cues, instead of whole stimuli. The 
value of stimulus S was calculated as the sum of the values of its three features, V(f), as: 

 𝑄 𝑆 = 	 𝑉(𝑓)
d	∈	U

 (9) 

and a choice is made on the basis of the softmax rule. The value of each feature in a chosen and unchosen 
stimulus was updated according to R-W rule using formula (10) and (11): 

 𝑉OX5 𝑓 = 	𝑉[]^ 𝑓 + 	𝛼	 𝑅; − 	𝑉[]^ 𝑓 , 𝑓	 ∈ 𝑆YZ[\XO (10) 

 𝑉OX5 𝑓 = 	𝑉[]^ 𝑓 − 	𝛼	 𝑅; − 	𝑉[]^ 𝑓 , 𝑓	 ∈ 𝑆aOYZ[\XO (11) 

3. Results 

3.1 Choice behavior in testing phase 
To assess what participants learned about the three attributes, we computed logistic regression weights 
from the testing block during which no feedback was provided. Each learner’s normalized beta weights are 
displayed in the simplex plot in Figure 2 [8]. Points reflect the relative contribution of the attributes on 
choices. The middle cross corresponds to the case where the attributes are equally weighed and the red 
circles to cases where only one attribute was used. The black asterisk represents optimal performance 
(weights of 0.443, 0.334, and 0.224). Informal inspection of Figure 2 suggests that in fact most learners made 
use of all three attributes, contradicting the take-the-best model. Moreover, learners generally recovered the 
attributes’ relative importance. Of the six possible orderings of attribute weights, learners exhibited the 
optimal ordering (Attribute 1 > 2 > 3; points in blue) more than any other (51% of the participants).  
3.2 Response time (RT) in testing phase 
We examined response times during the testing block. as a function of choice type. First, to assess the 
rational and the take-the-best models, we compared RTs within pairs of choice types (4 and 5, 6 and 7, 8 and 
9, and 10 and 13). Within each pair, the evidence for choice A is the same if only the “best” attribute is 
considered (see Table 1); thus the take-the-best model predicts that types within a pair are equally difficult 
decisions (and so should exhibit equal RTs). In contrast, because it considers all attributes, the rational 
model predicts that the first member of each pair is less difficult than the second (e.g., choice type 4 is easier 
than 5) and so should exhibit faster RTs. Figure 3 confirms the predictions of the rational model for each of 
the four pairs. We also asked whether participants evaluated decisions attribute- or alternative-wise by  
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Figure 2: Simplex plot of beta weights. Figure 3: Choice difficulty and RTs. 

  

Figure 4: Number of relevant attributes and RTs. Table 2: Mean parameter estimation and BIC. 

examining choice types that differ in the number of discriminating attributes. If choices were evaluated 
alternative-wise then RTs should not vary with the numbers of discriminating attributes. In fact, RTs were 
faster when only one attribute discriminated as compared to two, t(46) = - 2.73, p < 0.01, and three, t(46) = -
3.02, p < 0.01 (Fig. 4); RTs were not significantly different for two and three attributes. These results support 
the notion that participants learn and use multiple attributes, consistent with RAT and attr-RL but not TTB 
and alt-RL. 

3.3 Model comparison 
We fit each participants’ choice data during the entire experiment to each of the four models. Model 
likelihoods were based on assigning choice probabilities on every trial. Table 2 shows the parameter 
estimation of all the models. We then computed each participant’s Bayesian Information Criterion (BIC) 
as:	𝐵𝐼𝐶 = 	−2× ln 𝐿 +	𝐾lmnmo×ln	(𝑁), where L is the likelihood of the choice probabilities given model and 
parameters, is the number of parameters in the model, and N is the number of observations (number of 
trials in training block) for each participant. We then aggregated BIC across the participants to compare 
between models. The model that yields a smaller BIC is considered to provide a more account of the data. 
The results (see Table 2) are in support of attribute-wise RL model over other models. 
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General Discussion 

We have proposed that an attribute-wise reinforcement learning model can better characterize human 
decision making in multi-attribute, probabilistic environment. We have shown that participants could learn 
the task and correctly rank the order of attributes in terms of their objective importance. Analyses revealed 
that the difficulty of decisions, as well as the number of relevant attributes, influenced the time participants 
needed to make decisions. These results suggest that rather than merely “taking the best” [2], our subjects 
made use of multiple sources of available information to make decisions. They also support the idea that 
participants made decisions based on attributes instead of alternatives (i.e., whole stimuli). Our model fits 
revealed that an attribute-wise RL model provided the best fits to data from both the training and testing 
phases. This model represents individual attributes rather than alternatives and sums the values of 
attributes in order to compute the value of alternatives. Moreover, the better fit of RL models as compared 
to the rational models suggests that recent experiences had greater influence on decisions, as already 
documented in the decision-making literature. Taken together, these results suggest that humans can adopt 
an attribute-wise, computational efficient process to guide decisions in probabilistic, multi-attribute 
environment.  
Further analysis should be conducted to address individual differences that are ubiquitous in studies of 
human choice behavior. Previous studies [4] have found dynamically strategic shifting during learning and 
decision making. Consistent with these findings, preliminary trial-by-trial analysis in our study (not 
presented here) revealed that the between-subject variability was greater than predicted by either TTB or 
RAT. Given the effects of recency they incorporate, the end-state predictions of RL models will exhibit 
greater sensitivity to effects of trial order and thus between-subject variability. Yet, a full account of such 
variability may require incorporating additional cognitive mechanisms, such as the operation of selective 
attention that has played a central role in category learning and classification, or even hypothesis testing-
like mechanisms in which subjects explicitly abandon use of one subset of attributes in favor one another [9, 
10]. Indeed, our trial-by-trial analysis revealed that learners sometimes exhibited shifts in the ranking of 
their subjective attribute weights. Further computational modeling analysis should be conducted to 
investigate these possibilities. 
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Abstract
Typical reinforcement learning (RL) agents learn to complete tasks specified by reward functions tailored to their domain.
As such, the policies they learn do not generalize even to similar domains. To address this issue, we develop a framework
through which a deep RL agent learns to generalize policies from smaller, simpler domains to more complex ones using
a recurrent attention mechanism. The task is presented to the agent as an image and an instruction specifying the goal.
This meta-controller guides the agent towards its goal by designing a sequence of smaller subtasks on the part of the
state space within the attention, effectively decomposing it. As a baseline, we consider a setup without attention as well.
Our experiments show that the meta-controller learns to create subgoals within the attention.

Keywords: Hierarchical Reinforcement Learning, Transfer Learning, Policy
Gradient, Attention Mechanism
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1 Introduction
Usually, reinforcement learning (RL) agents cannot generalize policies learned in small domains to larger, more com-
plicated ones. Yet this ability can allow them to immediately apply skills learned in simple settings without having to
explore a large state space. In the deep learning setting, reduction in the size of the state also means smaller networks
are required, which are easier to train. In this work, we present an approach to decompose complicated environments
into simpler ones and provide subgoals within them that ultimately solve the larger task. The agent can be pre-trained
on the smaller environment to solve each subgoal independently, or in conjunction with the subgoal creation algorithm.

We describe a meta-controller that learns to decompose the state space and provide subgoals solvable within the smaller
space. The meta-controller is solving a delayed reward problem as it only gets positive reinforcement when the under-
lying agent solves the original task. It has to come up with a sequence of subgoals which maximizes the expectation
of this reinforcement. In addition to creating subgoals, the meta-controller also fragments the state space such that the
underlying agent is presented with a smaller state on which it can easily learn an optimal policy for the subgoal. It does
this by using an attention mechanism, similar to the Recurrent Attention Model [1]. The meta-controller learns to control
its attention and only passes the part of the state within it to the agent. The meta-controller’s MDP formulation is:

• States, S, are summaries of its past and current attentions.
• Actions, A, are the locations of the attention Lattn, and a distribution over the set of subgoals, g.
• Rewards, r, are positive if the underlying agent solves the task and a small negative step cost otherwise
• Transitions: The underlying agent executes its policy according to the state and subgoal provided to it. Since this

policy is unknown to the meta-controller this is a source of stochasticity in its environment.

The meta-controller selects a value for Lattn and a distribution P (g). The state space under that location and a subgoal,
g, are passed to the underlying agent. The agent then chooses an atomic action that moves it towards achieving g. The
new agent location Lagent changes the meta-controller’s environment, which picks a new attention and subgoal.

In this work, we make a few simplifying assumptions. First, we assume that the underlying agent has access to the
optimal policy for each subgoal. Such a goal-dependent policy can be learned by a technique such as universal value
function approximators (UVFAs) [2]. UVFAs learn to approximate V (S, g), or the value function with respect to a goal,
using a function approximator such as deep neural nets. The learned value function V (S, g; θ) can be used to construct
a policy that achieves the goal g. This value function can be trained independent of or in conjunction with the meta-
controller by providing intrinsic rewards for achieving subgoals [3]. Secondly, we assume that the agent remains still
unless both its location and the subgoal are present within the state provided to it by the meta-controller. In general, the
meta-controller will automatically be incentivized to focus its attention and provide subgoals such that the underlying
agent is able to solve the given task because of its reward structure. In this case, that means keeping both the agent
location and the subgoal within the attention. For example, in the game of Pacman, if the subgoal is to eat the closest pill,
the underlying agent should have both the Pacman and at least one pill within the state provided to it. Otherwise, the
agent may move randomly, and it will be unable to achieve its overall goal of getting a high score.

The above assumptions simplify training of the meta-controller, but the methodology we provide should be applicable
in the general setting where the policy of the underlying agent is learned as well.

2 Related Work
Our work most closely matches that of Kulkarni et al. [3]. They present a hierarchical framework where an agent learns
from intrinsic rewards provided by a higher level agent setting subgoals and operating on a longer time frame. Rewards
for the higher level agent are provided by the environment for completing tasks. The subgoals in turn are provided
through functions over entities and relations in an object oriented framework. In a sense, our approach takes this a step
further by decomposing the state space such that the base agent has to only see a small portion of it at any time. This
allows for better computational efficiency, as the base agent can now use smaller networks, and may allow for transfer of
learnt policies to different parts of the state space that are similar without having to explicitly explore them. To achieve
this, the higher level agent, or meta-controller, must learn to integrate information over the states it has observed so
far. Therefore, we use a recurrent model to represent the meta-controller through a Long Short Term Memory (LSTM)
network [4]. Kulkarni et al. use a pair of DQNs for the agent and meta-controller.

In order to train the attention mechanism of our meta-controller, we employ a technique similar to that of Mnih et al. [1].
They use policy gradients to train an attention mechanism for classification and simple control tasks. In our approach, we
do not employ a complex glimpse sensor, but instead simply use a 5x5 crop of our input image. This can be incorporated
into our setup easily. Further, instead of specifying Lattn directly using a continuous output, we use discrete actions,
up, down, noop, to move the attention.

Finally, Schaul et al. [2] describe how goal specific function approximators may be constructed for deep RL agents. Such
a function can be constructed for our base learner by independently learning subgoals on a 5x5 image. We do not provide
results for this setting in this paper but it can be integrated into future work.

1
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3 Preliminaries

Before proceeding further, we provide a brief introduction to reinforcement learning and policy gradients.

3.1 Reinforcement Learning and MDPs

Reinforcement learning addresses the problem of choosing behavior that maximizes some notion of long term cumu-
lative reward. It is typically formulated as a Markov decision process (MDP). An MDP is characterized by the tuple
< S,A, T,R, γ >. S is the set of states an agent can be in. A(S) is the set of actions the agent has available to it in each
state. Typically, the agent chooses an action to execute from A, which may lead it into a new state according to the tran-
sition function T : S × A → P (S). R : S × A → R is a scalar value received upon executing an action in a state. Finally,
0 ≤ γ ≤ 1 is the discount factor. A policy, π : S → P (A), informs the agent on which action to execute in each state. The
goal of a reinforcement learning agent is to find π∗, the optimal policy, which maximizes the long term expected reward,
or utility, in each state.

3.2 Policy Gradients

Policy gradient methods look to directly directly maximize expected reward by adjusting policy parameters. The ex-
pected reward for a trajectory sampled from a policy π parametrized by θ is given by

J(θ) = Ep(S1:T ;θ)

T∑

t=1

rt = Ep(S1:T ;θ)[R] (1)

where, p(S1:T ; θ) depends on the state distribution induced by π, andR is the return for the trajectory. In this formulation,
no discounting is performed. The policy gradient theorem [5] states that the gradient for J is given by

∇θJ(θ) = Ep(S1:T ;θ)

T∑

t=1

∇θlog[π(at|s1:t; θ)]Rt (2)

The expectation can be approximated by sampling a batch of trajectories from the current policy and averaging the
gradients over them. This is the REINFORCE algorithm [6]. The vanilla policy gradient may suffer from high variance
as it relies on Monte Carlo samples. A common modification to reduce variance is to subtract a baseline from the returns.
The baseline bt is computed by taking the average of observed returns over the past N time steps: 1

N

∑T
n=T−N+1 rtn . In

this work, we chose N = 100.

4 Environment

For our experiments, we use an environment consisting of a 10x5 grid. The grid consists of four ”rooms,” where each
room is a horizontal kx5 strip for some k not exceeding 4. The rooms are stacked on top of each other and are each a
different color from the set {red, green, blue, yellow}. The environment also generates an instruction as a one-hot vector
of length 4, specifying the target room. An episode terminates when either the agent reaches the target room, receiving a
positive reward of +1, or it times out without reaching it. The step cost is −0.01.

5 Approach

We construct three frameworks for the meta-controller that is tasked with providing subgoals to the underlying agent
such that it navigates successfully to the target room. In all experiments, the meta-controller uses the Adam Optimizer
with a learning rate of 1× e−5. The agent and attention (if used) always start of at the top left corner of the grid.

5.1 Meta-Controller with No Attention Mechanism

First, we simplify the problem by providing the entire state space as input to the meta-controller at each time step,
therefore not employing any attention mechanism. Specifically, the meta-controller receives as input the 10x5 image of
the grid which contains the rooms as well as the location of the agent, Lagent. The output of the meta-controller is a
distribution P (g) over the rooms. A room is sampled from P (g) and is provided to the base agent as an instruction. This
is the subgoal it must achieve. It is assumed that the underlying agent can move optimally on the entire 10x5 grid given
an instruction. In this setup, the optimal policy for the meta-controller is to always output the target room directly.
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(a) State Processor Network

(b) Architecture of Meta-Controller
with Attention

Figure 1: Network architecture for the partial state decomposition and constrained attention mechanism experiments.
The 5x5 attention window and target instruction are inputted at each time step into the meta-controller, which then
outputs probability distributions over attention actions and subgoal instructions.

5.2 Meta-Controller with Partial State Decomposition

In this setup, we have a meta-controller with an attention mechanism, which consists of a 5x5 window into the 10x5 grid.
In addition to the subgoal instruction, it must now also output an action to control the attention. Here, the attention
mechanism only partially decomposes the state space, meaning that the agent may move optimally to a provided sub-
goal, even if the agent is not within the current attention. The subgoal, however, must be located inside the attention. The
goal of the meta-controller is to to find the location of the target room using its attention mechanism and then instruct
the agent to go to that room color at every time step.

The architecture of this meta-controller consists of a state processor network, which takes the 5x5 attention window and
target instruction provided by the environment as input at each time step. It processes these inputs using a feedforward
convolutional network and uses an LSTM unit to output P (g) and P (a), where P (a) is the probability distribution over
attention actions. The convolutional layers of the network use rectified linear unit activation functions. The attention
action affects the next attention location, Lattn, while the subgoal instruction affects the next agent location, Lagent. Thus,
the LSTM’s hidden state contains knowledge gained from taking a sequence of both instruction and attention actions in
an episode. In order to train this network effectively with Policy Gradients, we assume that the attention and instruction
actions probabilities are independent of each other.

5.3 Meta-Controller with Constrained Attention Mechanism

In this setup the agent will not move unless it is within the attention. This means that the meta-controller must instruct
the agent to move to a room within the view of the attention before moving downwards and repeating the process until
the agent has reached the target room. Thus, if the agent or the subgoal do not appear within the decomposed state
space, the target task will not be achieved. In both the partial state decomposition and constrained attention mechanism
experiments, the LSTM unit allows the meta-controller to use its memory of the locations of the agent and target room to
guide its action selection when either the agent or target room is not present within the attention window at a particular
time step. The constrained attention mechnism framework adds the additional step of constructing an optimal sequence
of subgoals for the agent to reach the target room, and this is the overall goal of this paper.

6 Results

6.1 Meta-Controller with No Attention Mechanism

We ran two experiments using the meta-controller with no attention mechanism. In the first experiment, the environment
is fixed, i.e. the room arrangement is fixed between episodes, and the target room is always at the very bottom. The
optimal policy of the meta-controller is simply to output the instruction corresponding to the target room, since the
underlying agent is an optimal agent on the entire grid. In the second experiment, the environment is dynamic, which
means that the room arrangement is randomly generated between episodes, but the target room is always located at the
very bottom. Here, it must learn a mapping between the color of the bottom-most room and the optimal instruction.
These experiments serve as a baseline for the experiments that we run using the meta-controller with the attention
mechanism. For both cases, the meta-controller converges to the optimal policy, guiding the agent to the correct room.
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(a) Meta-Controller with No
Attention Mechanism on a

Fixed Environment

(b) Meta-Controller with No
Attention Mechanism on a

Dynamic Environment

(c) Meta-Controller with
Partial State Decomposition

(d) Meta-Controller with
Constrained Attention

Mechanism

Figure 2: Episode lengths over training episodes. The dots represent means over a variable number of episodes depen-
dent on the total number of episodes displayed and the whiskers represent the variance. In the case of the meta-controller
with no attention (a and b), it converges quickly on a fixed environment, supplying the agent with the target room and
hence completing episodes in the minimum time. It takes longer to converge in the dynamic case. The meta-controller
with attention plots (c and d) show the results on the effect of using attention to guide subgoal creation. For these
experiments, the environment was kept fixed.

6.2 Meta-Controller with Attention Mechanism
Here, we show the results for the meta-controller with both the partial state decomposition and the constrained attention
mechanism. In these experiments, we keep the environment fixed between episodes. Compared to Figure 2a, in both
cases, it takes longer to train the meta-controller to output subgoals leading to the optimal policy. One reason for this is
that the meta-controller now has to control its attention in addition to creating subgoals. It is also operating in a partially
observed setting and has to integrate information gleaned in past attentions into its hidden state. Note that the state
space of the meta-controller is the set of combinations of attention window, target instruction, and hidden state of the
LSTM unit. But since this is possible to learn, the underlying agent does not have to be trained on the entire 10x5 image,
but only on the 5x5 attention size. Our approach may scale to even larger sized domains, where directly learning a policy
on the original input image may be infeasible.

7 Conclusion
Our overall contribution is a framework that allows an agent to complete a task in a large environment given knowledge
of how to do so in a smaller environment. Through the use of an attention mechanism, smaller networks are required,
which are easier to train. With all three frameworks developed, the meta-controller learns the representation of the room
colors and how that representation transfers to sub-instructions that lead the agent to the desired goal. Our results show
that it is possible to scale a policy learned on a smaller environment by decomposing a large state space using an attention
mechanism. Our eventual goal is to train the underlying agent in conjunction with the meta-controller and apply this
framework to dynamic and complex environments.
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Abstract

The human mind has an impressive ability to improve itself based on experience, but this potential for cognitive growth
is rarely fully realized. Cognitive training programs seek to tap into this unrealized potential but their theoretical foun-
dation is incomplete and the scientific findings on their effectiveness are mixed. Recent work suggests that mechanisms
by which people learn to think and decide better can be understood in terms of metacognitive reinforcement learning.
This perspective allow us to translate the theory of reward shaping developed in machine learning into a computational
method for designing feedback structures for effective cognitive training. Concretely, our method applies the shaping
theorem for accelerating model-free reinforcement learning to a meta-decision problem whose actions are computations
that update the decision-maker’s probabilistic beliefs about the returns of alternative courses of action. As a proof of con-
cept, we show that our method can be applied to accelerate learning to plan in an environment similar to a grid world
where every location contained a reward. To measure and give feedback on people’s planning process, each reward was
initially occluded and had to be revealed by clicking on the corresponding location. We found that participants in the
feedback condition learned faster to deliberate more and consequently reaped higher rewards and identified the optimal
sequence of moves more frequently. These findings inspire optimism that meta-level reward shaping might provide a
principled theoretical foundation for cognitive training and enable more effective interventions for improving the human
mind by giving feedback that is optimized for promoting metacognitive reinforcement learning.

Keywords: metacognitive reinforcement learning; meta-decision making;
cognitive training; reward shaping; feedback
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1 Introduction and Background

One of the most remarkable aspects of the human mind is its ability to improve itself based on experience. Such learning
occurs in a range of domains, from simple stimulus-response mappings, motor skills, and perceptual abilities, to problem
solving, cognitive control, and learning itself (Green & Bavelier, 2008; Bavelier, Green, Pouget, & Schrater, 2012). Demon-
strations of cognitive and brain plasticity have inspired cognitive training programs. The success of cognitive training
has been mixed and the underlying learning mechanisms are not well understood (Owen et al., 2010; Anguera et al.,
2013; Morrison & Chein, 2011). Feedback is an important component of many effective cognitive training programs, but
it remains unclear what makes some feedback structures more effective than others, and there is no principled method
for designing optimal feedback structures.

Recent work suggests that cognitive growth can be fruitfully conceptualized in terms of a metacognitive reinforcement
learning mechanism that identifies which cognitive operation should be executed depending on the current mental state
(Krueger, Lieder, & Griffiths, 2017). One instance of metacognitive reinforcement learning is learning how to decide. This
includes learning when to rely on habits versus planning and learning how far to plan ahead. Concretely, Krueger et al.
(2017) found that an approximate Q-learning algorithm qualitatively captured how quickly people learn to plan farther
ahead depending on the reward structure of their training problems. This perspective allows us to translate methods
for accelerating reinforcement learning in robots (Ng, Harada, & Russell, 1999) into feedback structures for cognitive
training in humans.

Reinforcement learning problems are commonly modeled as Markov decision processes (MDPs) which are defined by a
set of states S, a set of actions A, transition probabilities T , a reward function r, and a discount factor γ (Sutton & Barto,
1998). The goal is to learn a policy π : S 7→ A that attains the highest possible sum of (discounted) rewards V ?(s) that can
be attained starting from any state s. Ng et al. (1999) showed the model-free reinforcement learning can be accelerated
without changing the optimal policy by adding pseudo-rewards (PR) of the form

PR(s, a, s′) = γ · V̂ (s′)− V̂ (s) (1)

to the reward function r where V̂ is an approximation to V ?. For instance, a robot learning to navigate a maze may
receive a positive PR for moving towards its target location and a negative PR for moving away from it. The resulting
reward structure r′(s, a, s) = r(s, a, s′) + PR(s, a, s′) makes the optimal policy easier to learn because it aligns immediate
reward with long-term value.

Previous work suggested that these pseudo-rewards can also be used to improve human decision-making (Lieder &
Griffiths, 2016). Concretely, Lieder and Griffiths (2016) found that presenting pseudo-rewards as incentives increases
decision-quality. While this intervention aligned people’s choices with the optimal policy, it is unlikely to have improved
their planning process in ways that would benefit them in novel environments, because the incentives eliminated the
need for planning. Hence, to promote learning to plan it might be more effective to let people plan how to solve the orig-
inal problem and provide feedback on their planning process. Providing such feedback is challenging for two reasons:
first, planning processes cannot be observed directly, and second planning performance is difficult to score automati-
cally. To overcome this first challenge, we leverage the newly developed Mouselab-MDP paradigm (Callaway, Lieder,
Krueger, & Griffiths, 2017) that makes it possible to measure people’s planning processes by tracing the information they
acquire during planning (see Figure 1). To overcome the second challenge, we model optimal planning as the solution to
a meta-level MDP (Hay, Russell, Tolpin, & Shimony, 2012) whose actions are cognitive operations and whose states are
the planner’s beliefs about the rewards it can harvest from the environment by taking a certain action in a certain state. A
meta-level MDP M formalizes the problem of selecting the optimal sequences of computations for a resource-bounded
computational architecture. This is known as rational metareasoning in the artificial intelligence literature (Russell &
Wefald, 1991). Concretely, a meta-level MDP

Mmeta = (B, C, Tmeta, rmeta) (2)

is a Markov decision process whose actions C are cognitive operations, states B represent the agent’s probabilistic be-
liefs, and transition function Tmeta models how cognitive operations change the agent’s beliefs. In addition to a set of
computations C that update the agent’s belief, the cognitive operations also include the meta-level action ⊥ that termi-
nates deliberation and translates the current belief into action. The meta-level state bt encodes the agent’s probabilistic
beliefs about the domain it is reasoning about. The meta-level reward function rmeta captures the cost of thinking and
the reward r the agent expects to receive from the environment when it stops deliberating and takes action. The com-
putations C do not yield any external reward. Their only effect is to update the agent’s beliefs. Hence, the meta-level
reward for performing a computation c ∈ C is rmeta(bt, c) = −cost(c). By contrast, terminating deliberation and taking
action (⊥) does not update the agent’s belief. Instead, its value lies in the anticipated reward for taking action, that is
rmeta(bt,⊥) = argmaxab

(µ)
t (a), where b(µ)t (a) is the expected reward of taking action a according to the belief bt.

Here, we apply reward-shaping to a meta-level MDP of the planning process to derive an optimal feedback structure for
accelerating metacogntive reinforcement learning in people.
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Figure 1: Illustration of Mouselab-MDP paradigm used to trace and give feedback on how people plan. Participants plan
a sequence of three moves so as to maximize the sum of rewards along the path while minimizing the cost of planning.
Each trial starts with a new set of occluded rewards. To observe these rewards participants have to click on them (a) and
are provided with feedback after each flight (b). Each click costs 10 cents.

2 A Method for Designing Optimal Feedback Structures for Metacognitive RL

Building on the research summarized above, our method for designing optimal feedback structures to promote metacog-
nitive learning proceeds in the following four steps:

1. Model the cognitive function to be improved (e.g., planning) and the available cognitive operations (e.g., deter-
mining the reward for taking a certain action in a certain state) and their costs as a meta-level MDP.

2. Approximate the optimal value function V ?meta of the meta-level MDP.

3. Translate the approximate meta-level value function V̂meta into integrated meta-level pseudo-rewards

PR(bt, ct) = E
[
V̂meta(Bt+1)|bt

]
− V̂meta(bt) + E [rmeta(bt, c, bt+1)]

4. Translate these PRs into rewards and punishments that provide meaningful feedback to people (e.g., Figure 1b).

This method is very general and widely applicable. Here we apply it to accelerating the process by which people learn
to plan in the Mouselab-MDP paradigm (Callaway et al., 2017). In this paradigm the task is to find a sequence of moves
(m) to collect as much reward as possible from the locations (l) along the resulting path (see Figure 1a). Critically, all of
the rewards r are initially occluded. They can be uncovered by clicking on their location and each click has a cost.

First, we model deciding how to plan under cognitive constraints as a meta-level MDP. The set of cognitive operations C
comprises the computationsC = {c1, · · · , cn}, each of which retrieves the reward of one of the n locations (e.g., by clicking
on one of the locations in Figure 1a) and updates the belief state accordingly, and the operation ⊥ which executes the
move with the highest expected return according to the current belief state bt. The belief state bt ∈ B is defined by the
means µl,m and variances σl,m of normal distributions on the Q-values Q(l,m) of performing move m in location l of
the environment shown in Figure 1 and the current location l. The probability of the next belief state bt+1 given the
current belief state bt and a computation ct, that is Tmeta(bt, ct, bt+1), is defined by the assumptions that the reward of the
inspected location will be sampled from the reward distribution P (R) = N (µR, σR) and the belief state will be updated
according the the laws of probability theory. The meta-level reward rmeta(bt, ct) of performing a computation was set
to a constant −λ which represents the cost of generating and processing another piece of of information. The meta-
level reward for acting is the expected reward of the resulting action minus the cost of planning, that is rmeta(bt,⊥) =

E
[
r(l, argmaxm µ

(bt)
l,m )

]
− τ · ∑m∈Ml

#m,where τ is the planning cost per step, Ml is the set of paths starting from
location l, and #m is the length of the path m. Here, we set the parameters of this meta-level MDP such that the
benefit of complete planning according to perfect information far outweigh its cost (i.e., µR = 4.50, σR = 10.60, λ = 0.10,
and τ = 0.01). Because of the chosen parameters we can approximate the optimal meta-level value function under the
assumption that the agent will deliberate enough to eventually select the best move. We thus approximate the value of
performing computation ct in belief state bt by

V̂meta(bt) = E
[
max
m

Q(lt,m)|bt
]
− λ ·#Ubt − τ ·

∑

m∈Ml

#m, (3)
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where #Ubt is the number of unobserved locations ahead of the current location.

The resulting pseudo-rewards PR(bt, ct, bt+1) = E
[
V̂meta(Bt+1)|bt

]
− V̂meta(vt) + E [rmeta(bt, c, bt+1)] satisfy intuitive

desiderata: They are negative when the agent decides prematurely, wastes time on irrelevant information, or takes an
action that is suboptimal with respect to the current belief state. Since the rewards of the task environment (Figure 1)
are monetary, the meta-level pseudo-rewards can be interpreted as the expected future monetary consequences of the
cognitive operations the participant performed or failed to perform. We can therefore convert the pseudo-rewards into
a delay-penalty by assuming that our participants value each hour of their time at about $10. Critically, pseudo-rewards
for thinking reflect the expected gain in decision quality regardless of whether it made the person more optimistic or
more pessimistic. Next, we evaluate whether the resulting feedback can accelerate the rate at which people learn to plan
better in the Mouselab-MDP paradigm shown in Figure 1.

3 Experimental Test of the Method’s Efficacy

3.1 Methods

We recruited 60 participants on Amazon Mechanical Turk. The task took 29.7 minutes on average and participants
were paid $1.50 plus a performance-dependent bonus equal to 5% of their earning from one randomly selected trial; the
average bonus was $1.76. There were two experimental conditions: In the feedback condition, participants received a
delay penalty computed by the reward shaping method described above along with feedback messages. In the control
condition, the delay was constant regardless of performance and participants received no feedback. The assignment
of participants to conditions was counterbalanced using psiTurk (Gureckis et al., 2016). All participants solved twenty
planning problems that were rendered using the Mouselab-MDP plug-in for JsPsych (Callaway et al., 2017). In each
problem, participants had to route an airplane from the center of the screen to one of eight final destinations, with two
additional stops along the way (Figure 1a). Each state adds or subtracts money, and the value of each state is initially
occluded, but can be revealed at any time by clicking on it. Each click incurs a cost of $0.10. Participants were required
to spend at least 45 seconds on every trial, to ensure that clicking doesn’t incur a time cost.

The twenty planning problems differed only in the reward function. These reward functions were generated indepen-
dently of one another and their order was randomized across participants. All rewards were integers between −20 and
+18 with mean 4.2 and standard deviation 10.3. The reward functions were designed such that three-step planning based
on complete information led to significantly higher average returns than 2-step planning, 1-step planning, and random
choice ($38.35 vs. $16.06–$18.30). One-step planning performed at chance level.

In the feedback condition, we calculated a pseudo-reward for each of the participant’s clicks and moves according to
meta-level reward shaping. Whenever the participant chose a move the sum of the pseudo-rewards obtained since the
last move was translated into a delay penalty according to a conversion rate of $10 per hour. If the resulting penalty was
less than 1 second participants could move on immediately. Otherwise, the move was followed by a timeout period that
lasted for the computed duration. During this period the participant could not proceed with the task, the countdown
on the minimum trial duration stopped, and a feedback message was shown. As illustrated in Figure 1b, this message
gave feedback on whether the participant had considered too few possible paths, whether they had considered irrelevant
states, and whether their decision was suboptimal relative to what they knew at the time.

3.2 Results

We quantified how much planning our participants performed by how many of the 16 relevant locations they inspected
(# clicks). The quality of the resulting decisions was measured by the relative reward r−rmin

rmax−rmin
(where rmax and rmin are

the highest and the lowest total return achievable on that trial) and by the frequency with which participants selected the
optimal sequences of moves (% optimal routes).

We found that participants in both conditions learned to collect more information and make better plans (Figure 2). To
quantify these effects we fitted the learning curves y(t) shown in Figure 2 by a sigmoidal function of trial number t,

ŷ(t) = (1− β0) ·
1

1 + exp (−(β1 + (β2 + β3 ∗ c) ∗ t))
+ ε, (4)

where β0 determines asymptotic performance, β1 determines initial performance, β2 is the learning rate in the control
condition, β3 measures how much learning is accelerated by feedback (c = 1 indicates the presence of feedback), and
ε is an i.i.d. random perturbation. To determine whether performance improved with experience and whether this
improvement was modulated by feedback we performed a nonlinear regression analysis (fitnlm in Matlab 2015b)
to estimate the coefficients β and test whether β2 and β3 were significantly greater than zero. This analysis revealed
significant effects of learning on the number of clicks (t(1197) = 5.04, p < .0001), the frequency of choosing the optimal
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Figure 2: Learning curves for the number of outcomes considered during planning (a), the frequency of identifying the
optimal path (b), and relative reward earned (c) with versus without feedback.

route (t(1197) = 5.35, p < .0001), and the relative reward (t(1197) = 5.67, p < 0.0001) in both conditions. Critically,
feedback significantly increased the slope of the sigmoidal learning curves of the proportion of inspected cells (t(1197) =
2.02, p < .05), relative performance (t(1197) = 3.43, p < .001), and the relative frequency of the optimal route (t(1197) =
3.29, p < .001). Model comparisons confirmed that the full model including the feedback regressor explained the data
significantly better than the restricted model without it (clicks: F (1, 1196) = 95.39, p < 10−15, frequency of optimal
solution: F (1, 1196) = 38.90, p < 10−9, relative reward: F (1, 1196) = 33.12, p < 10−7). This indicates that the feedback
we generated from the meta-level pseudo-rewards significantly accelerated the process by which people learned to plan
more and better. As a result, participants in the feedback condition learned to consider more possible outcomes (11.9/16
vs. 9.1/16, F (1, 1160) = 100.38, p < 0.0001) and consequently earned more relative reward than participants in the
control condition (92% vs. 84%, F (1, 1160) = 43.03, p < .0001).

4 Conclusion

We have derived a computational method for designing feedback structures that promote metacognitive learning and
illustrated its potential to help people learn to plan better. The results presented here build on recent work showing that
cognitive plasticity can be understood in terms of meta-level reinforcement learning (Krueger et al., 2017; Lieder, Shen-
hav, Musslick, & Griffiths, in revision). Together with the preliminary results presented here these findings inspire hope
that theory and tools of reinforcement can be leveraged to improve the human mind by promoting metacognitive learn-
ing. The results presented here are a first step in evaluating meta-level reward shaping as a theoretical foundation for
cognitive training. Future work will rigorously evaluate this feedback mechanism against alternatives, assess retention,
and evaluate transfer. If successful this line of research might lead to principled and more effective tools and inter-
ventions for training high-level cognitive functions such as planning and decision making, cognitive control, reasoning,
problem solving, attention, and learning.
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Abstract

Planning is a latent cognitive process that cannot be observed directly. This makes it difficult to study how people plan. To
address this problem, we propose a new paradigm for studying planning that provides experimenters with a timecourse
of participant attention to information in the task environment. This paradigm employs the information-acquisition
mechanism of the Mouselab paradigm, in which participants click on options to reveal the outcome of choosing those
options. However, in contrast to the original Mouselab paradigm, our paradigm is a sequential decision process, in
which participants must plan multiple steps ahead to achieve high scores. We release Mouselab-MDP open-source as
a plugin for the JsPsych online Psychology experiment library. The plugin displays a Markov decision process as a
directed graph, which the participant navigates to maximize reward. To trace the the process of planning, the rewards
associated with states or actions are initially occluded; the participant has to click on a transition to reveal its reward.
This information gathering behavior makes explicit the states the participant considers. We illustrate the utility of the
Mouselab-MDP paradigm with a proof-of-concept experiment in which we trace the temporal dynamics of planning in
a simple environment. Our data shed new light on people’s approximate planning strategies and on how people prune
decision trees. We hope that the release of Mouselab-MDP will facilitate future research on human planning strategies. In
particular, we hope that the fine-grained time course data that the paradigm generates will be instrumental in specifying
algorithms, tracking learning trajectories, and characterizing individual differences in human planning.

Keywords: planning; process tracing; meta-decision making; pruning; re-
search methods
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1 Introduction and Background

Many if not all of us have found ourselves in an unfortunate predicament due to a lapse of forethought. However,
despite the ease with which such events come to memory, they are the exception rather than the rule. Humans have an
exceptional ability to establish long-term goals and make steady progress towards their completion, often over the course
of years or decades. This is only possible through planning. Planing is a broad notion, potentially taking multiple forms
(Morris & Ward, 2004); however for present purposes, we define planning as explicitly considering potential future
states, the actions one might take in them, the states that might result from those actions, and so on. For example, a
student deciding whether or not to attend a class, is engaged in planning when they consider doing homework during
class time and skimming the slides on the morning of the following lecture.

Planning is a fundamental aspect of higher-order cognition, and it has accordingly received much attention in cogni-
tive psychology. Planning has been studied with verbal protocol analysis and computer simulation of problem solving
(Newell, Simon, et al., 1972), models of the hierarchical structure of human behavior (Miller, Galanter, & Pribram, 1986;
Botvinick, Niv, & Barto, 2009), errors and reaction times in sequential decision-making (e.g., Huys et al., 2012, 2015),
and neural activity in spatial navigation tasks (Ólafsdóttir, Barry, Saleem, Hassabis, & Spiers, 2015; Simon & Daw, 2011;
Balaguer, Spiers, Hassabis, & Summerfield, 2016). Planning has also received considerable attention in artificial intelli-
gence (Russell, Norvig, & Intelligence, 2010; LaValle, 2006), and Markov decision processes (Sutton & Barto, 1998) have
emerged as a common mathematical framework for bridging these two literatures.

Research on planning is complicated by the fact that we cannot directly observe the cognitive processes of planning.
Thus, researchers must infer this latent cognitive process based on the decisions participants ultimately make, or on
neural data which are challenging to collect and interpret. One approach to this problem is to design process tracing
paradigms that externalize some aspect of the cognitive process. Payne, Bettman, and Johnson (1988) developed one
such methodology for studying multi-alternative risky choice: the “Mouselab” paradigm. The paradigm presents a
decision problem as a payoff matrix whose entries are initially occluded. Participants choose between multiple gambles
whose outcome-dependent payoffs are recorded in the cells of the payoff matrix. Each column of the matrix corresponds
to a gamble and each row of the matrix corresponds to one of the possible outcomes. The outcome probabilities are
known and the gambles differ only in how much money they assign to each of the possible outcomes. Critically, to find
out how much money a gamble pays for each of the outcomes, the participant has to click on the corresponding cell
of the payoff matrix. This series of clicks makes experimentally observable the information a participant considers in
making a decision. This new form of data led to novel insights into people’s decision processes including the discovery
of adaptive strategy selection (Payne et al., 1988).

Although the traditional Mouselab paradigm is very useful for studying decision making, it cannot be used to study
planning because the decision on one gamble does not affect future gambles. Thus, to apply the Mouselab process
tracing method to planning, we simply replace the single decision with a Markov Decision Process (MDP), in which
a participant must make a sequence of choices, each one affecting the choices that will be available in the future. By
releasing the paradigm open-source as a JsPsych plugin (De Leeuw, 2015), we hope to make it possible for experimenters
to form detailed analyses of planning processes without extensive programming or expensive equipment.

2 Using Mouselab-MDP

Having motivated the paradigm, we briefly describe both the interface through which experimenters specify experi-
ments, and the interface through which participants engage in the task. Two screenshots of the paradigm are shown in
Figure 1, and a live demo can be viewed at http://cocosci.dreamhosters.com/webexpt/mouselab-demo/. The code for
Mouselab-MDP lives at https://github.com/fredcallaway/Mouselab-MDP.

On each trial an MDP is presented with an intuitive spatial interface: a directed graph with states as nodes and actions as
edges. The participant navigates through the graph using the keyboard, attempting to collect the maximal total reward.
States or edges are annotated with the reward for reaching the state or taking the action; but crucially, these labels may
not be visible when the trial begins. The participant may need to click or hover the mouse over a state/edge to see the
associated reward; the timecourse of these information-gathering actions provides fine-grained evidence of the planning
process. Furthermore, there may be a price associated with gathering information; this creates a tradeoff between the cost
and value of information, which is the focus of work on bounded optimality and resource rationality (Griffiths, Lieder,
& Goodman, 2015; Shenhav et al., 2017).

With the Mouselab-MDP plugin you can create a planning experiment by specifying the following critical components:

1. graph is a mapping s 7→ AwhereA is itself a mapping a 7→ (r, s′). This structure specifies the actions a available
in each state, as well as the reward r and resultant state s′ associated with each action.

2. initial is the state in which the participant begins the trial. Along with graph, this defines a deterministic
MDP.
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a) State values revealed with clicks b) State values shown while hovering the mouse

Figure 1: Two example paradigms created with the Mouselab-MDP plugin for JsPsych: a) Each state is labeled with the
reward for reaching that state; these rewards become visible after they are clicked, with a $0.10 fee per click. b) The
reward for making a transition is revealed only while the mouse is hovering over the corresponding arrow.

3. layout is a mapping s 7→ (x, y) that specifies the location of each state on the screen.

Specifying only these settings will result in a graph with rewards shown on the edges between nodes and no labels on
the states. This corresponds to a standard MDP with a known transition and reward function. To take advantage of the
Mouselab features, the user must specify at least one of the following optional properties:

1. stateLabels is a mapping s 7→ ` that specifies the labels to be shown on each state.

2. stateDisplay ∈ { ‘never’, ‘hover’, ‘click’, ‘always’ } specifies when state labels are displayed. When set to
‘click’, clicking on the state causes the label to appear and remains on the state for the duration of the trial. The
optional parameter stateClickCost specifies the cost (a negative number) for clicking on a single state. When
set to ‘hover’, the label appears only while the mouse is hovering over the associated edge. There is no cost for
this option due to the likelihood of accidentally passing the mouse over an edge.

3. edgeLabels is analagous to stateLabels, except that it defaults to the rewards associated with each edge.

4. edgeDisplay is analagous to stateDisplay. edgeClickCost specifies the cost.

This novel paradigm offers three advantages over previous behavioral paradigms for the study of planning:

1. The latent cognitive process of planning is made observable by recording the participant’s clicks. This allows the
experimenter to test hypotheses that would otherwise be difficult to confirm or refute based on overt behavior.

2. A wide variety of state-transition and reward structures can be displayed automatically. This allows an experi-
menter to create a large number of highly variable stimuli (potentially automatically with a computer program)
in relatively little time (compared to using an image-editing software).

3. The paradigm is packaged as a JsPsych plugin with a concise, yet flexible stimuli specification. This allows
experimenters with only basic knowledge of Javascript to use our plugin to create a wide range of qualitatively
novel experiments that can be run online with crowd-sourcing services such as Amazon Mechanical Turk.

3 Revealing Planning Strategies

Here, we present a proof-of-concept case study to illustrate the utility of the Mouselab-MDP paradigm. The data from
this experiment sheds new light on the well-studied notion of pruning (Huys et al., 2012).

3.1 Methods

We used the Mouselab-MDP plugin for JsPsych. In each trial participants route an airplane from the center of the screen
to one of eight final destinations via two intermediate locations (see Figure 1a). We specified stateLabels as the
rewards associated with the edge leading to each state. We set stateDisplay to ‘click’ and ‘stateClickCost’ to 0.10;
thus participants could click on a state to reveal the reward for traveling to that state, at the price of $0.10. Participants
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a) Frequency of sampling by location, across four MDPs. b) The four most common sets of clicks for one MDP.

Figure 2: Patterns of mouse clicking in humans. a) Each subplot shows the location and monetary value of each state for
a different MDP. The colors indicate how often each state was inspected before the first move. b) Frequencies indicate
the portion of participants who selected each set, for one particular MDP. Inspected states are gold. The monetary values
indicate the reward for flying to that state.

were required to spend at least 45 seconds on every trial to prevent time cost from discouraging participants from clicking
and planning.

We recruited 31 participants on Amazon Mechanical Turk. The task took 31 minutes on average and participants were
paid $1.50 plus a bonus equal to 5% of their earnings on one randomly selected trial (average bonus: $1.69). Participants
completed a total of 20 trials in randomized order. The trials differed only in rewards. All rewards were integers between
−$20 and +$18 (mean: 4.2, SD: 10.3). The reward functions were designed so that 3-step planning with full information
led to significantly higher returns than 2-step planning, 1-step planning, or random choice ($38.35 vs. $16.06–$18.30).

3.2 Results

Figure 2a shows the frequency with which participants inspected each of the sixteen states of the task environment
(Figure 1a) prior to selecting the first flight, in four of the 20 MDPs. Each MDP corresponds to a decision tree with
four branches each of which comprises a stem and three outer nodes. Examining Figure 2a (and similar plots for all the
MDPs), the frequency with which participants inspected the outer nodes of a branch appears to increase with the reward
at the stem of the branch. Conversely, participants were less likely to inspect the outer nodes of a branch when its inner
node was a large loss. This is indicative of pruning. To quantify this intuitive result, we define pruning as inspecting none
of the subsequent nodes of a branch after inspecting the stem. Figure 3 shows that the probability with which people
prune a branch of their decision tree increases gradually with the magnitude of the loss at its stem. A logistic regression
analysis accounting for individual differences in the base rate of pruning confirmed that the increase in pruning with
the decrease of the reward at the stem of the branch was statistically significant (t(1276) = −2.01, p < 0.05). To our
knowledge, this is the first analysis to find that pruning changes gradually with the magnitude of the loss or gain.

Our results are consistent with those of Huys et al. (2012) who showed that a model with a “specific pruning parameter”
(i.e. a larger discount γ applied to states after a large loss) fit participant choices better than a model without such a
parameter. However, their data and model are also consistent with an alternative explanation: people may consider all
branches of the tree but discount distant rewards while overweighting immediate losses (Green & Myerson, 2004). Our
data, in contrast, provide direct evidence that participants did not consider states after costly transitions. This indicates
that the continuous discounting parameter of Huys et al. (2012) may have captured the average effect of many discrete
pruning decisions.

Figure 2b shows the four most common sets of clicks (before the first flight) for a one MDP. The most frequent strategy
inspected exactly one complete path on each of the four branches, and the second most common strategy pruned one or
more branches whose reward at the stem was lowest.
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Figure 3: Frequency of pruning ±1SEM (vertical axis)
given the reward at the stem of the branch (horizon-
tal axis). Pruning was defined as inspecting none of
a branch’s outer states (before the second move) after
having inspected the reward at its stem (before the first
move). Each point shows the mean frequency of prun-
ing.

4 Conclusion

We have developed a process-tracing paradigm for the study of planning and demonstrated that it can reveal the pro-
cesses of planning at a higher level of resolution than standard behavioral paradigms. We showed that the paradigm
provides a new look at one aspect of planning: pruning. However, many questions remain. Do people plan in a breadth-
first or depth-first fashion? Do they plan and then act all at once, or do they interleave planning and acting? How do
they balance the cost of planning with the potential for increased reward? Do these aspect of planning vary based on the
problem structure? If so, how do people meta-reason about what planning strategies to employ? How do people learn
and refine their planning strategies? How and why do people differ in their planning abilities? No single paradigm can
give an answer to all these questions. However, Mouselab-MDP can produce data that speaks to all of them.

Future work will extend the Mouselab-MDP plugin to stochastic environments and enable tracing additional aspects of
the planning process, including representation of a transition model and heuristic evaluation of state values.
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Abstract

How do people learn when and how much control to allocate to which cognitive mechanism? A satisfactory answer
to this question should account not only for people’s adaptive control strategies but also for common forms of self-
control failure including the phenomenon that people sometimes engage in effortful controlled processing even when
it harms performance relative to automatic alternatives. For example, a driver who focuses so much of their attention
on solving a complex math problem that they fail to notice the traffic ahead of them. We propose that people transfer
what they have learned about the value of control in a particular situation to other situations with similar features and
formally express this in a computational model. We explore whether failures of self-control may result from maltransfer
in learning a rational approximation of the optimal control policy prescribed by the Expected Value of Control theory. We
designed a novel color-word Stroop paradigm where reward for a task performed on an incongruent stimulus is jointly
determined by the color and meaning of the word. In an initial “association phase” words and colors were reinforced
for performing either color-naming (CN) or word-reading (WR). In a “transfer phase” CN was rewarded when either
the word or the color were previously associated with it (SINGLE trials) but when both the word and the color were
associated with CN the correct response was WR (X trials). We vary the frequency of SINGLE trials from 0% to 50% and
hypothesize participants would incorrectly transfer the control demand they experienced on SINGLE trials to X trials
and consequently reduce their reward rate. Empirical data from 30 participants confirmed this hypothesis and supports
the conclusion that maltransfer in learning about the value of control can mislead people to overexert cognitive control
even when it hurts their performance.

Keywords: cognitive control; cognitive plasticity; metacognitive reinforce-
ment learning; self-control failure
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1 Introduction and background

Cognitive control is the collection of mechanisms that bias the cognitive system away from a default processing policy
in the service of task-relevant goals. This is critical to everyday functioning and encompasses self-control, the ability
to override automatic response tendencies, attention, working memory, and cognitive flexibility (1). Exerting too little
cognitive control can have devastating consequences when the default (automatic) response is maladaptive. But the
overexertion of cognitive control can be just as problematic, for instance when a driver fails to handle routine traffic
situations because they compulsively allocated too much cognitive resources to discussing a RLDM abstract with their
co-driver. The overexertion of cognitive control is a curious phenomenon as it entails the effortful allocation of cognitive
control despite detrimental consequences.

Our model builds on the expected value of control (EVC) theory by (2). The EVC theory provides a normative account
of how the brain allocates its limited capacity for controlled processing (3–5) between competing processes. According
to the EVC theory, control signals should be selected according to a rational cost-benefit analysis that computes the
expected value of the reward gained by exerting cognitive control minus its cost. This normative prescription poses
a considerable computational challenge as computing the exact value of the EVC across a high-dimensional space of
control signals would generally exceed available time and cognitive resources (6). To address this challenge, recent work
has proposed that the brain learns an efficient approximation of the expected value of control (7). To be efficient this
learning mechanism has to assume that the expected value of control is a linear, additive function of relevant features of
the control signals and the current situation. Critically, there are real-world scenarios that violate this assumption. For
instance, while it is valuable to allocate cognitive control to focus one’s thoughts on a topic under discussion, and it is
also valuable to allocate attention to the road while driving, the value of doing both at the same time is significantly less
than the sum of their values. The proposed learning mechanism might therefore be able to explain how people come to
allocate too much control to processes that harm their performance The following sections formalize this hypothesis and
test its predictions empirically.

2 The Expected Value of Control Model of the Plasticity of Cognitive Control

How does the brain learn when to exert cognitive control, which control signal to specify, and how much control to exert?
According to the EVOC theory, the dorsal ACC learns to predict the EVC of specifying the control signal c in situation s
(EVC(s, c)) from their features f(s, c), that is

EVC(s, c) ≈ q̂(s, c;w) =
∑

i

wi · fi(s, c), (1)

wherewi is the weight of the ith feature. For instance, for a Stroop task with the colors red and green and the words ’green’
and ’red’, the features would include f1(s, c) = colorIsRed(s) · c, f2(s, c) = colorIsGreen(s) · c, f3(s, c) = wordIsRed(s) ·
c, f4(s, c) = wordIsGreen(s) · c as well as f5(s, c) = cost(s, c), and f6(s, c) = c.

According to the the EVOC model, the feature weights w = (w1, · · · , w5) are learned by Bayesian linear regression of the
experienced value of control Q̂(s, c) = R− cost(s, c) onto the features f , where R is the reward experienced upon control
exertion and cost(s, c) is the control cost. The resulting posterior distribution P (w|E) over the weights given the agent’s
experience E is then used to select the control signal c? via Thompson sampling, that is

c? = argmax
c
q̂(s, c; w̃), where w̃ ∼ P (w|E). (2)

Here, we apply this theory to predict people’s accuracy and reaction times in a novel color-word Stroop task. Following
(6), we derive these predictions from the selected control signals via a drift-diffusion model with the drift rate

d = c? · ycolor · dcolor naming + ·(1− c?) · ycolor · dword reading, (3)

where ycolor, yword ∈ {−1, 1} are the responses reporting the color respectively the word, and dcolor naming = 3.55 and
dword reading = 10 are the drift rates of the word reading process and the color naming process respectively1.

The key idea for the purpose of the present study is that the value of control is approximated by a linear combination of
situational features such as a particular instance of a word presented in a Stroop task and its color (and a more detailed
description of the the model can be found in Lieder, Shenhav, Musslick, & Griffiths, in revision). This account predicts
transfer effects between different stimuli that share common features. For instance, if the stimulus GREEN demands
cognitive control, then exposure to it will increase the weight w1 of the feature f1(s, c) = colorIsRed(s) · c and the
weight w2 of the feature f4(s, c) = wordIsGreen(s, c) · c. For the resulting weights w′

2 and w′
4 the predicted value of

control q̂(GREEN, c;w′) will increase more with increasing control intensity c; consequently the optimal control intensity

1The drift rates for color naming and word reading reflect their relative default processing strength (8).

1

Paper T92 341



c? will be higher than it was for the original weight vector w. Critically, to a lesser extent the same will happen for
other red words, such as BLUE, and instances of the word GREEN that are written in a different color, such as GREEN.
Such transfer effects are beneficial when stimuli that share features also share similar demands for cognitive control.
Yet, such transfer effects can also be detrimental when stimuli that share features differ in their demands for cognitive
control. Concretely, if the stimulus GREEN demands color naming, whereas the stimuli GREEN and BLUE demand
word reading, then repeated exposure to GREEN should interfere with subsequent responses to GREEN and BLUE
by misleading participants to overexert control where the automatic response would have been correct. Therefore, the
EVOC model predicts that exposure to control-demanding stimuli will interfere with people’s responses to automaticity-
demanding stimuli that share some of their features. Interference should manifest by decreased accuracy despite longer
reaction times and the magnitude of the interference effect should increase with the frequency of the control-demanding
stimuli. The following experiment uses a novel cognitive control task to test the model’s prediction that learning in
control demanding situations results in maltransfer to similar situations where the automatic response is correct.

3 Empirical test of maltransfer with the XOR-Stroop task

3.1 Methods

30 participants at Princeton University (16 female, 18 - 53 years old, mean = 22) completed a color-word Stroop task.
Subjects are instructed that they may respond to to either the word (word reading, WR) or the color the word is written
in (color naming, CN), all trials were incongruent. Subjects learn through experience which response is rewarded for
unique stimuli. After giving a response by keypress subjects receive as feedback a number indicating how much reward
was on offer for that trial (e.g. +10) and whether they obtained that reward (e.g. +10). Participants received one dollar of
bonus compensation for every 200 points (bonus compensation ranged from 10 to 17 dollars, mean = 13 dollars).

The correct response (CN or WR) was determined by a conjunction of features, the ink color identity and the word
identity. We hypothesized that if a color identity has been rewarded for the CN response (red and blue) and a word
identity has been rewarded for CN (RED and YELLOW), then when subjects encounter these in combination (RED,
YELLOW, or YELLOW) they would CN even after experience that this was incorrect. These trials are referred to as ’X’
trials and are the focus of our analyses. In two association phases we associate our colors and words of interest with
either CN or WR response. In the transfer phase we present all possible incongruent combinations of our colors and
words of interest and manipulate their relative frequencies to examine transfer effects across stimuli (see Figure 1).

Stimuli: One subset of the 8 colors and words (yellow/green/red/blue, YELLOW/ GREEN/ BLUE/ RED) were of
interest, the other subset (white/orange/brown/pink, WHITE/ ORANGE/ BROWN/ PINK) were used as controls.
Subjects first learn key press mappings for 8 total possible colors and words. Subjects performed trials in three ’phases’
with self-timed breaks in between, subjects were not cued to any differences between the phases. In Association Phase
1, we create associations with four colors of interest (combined with control words) and a response. For example every
time the ink color yellow was presented the correct response was WR. In Association Phase 2 we create associations with
our words of interest (in combination with control colors) and a response, for example every time the word YELLOW
was presented the correct response was CN. Stimuli in the Transfer Phase are described by six categories. In the case
of “SINGLE” trials, a single feature has been rewarded for CN during association training (whereas the other has been
rewarded for WR) and CN is the correct response. For “NONE” trials neither features have been rewarded for CN, and
WR is correct. For X trials, both features have been rewarded for CN, however the CN response is incorrect. We also
include “CNControl” trials where a subset of the control colors and control words are combined and CN is the correct
response and “WRControl” trials with a separate subset of control stimuli combinations where WR is correct. Participants
completed 520 total trials, 160 trials in each Association Phase and 200 trials at Transfer Phase. During association phases
subjects were rewarded 5 points for each correct response, during transfer phase subjects were rewarded 10 points for
each correct response.

SINGLE Frequency Manipulation: Because SINGLE stimuli have shared features with X and NONE stimuli we pre-
dict that increasing SINGLE trial frequency (and accordingly reward resulting from these trials) will increase propensity
to CN on X and NONE trials. We tested three SINGLE frequencies in a between-subjects design (n = 10 subjects per con-
dition), subjects were not informed about stimulus frequencies. In the “no SINGLE” condition subjects were presented
only X, NONE, CNControl, and WRControl. In the “low SINGLE” condition 20 percent of trials were SINGLE trials,
and in the “high SINGLE” 50 percent of trials were SINGLE trials. We use CNControl trials to ensure CN is correct on
one half of all trials regardless of frequency condition group. WRControl trials occur at the same frequency as X trials
but share no features with SINGLE trials and therefore allow us to evaluate the contribution of feature-specific transfer
effects relative to global control adjustments (i.e. higher tendency to name the color irrespective of the stimulus). In all
conditions the frequency of X and WRControl trials was 20 percent and NONE trials comprised 10 percent of total trials
in each condition (see figure 1).
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Figure 1: Stimuli and experimental design.

3.2 Model predictions

For this specific experimental design our model predicted that the frequency of SINGLE trials should significantly de-
crease participants’ accuracy on X trials and NONE trials and remain consistently higher on NONE trials than on X trials.
Furthermore, the model also predicts a V-shaped relationship between the frequency of SINGLE trials and participants’
reward rate: the addition of 25% SINGLE trials should significantly decrease the reward rate due to the maltransfer from
SINGLE trials to X trials and NONE trials. Yet, increasing the frequency of SINGLE trials further to 50% should increase
the reward rate because participants performance on the SINGLE trials should be high and adding more trials on which
participants perform well increases their returns. In the following section, we evaluate these predictions against human
performance.

3.3 Results

Performance during the Transfer Phase was analyzed for all trial types and across frequency groups. A multi-variate
analysis of variance (MANOVA) was conducted to compare the effect of SINGLE frequency group and Trial Type on
accuracy for our three groups. There was a significant effect of effect of SINGLE frequency group (F(2,135) = 48.062, p <
0.001), Trial Type (F(2,135) = 9.517, p < 0.001), and their interaction (F(7,135) = 4.524, p < 0.001).

X Trials: The association phase was designed to impair performance on X trials at Test. The frequency of SINGLE trials
was hypothesized to further decrease performance on X trials due to reinforcement of the control-demanding response
for features shared with X trials, where the automaticity-demanding response was required. Post-hoc comparisons using
Tukey’s honest significant difference test showed that accuracy on X trials significantly decreased in the high SINGLE
condition as compared to the no SINGLE condition (mean accuracy difference = -29%, p < 0.001). Experience during
Training was predicted to impair performance on X trials but not NONE trials in the absence of SINGLE trials. Post-hoc
tests did not reveal performance differences on NONE compared to X trials in the no SINGLE group.

NONE Trials: Features from the NONE trials were reinforced for the automatic-demanding response and so should not
interfere with NONE performance at Transfer. The frequency of SINGLE trials on the other hand was hypothesized to
decrease performance on NONE trials due to shared-features. Compared to no SINGLE, NONE trial accuracy decreased
in low SINGLE (mean = -31%, p < 0.001) and high SINGLE (mean accuracy difference = -37%, p < 0.001).

Control Trials: Since WRControl trials did not share features with SINGLE trials, changes in accuracy on WRControl tri-
als with SINGLE frequency are proposed to reflect non-feature-specific changes in propensity to exert control at Transfer.
Accuracy on WRControl trials in the high SINGLE condition decreased as compared to the no SINGLE condition (mean
accuracy difference = -28%, p < 0.001), whereas it did not distinguish error rate between low SINGLE and no SINGLE or
high SINGLE. In the case of both SINGLE trials and CNControl trials, non-feature-specific changes in propensity to exert
control should either not change, or benefit performance. Consistent with modelling predictions no change in accuracy
was observed for CNControl trials or SINGLE trials across SINGLE frequency groups.

Reward Rate: Maltransfer from SINGLE trials to X and NONE trials was predicted to decrease participant reward rate.
An MANOVA was conducted to examine the effect of SINGLE frequency condition on mean reward rate (points per
second of reaction times). Reward rate significantly decreased from no SINGLE compared to low and high SINGLE
frequency (ANOVA, F(2,27) = 4.99, p < 0.001). Modelling predicted a recovery of reward rate in the high SINGLE
condition however post-hoc test showed no change in reward rate from low to high SINGLE.
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Figure 2: a) Mean accuracy for X, NONE, and WRControl trials decrease as SINGLE trial frequency increases. and b)
Reward rate decreases as SINGLE trial frequency increases.

4 Discussion and Conclusions

In the no SINGLE group subjects performed at only 75% (7.4% s.e.m.) accuracy on X trials even though the task was to
read the word. This remarkably low performance is most likely a consequence of maltransfer from the association phases
to the test phase. To examine maltransfer effects further, we parametrically varied the frequency of SINGLE trials. In
line with our model’s predictions, the addition of SINGLE trials further decreased performance on X trials. Decreases in
accuracy did not appear to be driven by a speed-accuracy trade-off as reaction time generally grew as error rates grew,
and jointly these resulted in the decreased reward rate observed. The maltransfer from SINGLE trials to NONE trials
and X trials appears to have interfered with the performance in the conditions with SINGLE trials. Consistent with this
explanation, participants in the conditions with SINGLE trials were not only less accurate but also slower. Consequently,
their reward rate was lower. The finding of control-overexertion is particularly striking because people generally avoid
the cost and effort associated with cognitive control. The finding that WRControl trials decrease as SINGLE frequency
increases suggests that people also learn a global (feature-unspecific) value of exerting control. Additional model-fitting
analyses will examine the contribution of different forms of learning over the time-course of the experiment, as well as
differences in learning dynamics between individuals.

Our empirical findings support the hypothesis that adjustments of control intensity are driven by a learning mechanism
that approximates the EVC by a linear combination of relevant features such as the colors and words in a Stroop task.
While this learning mechanism usually results in adaptive improvements in control specification, it leads to maltransfer
when situations that share relevant features differ in their demands for cognitive control. We have demonstrated this by
constructing a relationship that radically violates the learning mechanisms assumption of additivity. Critically, there are
many real-world examples of non-linearities in the value of cognitive control–most importantly multi-tasking–where the
simultaneous specification of two valuable control signals (e.g., c1 = drive and c2 = sketchEVOCModel) has a signifi-
cantly lower expected value than either of them alone. This suggests that the proposed cognitive plasticity mechanism
might be able to explain how people come to maladaptively over-exert cognitive control.
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Abstract

Many decisions require planning multiple steps into the future, but optimal planning is computationally intractable. One
way people cope with this problem is by setting subgoals, suggesting that we can help people make better decisions by
helping them identify good subgoals. Here, we evaluate the benefits and perils of highlighting potential subgoals with
pseudo-rewards. We first show that sparse pseudo-rewards based on the value function of a Markov decision process
(MDP) lead a limited-depth planner to follow the optimal policy in that MDP. We then demonstrate the effectiveness of
these pseudo-rewards in an online experiment. Each of 88 participants solved 40 sequential decision-making problems.
In control trials, participants only saw the state-transition diagram and the reward structure. In experimental trials,
participants additionally saw pseudo-rewards equal to the value (sum of future rewards) for the states 1-, 2-, or 3-steps
ahead of the current state. When participants reached one of those states, the display would again reveal the values of
the states located 1-, 2-, or 3-steps ahead of the current state. We found that showing participants the value of proximal
states induced goal-directed planning and improved their average score per second. This benefit was largest when the
incentives were 1 or 2 steps away and decreased as they were moved farther into the future. Although these pseudo-
rewards were beneficial overall, they also caused systematic errors: Participants sometimes neglected the costs and
rewards along the paths to potential subgoals, leading them to make “unwarranted sacrifices” in the pursuit of the most
valuable highlighted states. Overall, our results suggest that highlighting valuable future states with pseudo-rewards
can help people make better decisions. More research is needed to understand what constitutes optimal subgoals and
how to better assist people in selecting them.

Keywords: pseudo-rewards; shaping; planning; goals; gamification
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1 Introduction

Many important decisions require sacrificing immediate reward in the pursuit of greater payoffs in the future. Incorpo-
rating potential future rewards requires solving a Markov decision process. The computational challenge of solving this
problem may partly explain why people tend to underappreciate future rewards relative to immediate rewards (Myerson
& Green, 1995).

Inspired by the use of shaping rewards in reinforcement learning (Ng, Harada, & Russell, 1999), Lieder and Griffiths
(2016) proposed that this problem can be ameliorated by providing people with pseudo-rewards that align short term
reward with long term value. They showed that optimal pseudo-rewards (i.e., the value of the next state minus the value
of the current state) enable myopic agents (i.e., agents maximizing immediate rewards) to follow the optimal policy and
improve human performance in sequential decision problems.

In the real world, however, it is generally infeasible to provide pseudo-rewards after every action a person takes. Fur-
thermore, computing optimal pseudo-rewards exactly is intractable for the decision problems that people face in real-life.
Instead, a decision support system may only have access to the approximate values of a limited number of states. For-
tunately, although people may not be able to look far into the future, research on human planning has shown that they
are not entirely myopic either (Morris & Ward, 2004). One strategy people use to approximate optimal planning is to
set subgoals (Newell, Simon, et al., 1972), an approach that has also been applied in artificial intelligence (Shivashankar,
Kuter, Nau, & Alford, 2012).

However, to use subgoals effectively one must choose good subgoals, and humans sometimes rely on simple heuristics
and habits when setting subgoals (Cushman & Morris, 2015). Perhaps then, humans and decision support systems have
complementary stregnths and weaknesses. Humans can often achieve subgoals, but they may not always select the best
subgoals to pursue. Decision support systems, on the other hand, cannot feasibly advise on every decision, but they may
have information about the values of certain states. This suggests that a decision support system can improve human
decision making by helping people choose better subgoals using its knowledge of valuable states.

We propose that a decision support system can inform peoples’ choice of subgoals by providing sparse pseudo-rewards to
convey the value of potential subgoal states that are within reach. People could then select one of these states as their
target by combining their knowledge of proximal rewards with the state values conveyed by pseudo-rewards. Here, we
investigate the potential benefits and perils of this approach through mathematical analysis and behavioral experiments.

2 Optimal sparse pseudo-rewards for non-myopic agents

Lieder and Griffiths (2016) proved that pseudo-rewards generated by a potential function of the optimal value func-
tion lead a myopic agent (one that greedily maximizes immediate reward) to follow the globally optimal policy, taking
r′(st, at, st+1) = r(st, at, st+1) + f(st, at, st+1) where f(st, at, st+1) = V ?(st+1)γ − V ?(st). Here, we extend this result,
showing that sparse pseudo-rewards can provide the same benefit for an agent with some ability to plan ahead. Let an
N-step planner be the policy

πN (st) = argmax
at

max
at+1...at+n−1

N−1∑

i=0

r′(st+i, at+i, st+i+1)γ
i (1)

Lieder and Griffiths (2016) note that an optimal planning agent will still perform optimally when given their pseudore-
wards because of the shaping theorem (Ng et al., 1999). However, because sparse pseudo-rewards are necessarily not
potential-based, the shaping theorem cannot apply. Thus, we begin by proving directly the optimality of dense pseudo-
rewards in order to build intuition for the sparse case.

Lemma 2.1. The N-step planner πN is equivalent to the optimal policy π∗ when the pseudo-reward function is that of Lieder and
Griffiths (2016).

Proof. We begin by breaking up the modified reward into its pieces.

N−1∑

i=0

r′(st+i, at+i, st+i+1)γ
i =

N−1∑

i=0

r(st+i, at+i, st+i+1)γ
i +

N−1∑

i=0

f(st+i, at+i, st+i+1)γ
i (2)

Expanding the second term, we find that the fs telescope.

N−1∑

i=0

f(st+i, at+i, st+i+1)γ
i = −V ?(st) + V ?(st+1)γ

1 · · · − V ?(st+N−1)γ
N−1 + V ?(st+N )γN = V ?(st+N )γN − V ?(st) (3)
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Thus the N -step planner chooses the first action in a series of actions that maximizes the sum of rewards plus the differ-
ence in value between the final state and the current state. The value of the current state is constant under the maximiza-
tion, so we can remove it.

πN (st) = argmax
at

max
at+1...at+n−1

N−1∑

i=0

r(st+i, at+i, st+i+1)γ
i + V ?(st+N )γN (4)

Starting from the optimal policy and working backwards, we expand the recursive definition of V ? N − 1 times to attain

π?(st) = argmax
at

r(st, at, st+1) + · · ·+ max
at+N−1

r(st+N−1, at+N−1, st+N )γN−1 + V ?(st+N )γN = πN (st) (5)

�

Note that this proof can be easily extended to stochastic MDPs by replacing the functions f , r and V ? with the expected
values of the corresponding distributions.

Given that it may not be feasible to provide pseudo-rewards after every action, we would like would like to construct
an f that has this optimality property but is also sparse (i.e. f(st, at, st+1) = 0 for most t). Unfortunately, it is likely
impossible to construct such an f without making assumptions about the agent and environment. As shown in Equa-
tion 4, the key contribution of the pseudo-rewards is in the term V ?(st+N )γN , which comes from the pseudo-reward
f(st+N−1, at+N−1, st+N ). That is, the proof relies critically on the pseudo-reward at the final transition of each path con-
sidered while planning. In general, this could be any transition in the MDP, thus we cannot safely set f to 0 for any
transition, precluding sparsity in the general case.

Designing optimal sparse-pseudo rewards may be impossible without knowing what paths the agent could consider.
However, in some cases, this information may be available. Assume we know the current state of the agent st as well as
its planning depth N . This information defines a set St+N of all possible states the agent could be in after N steps. We
can then define pseudo-rewards relative to the current time step as

ft(s, a, s
′) =

{
V ?(s′) if s′ ∈ St+N

0 otherwise

Lemma 2.2. The N-step planner πN is equivalent to the optimal policy π∗ when the pseudo-reward function is ft and the environ-
ment in non-cyclic.

Proof. Substituting ft into Equation 3, we find
∑N−1

i=0 ft(st+i, at+i, st+i+1)γ
i = V ?(st+N )γN which differs from the origi-

nal case only in the constant that is removed in Equation 4. Thus, we can follow the same steps starting at Equation 4 to
show that πN with shaping function ft is equivalent to π∗. Note that the first step of this proof requires that ft be 0 for
all states the agent visits except st+N . This assumption holds in non-cyclic environments. �

This formulation is less than ideal because it only applies to non-cyclic environments. Furthermore, the agent will never
actually attain a pseudoreward because ft moves a little further every step. Both problems can be solved by assuming
that the N-step planner never plans past the nearest pseudo-reward (an assertion that we make without proof for lack
of space). In this case we can reset ft only when the agent attains the pseudo-reward. We follow this assumption in
designing our experimental stimuli.

3 Testing the effects of sparse pseudo-rewards on planning

To investigate the effects of pseudo-rewards on planning, we employ a modified version of the paradigm of Lieder
and Griffiths (2016) which presents a series of sequential decision problems with versus without pseudo-rewards. We
hypothesized that spacing out the pseudo-rewards such that they occurred every N time steps would lead participants
to form subgoals to reach states with high pseudo-rewards. This simplifies the planning problem, allowing participants
to plan only as far as the next pseudo-reward, and thus making their planning process to be less error-prone and less
time-consuming. We expected this benefit to be proportional to the reduction in planning distance. Thus, we predicted
that participants would achieve higher scores and spend less time on trials with more frequent pseudo-rewards.

3.1 Methods

We recruited 88 participants on Amazon’s Mechanical Turk using the psiTurk experimental framework (Gureckis et
al., 2016). Participants were paid $0.75 plus a performance-dependent bonus of up to $1.85 for completing 40 trials
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Figure 1: Screenshot of the experiment: Participants con-
trol the spider with the arrow keys to maximize profit.
The number of stars conveys the value of a state.

1 2 3 4 5 6
Step

no
ne

3
2

1
P
se
ud
o-
re
w
ar
d 
di
st
an

ce

Log reaction time (ms)

6.0

6.6

7.2

7.8

8.4

9.0

Figure 2: Planning time is higher on states with
pseudo-rewards, indicated by stars.

(roughly 14 minutes of work). The experiment was programmed with the JsPsych library (De Leeuw, 2015) using the
Mouselab-MDP plugin (Callaway, Lieder, Krueger, & Griffiths, in press). Trials were counterbalanced such that each
reward structure occurred with each pseudo-reward distance an equal number of times across all participants.

A screenshot of the task is shown in Figure 1. Participants navigated a spider through the Web of Cash, aiming to attain
the highest possible profit. (Their bonus was 5% of their profit on a random round). The graph was structured such that
participants could only move rightwards, and only one row up or down on each step. This induces a long-term planning
problem in which one may need to make a short-term suboptimal decision to reach a highly valuable state. To increase
the importance of planning, rewards were drawn from a zero-centered normal distribution with variance increasing with
depth, Normal(0, 2 + 2d), and clipped to be integers. We selected stimuli that discriminated 1-step, 2-step, and 6-step
planners by rejection sampling.

On some trials, pseudo-rewards, displayed as stars, were presented every 1, 2, or 3 steps. Only the pseudo-rewards
at the nearest such column were visible; when one of those pseudo-rewards was attained, the next round appeared.
Participants were explicitly informed that the number of stars on a state was the maximum total profit one could gain
starting in that state. In MDP jargon, the number of stars on a state was equal to the value of that state. Thus a participant
could take the optimal path by considering all paths up to the next column of pseudo-rewards and taking the path with
the largest sum of rewards (dollars) and pseudo-rewards (stars).

3.2 Results

Planning time Before conducting our primary analyses, we sought evidence that the pseudo-rewards induced goal-
targeted planning. We defined an intuitive behavioral signature of planning based on reaction times: If a participant
chooses to plan ahead at a given state, her reaction time will be higher than average; however, once a plan has been
formed, she can quickly execute the full sequence. Thus, if the pseudo-rewards induced subgoal-targeted planning, we
would expect to see longer reaction times on states with pseudo-rewards because participants would need to re-plan
after reaching the pseudo-reward induced subgoal.

Log reaction times broken down by step and pseudo-reward frequency are shown in Figure 2. We excluded the first
action (the first column in Figure 2) from our analysis because one would expect unusually high reaction time at the
first state regardless of the presence of pseudo-rewards. We constructed a mixed effects linear regression model over
log reaction time at each step with one fixed effect for the presence of a pseudo-reward on that step and random effects
for participant, stimulus, trial index, and step number. An Anova comparing the full model to the model with only
random effects revealed a significant effect of pseudo-rewards on planning time (β = 0.708, χ2(1) = 619.37, p < 0.001),
indicating that pseudo-rewards induced goal-targeted planning.

Score rate We predicted that pseudo-rewards would either increase the quality of actions, reduce the time spent plan-
ning, or both. To capture both of these possibilities in one metric, we defined score rate to be the average score per second.
Results are plotted in Figure 3. For each measure (score, time, score rate), we constructed a mixed effects linear regression
model with one fixed effect for distance between pseudo-rewards (or 6, the number of steps, when pseudo-rewards were
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Figure 3: Average score, trial time, and score rate (score per second) for different frequencies of pseudo-rewards. Error
bars show 68% confidence intervals by bootstrapping.

absent) and random effects for participant, stimulus, and trial index. The effect of distance between pseudo-rewards
on score rate was statistically significant (β = −0.045, χ2(1) = 15.14, p < 0.001). The effect on score (β = −0.166,
χ2(1) = 4.90, p < 0.05) and trial time were also significant (β = 0.204, χ2(1) = 44.74, p < 0.001).

Unwarranted sacrifices So far we have seen that sparse subgoal-directed planning induced by pseudo-rewards can
have positive effects. However, there may be negative side effects. Increasing the salience of valuable states may lead
participants to neglect the cost of reaching the state, or the many small rewards along a path to a less valuable state.
We term a suboptimal plan made in tenacious pursuit of a goal an unwarranted sacrifice. This effect can be quantified
in our paradigm as traveling to the state with maximal value at a given time step—perhaps highlighted by the largest
pseudo-reward—when that state does not lie on the optimal path. Let sVt = argmaxs∈St

V ∗(s) be the state with maximal
value at step t. Similarly, let s∗t be the state at step t of the optimal path. We can define a state st as the result (and perhaps
also the cause) of an unwarranted sacrifice if st = sVt ∧ st 6= s∗t . A χ2 test revealed a significant effect of pseudo-rewards
on unwarranted sacrifices (χ2(1) = 12.52, p < 0.001; ), supporting the hypothesis that pseudo-rewards increase the
likelihood that people will pursue a valuable state when doing so is suboptimal.

4 Conclusion

We found that pseudo-reward induced subgoals enabled people to solve sequential decision problems more efficiently,
suggesting that pseudo-rewards could be used in real-world settings to help people make better decisions. However,
our results also suggest that this approach is not without perils: When choosing subgoals, people may neglect the cost of
achieving them. In future research, we will examine the extent to which pseudo-rewards exacerbate this effect, and what
can be done to ameliorate it.
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Abstract
Policy search methods in reinforcement learning have demonstrated success in scaling up to larger problem sizes beyond toy examples.
However, deploying these methods on real robots remains challenging due to the large sample complexity required during learning
and their vulnerability to malicious intervention. Model-based methods using simulated approximations of the target domains offer a
possible solution, with the caveat that algorithms need to adapt across errors in modeling and adversarial perturbations. We introduce
Adversarially Robust Policy Learning (ARPL), an algorithm that leverages active computation of physically-plausible adversarial
examples during training to enable sample-efficient policy learning in the source domain and robust performance under both random and
adversarial input perturbations. We also show that ARPL is analogous to improving the distance to uncontrollability for linear systems,
which provides a guideline for a comparison of controller robustness in complex models. We evaluate ARPL on four continuous
control tasks and show superior resilience to 18 different threat models across 100 policy instances for each task as compared to
state-of-the-art robust policy learning methods. Code, data, and additional results are available at: https://stanfordrl.github.io/ARPL.
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1 Introduction

Renewed research focus on policy learning methods in reinforcement learning have enabled autonomy in many problems considered
difficult until recently, such as video games with visual input [9], the deterministic tree search problem in Go [12], robotic manipulation
skills [7], and locomotion tasks [8].

As we move towards deploying learned controllers on physical systems around us, robust performance is not only a desired property but
also a design requirement to ensure the safety of both users and system itself. Machine learning research has shown that a spectrum of
models, including RL algorithms, are vulnerable to malicious attacks [1–3, 6]. Recent works have studied the existence of adversarial
examples [4, 10, 13] and showed that such instances are not only easy to construct but are also effective against different models trained
for the same task. While successful, policy search algorithms, such as variants of Q-Learning [9] and Policy Gradient methods [8, 11],
are highly data intensive. Hence, a naïve approach that utilizes joint training over an ensemble of domains to achieve robustness can
quickly become intractable.

This paper is a step towards addressing the problem of robustness to malicious attacks while maintaining data efficiency in training.
The key intuition of this study is that – adversarial examples can be used to actively choose perturbations during training in the
source domain. This procedure exhibits robustness to both modeling errors and adversarial perturbations on the target domain without
an increase in data-requirement. In particular, we explore training in simulated continuous control tasks for evaluation across varied
simulated target domains. We analyze the effect of perturbations on the performance via three kinds of modeling errors: model
parameter uncertainty, process noise, and observation noise.

Summary of Contributions:

1. We demonstrate that deep RL policies are susceptible to both adversarial perturbations and model-mismatch errors.
2. We propose a method to synthesize physically-plausible adversarial perturbations for a white-box model. Further, we present
Adversarially Robust Policy Learning method to use actively chosen adversarial perturbations for robust policy training.

3. We also relate the distance to uncontrollability in simple environments to control inputs, hence providing a potential justification
for ARPL leading to improved robustness in more complex environments where analytic calculations are impractical.

4. We extensively evaluate our method in 4 simulated environments with many policy training variations in each and observe that
training with ARPL results in improving cumulative reward.

2 Adversarially Robust Policy Learning

2.1 Adversarial Perturbations in Deep Neural Networks

Szegedy et al. [13] discovered the insightful fact that deep learning models are highly vulnerable to adversarial examples. Furthermore,
these adversarial examples exhibit a remarkable generalization property - a variety of models with different parametrization are often
fooled by the same adversarial example, even when these models are trained on different subsets of the training data.

Methods of creating adversarial examples rely upon maximizing the prediction error subject to a constraint on the perturbation size. In
image classification, the objective is switching prediction classes, while minimizing the perceived image perturbation. In reinforcement
learning, the objective is to misguide the policy to output incorrect actions, while minimizing the change in either the input state,
the dynamics model, or the observation model. One of the most prevalent methods for generating adversarial examples is the Fast
Gradient Sign Method (FGSM) by Goodfellow et al. [4]. FGSM offers computationally efficiency at the cost of a slight decrease in
attack success rate. The FGSM method makes a linear approximation of a Deep Neural Network and maximizes the objective in a
closed form.

FGSM focuses on adversarial perturbations of an image input where the change in each pixel is limited by ε . With a linear
approximation of a DNN, π̂(s) = wTs, the optimal FGSM perturbation is defined as, δ = ε sign(w). Since we define δ to be the
perturbation, the output of the network on the adversarial example ŝ is π̂(ŝ) = wTs+wTδ . Now assuming that the network output
π(s;θ) is instead a non-linear function parametrized by θ , then a linearization of the loss function around the current input provides
the following perturbation

δ = ε sign
(
∇sη(πθ (s))

)
(FGSM) (1)

where η is a loss function over the policy π , which is parametrized by parameters θ . Moreover, we note that a key assumption in FGSM
is that the attacker has complete access to the target neural network – such as its architecture, weights, and other hyperparameters. This
is a white-box setting. In contrast, in a black-box setting, the attacker does not have access to the parameters of the target network but
only the output. Previous works have studied the black-box setting where gradient computation can be done numerically, and the
attacker has unlimited query access to the oracle. A common approach is to re-train a separate model for the same input and output
space and leverage the transferability of the adversarial examples to attack the target policy. We restrict our analysis to a white-box
setting because training the policy with numerical gradient estimates is no more efficient than computing the gradient on the original
policy.
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2.2 Physically Plausible Threat Model

Consider a physical dynamical system:

xt+1 = f (xt ,ut ; µ)+ν (Dynamics), zt =g(xt)+ω (Observation) (2)

where the Dynamics equation updates the state x with control input u according to a function f , parametrized by model parameters
µ , and process noise ν . The Observation model maps the current state x to the observed state z with the observation function g
and observation noise ω .

We use the full gradient method instead of the popular FGSM. FGSM is primarily designed for images where the state is high
dimensional and approx. IID. However, for dynamical models, the state space is structured with different domains; hence a fixed unit
step size can result in scaling issues.

We use an isometrically scaled version of the full gradient

δ = ε ∇sη(πθ (s)) (ARPL) (3)

where η is a loss function over the policy π , which is parametrized by parameters θ .

Type of Perturbation: A malicious adversary can change either of the three quantities µ,ν , or ω . A change in µ can be equated
to dynamics noise, i.e. uncertainty in physical parameters such as mass, friction, and inertia, while ν and ω correspond to direct
perturbations of state and observation. Prior work in [2, 6] only examines perturbations to the current state in image space, i.e. ν ,
which is often not physically plausible. We perform perturbations to process noise ν by adding gradient based perturbation to the state
of the system. Similarly, we add observation noise to ω by changing the observation while preserving the system state. Adversarial
perturbation on dynamics noise through model parameters µ requires state augmentation s̄ = [s,µ]T , and only the latter component of
the gradient is used ∇s̄ = [0,∇µ ].

We maintain physical plausibility of all perturbations through the projection of the perturbed state to its respective domain, i.e. the
state space for s and bounded variation in µ ∈ [0.5µ0,1.5µ0], where µ0 is nominal (source) dynamics.

Modes of Perturbation: We build two threat modes: Adversarial and Random. For noise in states (ν) and observation (ω), adversarial
states are calculated using δ , while random perturbations are uniformly sampled from [−δ ,δ ]. For dynamics noise, µ is set to be a
uniform sample in [0.5µ0,1.5µ0] at each time iteration. For adversarial dynamics noise, we first get a random sample as before, then
add a gradient δ evaluated at µadv ∼U(0.5µ0,1.5µ0).

Frequency of Perturbation: The parameter φ ∈ [0,1] determines the frequency of applying adversarial (or random) updates. At each
time step, an update is applied with prob. Bern(φ). When φ = 0, only the initial time step is perturbed in each episode.

The three perturbation types described above combined with two modes of perturbation and three levels of perturbation frequency
result in a total of 18 threat models. Each model is also compared with the nominal source model with no changes as a baseline.

2.3 Robust Training with Adversarial Perturbations

Direct Policy Optimization methods utilize batch trajectory sampling for gradient estimates as in [11]. The core of the ARPL operates
by modifying the trajectory rollouts to include trajectory perturbation. In the most general setting, at each iteration, a trajectory is
rolled out, and an adversarial perturbation is added to the model with probability φ at each time step along the trajectory. The exact
operation in add_perturbation depends on the choice of threat model. A gradient update to the policy parameters is then made
after a rolling out a batch of k trajectories.

ARPL achieves robustness by adding adversarial model variation in each rollout. However, training on adversarial examples is different
from other data augmentation schemes. In supervised models, the data is augmented with a priori transformations such as translation
and rotation which are expected to occur in the test set. By contrast, adversarial perturbations rely on the online generation of scenarios
that not only expose flaws in the ways that the model conceptualizes its decision function, but also are likely to occur naturally

3 Robustness as Distance to Uncontrollabilty

A dynamical system is said to be controllable if there exists a sequence of control inputs that can transfer the system to any desired
state. Model perturbations can turn a controllable dynamical system into one that is uncontrollable. For a controllable linear system
(ẋ = Ax+Bu), the distance to uncontrollability, duc can be characterized by the smallest singular value of the matrix [A−λ I,B],

duc = min
λ

σmin
(
[A−λ I,B]

)
(4)

Consider an infinite-horizon time-invariant Linear Quadratic Regulator (with standard notation), the form of the optimal controller is
u =−Kx. Here K is given by K = R−1(BT P), and P is the solution of a Continuous time Algebraic Riccati Equation (CARE):

AT P+A− (PB)R−1(BT P)+Q = 0

2
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Proposition 1 Further, we note that under the assumption that (A;B) is controllable, (A;Q) is observable, P is positive definite
solution to CARE, with Q is positive semi-definite, R is positive definite, we have:

duc ≥
λmin(Q)

||P||
√

1+ λmin(Q)
λmin(R)

)
(5)

where λmin(·) is smallest eigenvalue. We omit the proof and refer the reader to Theorem 2 of the analysis in [5], from which the above
can be derived.

Proposition 1 implies that the distance to uncontrollability under perturbations to the matrices (A;B) is inversely proportional to the
matrix norm of P, and by extension the total control effort. Intuitively, if the control approximately saturated in order to achieve or
maintain stability, then the system can be destabilized by small perturbations to the model, and vice-versa. While this result is hard to
derive for non-linear systems, we can use this result as a guideline to compare the robustness of controllers under the same set of
perturbations on the same task by directly comparing the control effort needed to achieve stability.

4 Experimental Evaluation

Figure 1: (a) The nominal hopper agent’s performances against different types of random and adversarial perturbations in comparison with the
nominal performance. (b) A comparison between the learning curve of the half-cheetah and the inverted pendulum agents.
Experimental Setup: We evaluated our proposed ARPL algorithm on four continuous control tasks – inverted pendulum,
half-cheetah, hopper, and walker-2d using the MuJoCo physics simulator [14]. These tasks involve complex non-linear
dynamics and direct torque control on the actuated joints. Under-actuation and discontinuous contact render these tasks a challenging
benchmark for reinforcement learning methods. To understand our model’s robustness with physical plausibility, we use a low-
dimensional state representation that captures the joint angles and positions in these tasks. In such cases, perturbations on the state
vectors naturally lead to a new state that is physically realizable in the environments.

We use the state-of-the-art trust region policy optimization (TRPO) method [11] to learn a stochastic policy using neural networks.
The policy is parametrized by a Gaussian distribution, where its mean is predicted by a network with two hidden layers, 64 units per
layer, and tanh as the non-linearity. The network also learns to output the standard deviation of the Gaussian policies. For the loss
function η that ARPLuses to generate adversarial perturbations, we use η(µθ ) = ‖µθ‖2

2, where µθ is the output of the mean network
with parameters θ .

Existence of Physical Plausible Perturbations: We illustrate that a nominal policy (a policy trained without ARPL) has high
sensitivity with respect to uncertainty from different sources. In particular, we examine perturbations as a result of dynamics noise,
process noise, and observation noise introduced in Sec. 2.2. Fig. 1 illustrates the behavior of a nominal policy trained on the hopper
environment in different setups. The left bar shows its performance in the nominal environment where the agent has been trained. We
also show the agent’s performance after applying random and adversarial perturbations to the environment. The most severe impact is
caused by the adversarial perturbation on states (process noise) using the method described in Sec. 2.2. This illustrates the lack of
robustness of the nominal policy regarding all three types of physical plausible perturbations.

Improving Model Robustness using Adversarial Training: Here we evaluate the effectiveness of our robust training method
proposed in Sec. 2.3. This analysis is performed on all of the four environments on the three types of noises.

Fig. 1 shows the patterns of the agent’s learning curves in seven different setups, evaluated in the same setup during training. In
the robust training methods, we set the gradient multiplier factor ε to 0.1. Our robust training method exhibits comparable sample
complexity with the nominal policy training. However, we observe distinctive behaviors in the inverted pendulum (left) and
half-cheetah (right) environments - the inverted pendulum is much more sensitive to process noise. As a regulation task, a
large perturbation on the states of the inverted pendulum can often lead to a large tilt that the agent cannot recover from. Consequently,
the agent failed to learn a good policy when training with process perturbations. The best performance on the inverted pendulum
task is achieved by training with adversarial dynamics noises. To better understand the robustness of the inverted pendulum agents,
we quantitatively evaluate three agents that have been trained in 1) the nominal environment, 2) with random noise, and 3) and with
adversarial perturbations. Fig. 2 shows the agents’ performance under different combinations of dynamics configurations. Among the
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Figure 2: Policy robustness of the inverted pendulum agents with respect to varying dynamics configurations.

three setups, the agent trained with the adversarial dynamics is able to perform well in a broader set of the mass values of the body
parts.

Robustness as Controllability: We also investigated the control effort exerted by the agents on the inverted-pendulum
regulation task. We found that when testing the agents in the nominal domain, the three methods: adversarial (ARPL), random training,
and nominal model result in a normalized RMS control effort of [0.15, 0.38, 1.75] (10-rollout mean). The higher control effort in
nominal and random models confirms our hypothesis that these models are more susceptible to instability, as stated in Section 3.

5 Discussion and Future Work

Adversarial examples have been widely studied since they were first introduced by Szgedey et al. [13], especially in the context of
classification. Recent work extended the idea to reinforcement learning [2, 6], showing that similar adversarial attack techniques can be
directly applied to a variety of standard deep RL models. Some countermeasures attempt to incorporate perturbed adversarial examples
to retrain the network [4], but one limitation of adding small perturbations for generating adversarial images is that it might not preserve
the statistics of real-world data, so these adversarial examples might never exist in the physical world. Our work focuses on continuous
control tasks, where the states naturally correspond to joint angles and positions. Therefore, we can use the perturbation method to
generate a physically-plausible adversarial state, and perform formal analysis on physical systems. Future work involves exploring the
techniques in high-dimensional sensory data, as well as methods for black-box adversarial attacks and their countermeasures.
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